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Foreword by Mark Curphey

When the public talks about the Internet, in most cases they are actually talking about
the Web. The reality of the Web today never seizes to amaze me, and the tremendous
potential for what we can do on the Web is awe-inspiring. But, at the same time, one
of the greatest fears for many who want to embrace the Web—the one thing that is
often responsible for holding back the rate of change—is the security of Web
technology. With the constant barrage of high profile news stories about hackers
exposing credit card databases here and finding cunning ways into secret systems
there, it’s hardly surprising that in a recent survey almost all users who chose not to
use Internet banking cited security as the reason. Putting your business online is no
longer optional today, but is an essential part of every business strategy. For this
reason alone, it is crucial that users have the confidence to embrace the new era.

As with any new technology, there is a delay from the time it is introduced to the
market to the time it is really understood by the industry. The breakneck speed at
which Web technologies were adopted has widened that window. The security
industry as a whole has not kept pace with these changes and has not developed

the necessary skills and thought processes to tackle the problem. To fully understand
Web security, you must be a developer, a security person, and a process manager.
While many security professionals can examine and evaluate the security of a
Windows configuration, far fewer have access to the workings of an Internet bank

or an online book store, or can fully understand the level of security that an online
business requires.

Until a few years ago, the platform choices for building secure Web applications
were somewhat limited. Secure Web application development was the exclusive
playground of the highly experienced and highly skilled developer (and they were
more than happy to let you know that). The .NET Framework and ASP.NET in
particular are an exciting and extremely important evolution in the Web technology
world and are of particular interest to the security community. With this flexible
and extensible security model and a wealth of security features, almost anything is
possible in less time and with less effort than on many other platforms. The .NET
Framework and ASP.NET are an excellent choice for building highly secure,
feature-rich Web sites.
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With that array of feature choices comes a corresponding array of decisions, and
with each and every decision in the process of designing, developing, deploying,
and maintaining a site can have significant security impact and implications.

Improving Web Applications Security: Threats and Countermeasures provides an excellent
and comprehensive approach to building highly secure and feature-rich applications
using the NET Framework. It accurately sets the context—that security
considerations and issues must be addressed with application design, development,
deployment, and maintenance in view, not during any one of these phases in
isolation. It cleverly walks you through a process, prescribing actions and making
suggestions along the way. By following the guide from start to finish you will learn
how to design a secure application by understanding what’s important to you, who
will attack you, and what they will likely look for, and build countermeasures to
protect yourself. The guide provides frameworks, checklists, and expert tips for
threat modeling, design and architecture reviews, and implantation reviews to help
you avoid common mistakes and be secure from the start. It then delves into the
NET security technology in painstaking detail, leading you through decisions you
will need to make, examining security components and things you should be aware
of, and focusing on issues that you cannot ignore.

This is the most comprehensive and well-written guide to building secure Web
applications that I have seen, and is a must read for anyone building a secure Web
site or considering using ASPNET to provide security for their online business
presence.

Mark Curphey

Mark Curphey has a Masters degree in Information Security and runs the Open Web
Application Security Project. He moderates the sister security mailing list to Bugtraq
called webappsec that specializes in Web application security. He is a former Director
of Information Security for Charles Schwab, consulting manager for Internet Security
Systems, and veteran of more banks and consulting clients than he cares to
remember. He now works for a company called Watchfire. He is also a former

Java UNIX bigot now turned C#, ASPNET fan.
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Foreword by Joel Scambray

I have been privileged to contribute to Improving Web Application Security: Threats
and Countermeasures, and its companion volume, Building Secure ASP.NET Web
Applications. As someone who encounters many such threats and relies on many
of these countermeasures every day at Microsoft’s largest Internet-facing online
properties, I can say that this guide is a necessary component of any Web-facing
business strategy. I'm quite excited to see this knowledge shared widely with
Microsoft’s customers, and I look forward to applying it in my daily work.

There is an increasing amount of information being published about Internet security,
and keeping up with it is a challenge. One of the first questions I ask when a new
work like this gets published is: “Does the quality of the information justify my
time to read it?” In the case of Improving Web Application Security: Threats and
Countermeasures, I can answer an unqualified yes. ].D. Meier and team have
assembled a comprehensive reference on Microsoft Web application security, and
put it in a modular framework that makes it readily accessible to Web application
architects, developers, testers, technical managers, operations engineers, and yes,
even security professionals. The bulk of information contained in this work can
be intimidating, but it is well-organized around key milestones in the product
lifecycle—design, development, testing, deployment, and maintenance. It also
adheres to a security principles-based approach, so that each section is consistent
with common security themes.

Perhaps my favorite aspect of this guide is the thorough testing that went into each
page. During several discussions with the guide’s development team, I always came
away impressed with their willingness to actually deploy the technologies discussed
herein to ensure that the theory portrayed aligned with practical reality. They also
freely sought out expertise internal and external to Microsoft to keep the contents
useful and practical.

Some other key features that I found very useful include the concise, well-organized,
and comprehensive threat modeling chapter, the abundant tips and guidelines on
NET Framework security (especially code access security), and the hands-on
checklists for each topic discussed.

Improving Web Application Security: Threats and Countermeasures will get any
organization out ahead of the Internet security curve by showing them how to
bake security into applications, rather than bolting it on as an afterthought. I highly
recommend this guide to those organizations who have developed or deployed
Internet-facing applications and to those organizations who are considering such
an endeavor.

Joel Scambray
Senior Director of Security, MSN
Co-Author, Hacking Exposed Fourth Edition, Windows, and Web Applications
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Foreword by Erik Olson

For many years, application security has been a craft learned by apprenticeship.
Unfortunately, the stakes are high and the lessons hard. Most agree that a better
approach is needed: we must understand threats, use these hard lessons to develop
sound practices, and use solid research practices to provide layers of defense.

Web applications are the portals to many corporate secrets. Whether they sit on

the edge of the lawless Internet frontier or safeguard the corporate payroll, these
applications are a popular target for all sorts of mischief. Web application developers
cannot afford to be uncertain about the risks to their applications or the remedies that
mitigate these risks. The potential for damage and the variety of threats is staggering,
both from within and without. However, while many threats exist, the remedies can
be crystallized into a tractable set of practices and procedures that can mitigate
known threats and help to guard against the next unknown threat.

The .NET Framework and the Common Language Runtime were designed and built
with these threats in mind. They provide a powerful platform for writing secure
applications and a rich set of tools for validating and securing application assets.
Note, however, that even powerful tools must be guided by careful hands.

This guide presents a clear and structured approach to dealing with Web application
security. In it, you will find the building blocks that enable you to build and deploy
secure Web applications using ASP.NET and the .NET Framework.

The guide begins with a vocabulary for understanding the jargon-rich language of
security spoken by programmers and security professionals. It includes a catalog of
threats faced by Web applications and a model for identifying threats relevant to a
given scenario. A formal model is described for identifying, classifying, and
understanding threats so that sound designs and solid business decisions can be
made.

The text provides a set of guidelines and recommended design and programming
practices. These guidelines are the collective wisdom that comes from a deep analysis
of both mistakes that have been made and mistakes that have been successfully
avoided.

The tools of the craft provided by ASPNET and the .NET Framework are introduced,
with detailed guidance on how to use them. Proven patterns and practices for writing
secure code, using data, and building Web applications and services are all
documented.

Sometimes the desired solution is not the easiest path. To make it faster and easier to
end up in the right place, the authors have carefully condensed relevant sample code
from real-world applications into building blocks.
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Finally, techniques for assessing application security are provided. The guide
contains a set of detailed checklists that can be used as guidelines for new
applications or tools to evaluate existing projects.

Whether you're just starting on your apprenticeship in Web application security
or have already mastered many of the techniques, you'll find this guide to be an
indispensable aid that will help you build more secure Web applications.

Erik Olson
Program Manager, ASPNET Product Team
Microsoft Corp.
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Introduction

This guide gives you a solid foundation for designing, building, and configuring
secure ASPNET Web applications. Whether you have existing applications or are
building new ones, you can apply the guidance to help you make sure that your
Web applications are hack-resilient.

The information in this guide is based on proven practices for improving your
Web application’s security. The guidance is task-based and presented in parts that
correspond to product life cycles, tasks, and roles.

® Part I, “Introduction to Threats and Countermeasures,” identifies and illustrates
the various threats facing the network, host, and application layers. The process of
threat modeling helps you to identify those threats that can harm your application.
By understanding these threats, you can identify and prioritize effective
countermeasures.

® PartII, “Designing Secure Web Applications,” gives you the guidance you
require to design secure Web applications. Even if you have deployed your
application, we recommend that you examine and evaluate the concepts,
principles, and techniques outlined in this part.

e Part III, “Building Secure Web Applications,” allows you to apply the secure
design practices introduced in Part II to create secure implementations. You will
learn defensive coding techniques that make your code and application resilient
to attack.

e Part IV, “Securing Your Network, Host, and Application,” describes how you
will apply security configuration settings to secure these three interrelated levels.
Instead of applying security randomly, you will learn the rationale behind the
security recommendations.

® Part V, “Assessing Your Security,” provides the tools you require to evaluate the
success of your security efforts. Starting with the application, you'll take an inside-
out approach to evaluating your code and design. You'll follow this with an
outside-in view of the security risks that challenge your network, host and
application.

Why We Wrote This Guide

Traditionally, security has been considered a network issue, where the firewall is the
primary defense (the fortress model) or something that system administrators handle
by locking down the host computers. Application architects and developers have
traditionally treated security as an afterthought or as a feature to be considered as
time permits—usually after performance considerations are addressed.
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The problem with the firewall, or fortress model, is that attacks can pass through
network defenses directly to the application. A typical firewall helps to restrict traffic
to HTTP, but the HTTP traffic can contain commands that exploit application
vulnerabilities. Relying entirely on locking down your hosts is another unsuccessful
approach. While several threats can be effectively countered at the host level,
application attacks represent a serious and increasing security issue.

Another area where security problems occur is deployment. A familiar scenario

is when an application fails when it is deployed in a locked-down production
environment, which forces the administrator to loosen security settings. This often
leads to new security vulnerabilities. In addition, a lack of security policy or
application requirements that are inconsistent with policy can compromise security.
One of the goals of this guide is to help bridge this gap between development and
operations.

Random security is not enough. To make your application hack-resilient, you need

a holistic and systematic approach to securing your network, host, and application.
The responsibility spans phases and roles across the product life cycle. Security is not
a destination; it is a journey. This guide will help you on your way.

What Is a Hack-Resilient Application?

This guide helps you build hack-resilient applications. A hack-resilient application is
one that reduces the likelihood of a successful attack and mitigates the extent of
damage if an attack occurs. A hack-resilient application resides on a secure host
(server) in a secure network and is developed using secure design and development
guidelines.

In 2002, eWeek sponsored its fourth Open Hack challenge, which proved that
hack-resilient applications can be built using .NET technologies on servers running
the Microsoft” Windows" 2000 operating system. The Open Hack team built an
ASPNET Web application using Microsoft Windows 2000 Advanced Server,
Internet Information Services (IIS) 5.0, Microsoft SQL Server™ 2000, and the

NET Framework. It successfully withstood more than 82,500 attempted attacks
and emerged from the competition unscathed.

This guide shares the methodology and experience used to secure Web applications
including the Open Hack application. In addition, the guide includes proven
practices that are used to secure networks and Web servers around the world.
These methodologies and best practices are condensed and offered here as practical
guidance.



Scope of This Guide

Web application security must be addressed across the tiers and at multiple layers.
A weakness in any tier or layer makes your application vulnerable to attack.

Securing the Network, Host, and Application

Introduction i

Figure 1 shows the scope of the guide and the three-layered approach that it uses:
securing the network, securing the host, and securing the application. It also shows
the process called threat modeling, which provides a structure and rationale for the
security process and allows you to evaluate security threats and identify appropriate
countermeasures. If you do not know your threats, how can you secure your system?

Securing the Application

Input validation
Authentication
Authorization
Configuration Management
Sensitive Data

Session Management

Cryptography

Parameter Manipulation
Exception Management

Auditing and Logging

Web Application Database
Server Server Server
T Apps T Apps Database
E, > E, > >
ic ic
Host Host Host
T T
Securing the Securing the Host
N;;mgrrk Eat(;:htes and Accounts Ports
Firewall Szrvé?ceess Files and Directories Registry
Auditi d Loggi
Switch Protocols SIEES P ReR
Threats and Countermeasures
Figure 1

The scope of Improving Web Application Security: Threats and Countermeasures
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The guide addresses security across the three physical tiers shown in Figure 1.

It covers the Web server, remote application server, and database server. At each tier,
security is addressed at the network layer, host layer, and application layer. Figure 1
also shows the configuration categories that the guide uses to organize the various
security configuration settings that apply to the host and network, and the
application vulnerability categories used to structure application security
considerations.

Technologies in Scope

While much of the information in this guide is technology agnostic, the guide
focuses on Web applications built with the .NET Framework and deployed on the
Windows 2000 Server family of operating systems. The guide also pays special
attention to .NET Framework code access security, particularly in relation to the use
of code access security with ASP.NET. Where appropriate, new features provided by
Windows Server 2003 are highlighted. Table 1 shows the products and technologies
that this guidance is based on.

Table 1 Primary Technologies Addressed by This Guide
Area Product/Technology
Platforms .NET Framework 1.1

Windows 2000 Server family

Windows Server 2003 security features are also highlighted.

Web Server 11S 5.0 (included with Windows 2000 Server)

Application Server Windows 2000 Server with .NET Framework 1.1

Database Server SQL Server 2000

Middleware Technologies ASP.NET, Enterprise Services, XML Web Services, .NET Remoting
Data Access ADO.NET

Who Should Read This Guide

This guide is for anyone concerned with planning, building, deploying, or operating
Web applications. The guide contains essential information for designers, developers,
system administrators, and security analysts.

Designers will learn how to avoid costly security mistakes and how to make
appropriate design choices early in the product development life cycle. Developers
will learn how to implement defensive coding techniques and build secure code.
System administrators will learn how to methodically secure servers and networks,
and security analysts will learn how to perform security assessments.
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How to Use This Guide

Each chapter in the guide is modular. The guidance is task-based, and is presented

in parts which correspond to the various stages of the product development life cycle
and to the people and roles involved during the life cycle including architects,
developers, system administrators, and security analysts.

Applying the Guidance to Your Role

Each person, regardless of role, who works on the design, development, deployment,
or maintenance of Web applications and their underlying infrastructure should read
Part I of this guide. Part I, “Introduction to Threats and Countermeasures,” highlights
and explains the primary threats to Web applications at the network, host, and
application layers. It also shows you how to create threat models to help you identify
and prioritize those threats that are most relevant to your particular application.

A solid understanding of threats and associated countermeasures is essential for
anyone who is interested in securing Web applications.

If you are responsible for or are involved in the design of a new or existing Web
application, you should read Part II, “Designing Secure Web Applications.” Part II
helps you identify potential vulnerabilities in your application design.

If you are a developer, you should read Part III, “Building Secure Web Applications.”
The information in this part helps you to develop secure code and components,
including Web pages and controls, Web services, remoting components, and data
access code. As a developer, you should also read Part IV, “Securing Your Network,
Host, and Application” to gain a better understanding of the type of secure
environment that your code is likely to be deployed in. If you understand more about
your target environment, the risk of issues and security vulnerabilities appearing at
deployment time is reduced significantly.

If you are a system administrator, you should read Part IV, “Securing Your Network,
Host, and Application.” The information in this part helps you create a secure
network and server infrastructure—one that is tuned to support .NET Web
applications and Web services.

Anyone who is responsible for reviewing product security should read Part V,
“Assessing Your Security”. This helps you identify vulnerabilities caused by insecure
coding techniques or deployment configurations.
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Applying the Guidance to Your Product Life Cycle

Different parts of the guide apply to the different phases of the product development
life cycle. The sequence of chapters in the guide mirrors the typical phases of the life
cycle. Figure 2 shows how the parts and chapters correspond to the phases of a classic
product development life cycle.

Architecture and
Design Review

Code Review

Part V, Assessing
Your Security

Deployment
Review

Figure 2
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Part Il, Designing Secure
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Deployment

Part IV, Securing

v

Your Network, Host

Maintenance

and Application

Improving Web Application Security: Threats and Countermeasures as it relates to product lifecycle
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Microsoft Solutions Framework

If you use and are more familiar with the Microsoft Solutions Framework (MSEF),
Figure 3 shows a similar life cycle mapping, this time in relation to the MSF Process
Model.

Deployment
Review

Part IV, Securing Your
Network, Host and
Application

Deploying | Envisioning
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Your Security Stabilizing

Threat Modeling
and

Part Il, Designing
Secure Web
Applications

Planning

Developing
Architecture and
Design Review

Code Review
Part lll, Building Secure
Web Applications

Figure 3

Improving Web Application Security: Threats and Countermeasures as it relates to MSF

Organization of This Guide

You can read this guide from end to end, or you can read the chapters you need for
your job. For a quick overview of the guide, refer to the “Fast Track” section.

Solutions at a Glance

The “Solutions at a Glance” section provides a problem index for the guide,
highlighting key areas of concern and where to go for more detail.

Fast Track

The “Fast Track” section in the front of the guide helps you implement the
recommendations and guidance quickly and easily.
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Parts

This guide is divided into five parts:

® Dart I, Introduction to Threats and Countermeasures
Part II, Designing Secure Web Applications

Part III, Building Secure Web Applications

Part IV, Securing Your Network, Host, and Application

Part V, Assessing Your Security

Part |, Introduction to Threats and Countermeasures

This part identifies and illustrates the various threats facing the network, host, and
application layers. By using the threat modeling process, you can identify the threats
that are relevant to your application. This sets the stage for identifying effective
countermeasures. This part includes:

e Chapter 1, “Web Application Security Fundamentals”
® Chapter 2, “Threats and Countermeasures”
e Chapter 3, “Threat Modeling”

Part I, Designing Secure Web Applications

This part provides the guidance you need to design your Web applications securely.
Even if you have an existing application, you should review this section and then
revisit the concepts, principles, and techniques that you used during your application
design. This part includes:

® Chapter 4, “Design Guidelines for Secure Web Applications”
® Chapter 5, “Architecture and Design Review for Security”

Part lil, Building Secure Web Applications

This part helps you to apply the secure design practices and principles covered in
the previous part to create a solid and secure implementation. You'll learn defensive
coding techniques that make your code and application resilient to attack. Chapter 6
presents an overview of the NET Framework security landscape so that you are
aware of the numerous defensive options and tools that are at your disposal. Part III
includes:

Chapter 6, “.NET Security Fundamentals”

Chapter 7, “Building Secure Assemblies”

Chapter 8, “Code Access Security in Practice”

Chapter 9, “Using Code Access Security with ASPNET”

Chapter 10, “Building Secure ASP.NET Pages and Controls”

Chapter 11, “Building Secure Serviced Components”
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e Chapter 12, “Building Secure Web Services”
® Chapter 13, “Building Secure Remoted Components”
e Chapter 14, “Building Secure Data Access”

Part IV, Securing Your Network, Host, and Application

This part shows you how to apply security configuration settings to secure the
interrelated network, host, and application levels. Rather than applying security
randomly, you'll learn the reasons for the security recommendations. Part IV
includes:

Chapter 15, “Securing Your Network”

Chapter 16, “Securing Your Web Server”

Chapter 17, “Securing Your Application Server”

Chapter 18, “Securing Your Database Server”

Chapter 19, “Securing Your ASPNET Application and Web Services”
Chapter 20, “Hosting Multiple Web Applications”

Part V, Assessing Your Security

This part provides you with the tools you need to evaluate the success of your
security efforts. It shows you how to evaluate your code and design and also how
to review your deployed application, to identify potential vulnerabilities.

e Chapter 21, “Code Review”
e Chapter 22, “Deployment Review”

Checklists

This section contains printable, task-based checklists, which are quick reference
sheets to help you turn information into action. This section includes the following
checklists:

Checklist: Architecture and Design Review
Checklist: Securing ASP.NET

Checklist: Securing Web Services
Checklist: Securing Enterprise Services
Checklist: Securing Remoting

Checklist: Securing Data Access

Checklist: Securing Your Network
Checklist: Securing Your Web Server
Checklist: Securing Your Database Server

Checklist: Security Review for Managed Code
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“How To” Articles

This section contains “How To” articles, which provide step-by-step procedures for
key tasks. This section includes the following articles:

e How To: Implement Patch Management

How To: Harden the TCP/IP Stack

How To: Secure Your Developer Workstation

How To: Use IPSec for Filtering Ports and Authentication
How To: Use the Microsoft Baseline Security Analyzer
How To: Use IISLockdown.exe

How To: Use URLScan

How To: Create a Custom Encryption Permission

How To: Use Code Access Security Policy to Constrain an Assembly

Approach Used in This Guide

If your goal is a hack-resilient application, how do you get there? The approach used
in this guide is as follows:

® Secure your network, host, and application
® Focus on threats
e Follow a principle-based approach

Secure Your Network, Host, and Application

Security must be addressed at three levels: network, host, and application. A
weakness at any layer can be exploited by an attacker. This guide takes a holistic
approach to application security and applies it at all three levels. The holistic
approach to security is shown in Figure 4.
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Figure 4
A holistic approach to security

Figure 4 shows the multiple layers covered by the guide, including the network,
host, and application. The host layer covers the operating system, platform services
and components, and run-time services and components. Platform services and
components include SQL Server and Enterprise Services. Run-time services and
components include ASPNET and .NET code access security among others.

Focus on Threats

Your application’s security measures can become useless, or even counter productive,
if those measures are applied without knowing the threats that the security measures
are designed to mitigate.

Threats can be external, such as attacker on the Internet, or internal, for example, a
disgruntled employee or administrator. This guide helps you identify threats in two
ways:
® [t enumerates the top threats that affect Web applications at the network, host, and
application levels.
® [t helps you to identify which threats are relevant to your application through
a process called threat modeling.
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Follow a Principle-Based Approach

Recommendations used throughout this guide are based on security principles that
have proven themselves over time. The analysis and consideration of threats prior
to product implementation or deployment lends itself to a principle-based approach
where core principles can be applied, regardless of implementation technology or
application scenario.

Positioning of This Guide

This is Volume II in a series dedicated to helping customers plan, build, deploy, and
operate secure Web applications: Volume I, Building Secure ASP.NET Applications:
Authentication, Authorization, and Secure Communication, and Volume II, Improving Web
Application Security: Threats and Countermeasures.

Volume |, Building Secure ASP.NET Applications

Building Secure ASP.NET Applications helps you to build a robust authentication and
authorization mechanism for your application. It focuses on identity management
through the tiers of a distributed Web application. By developing a solid
authentication and authorization strategy early in the design, you can eliminate a
high percentage of application security issues. The primary audience for Volume I
is architects and lead developers.

Figure 5 shows the scope of Volume I. The guide addresses authentication,
authorization, and secure communication across the tiers of a distributed Web
application. The technologies that are covered are the same as the current guide and
include Windows 2000 Server, IIS, ASP.NET Web applications and Web services,
Enterprise Services, NET Remoting, SQL Server, and ADO.NET.
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Scope of Volume I, Building Secure ASP.NET Applications

Volume Il, Improving Web Application Security

This guide helps you build and maintain hack-resilient applications. It takes a
broader look at security across the tiers, focusing on threats and countermeasures at
the network, host, and application levels. The intended audience is broader and the
guidance can be applied throughout the product life cycle.

For additional related work, see the “Resources” chapter provided at the end of the

guide.
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Feedback and Support

We have made every effort to ensure the accuracy of this guide and its companion
content.

Feedback on the Guide

If you have comments on this guide, send e-mail to secguide@microsoft.com. We are
particularly interested in feedback regarding the following:

® Technical issues specific to recommendations
® Usefulness and usability issues
e Writing and editing issues

Technical Support

Technical support for the Microsoft products and technologies referenced in

this guide is provided by Microsoft Product Support Services (PSS). For product
support information, please visit the Microsoft Product Support Web site at
http://support.microsoft.com.

Community and Newsgroup Support
MSDN Newsgroups: http://msdn.microsoft.com/newsgroups/default.asp

Table 2 Newsgroups

Newsgroup Address

.NET Framework Security microsoft.public.dotnet.security

ASP.NET Security microsoft.public.dotnet.framework.aspnet.security
Enterprise Services microsoft.public.dotnet.framework_component_services
Web Services microsoft.public.dotnet.framework.aspnet.webservices
Remoting microsoft.public.dotnet.framework.remoting

ADO.NET microsoft.public.dotnet.framework.adonet

SQL Server Security microsoft.public.sqglserver.security

MBSA microsoft.public.security.baseline_analyzer

Virus microsoft.public.security.virus

IIS Security microsoft.public.inetserver.iis.security


http://support.microsoft.com/
http://msdn.microsoft.com/newsgroups/default.asp
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The Team Who Brought You This Guide
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J.D. Meier, Microsoft, Program Manager, Prescriptive Architecture
Guidance (PAG)

Alex Mackman, Content Master Ltd, Founding member and Principal
Technologist

Srinath Vasireddy, Microsoft, Developer Support Engineer, PSS
Michael Dunner, Microsoft, Developer Support Engineer, PSS
Ray Escamilla, Microsoft, Developer Support Engineer, PSS
Anandha Murukan, Satyam Computer Services

Contributors and Reviewers

Many thanks to the following contributors and reviewers:

Thanks to external reviewers: Mark Curphey, Open Web Application Security
Project and Watchfire; Andy Eunson (extensive review); Anil John (code access
security and hosting scenarios); Paul Hudson and Stuart Bonell, Attenda Ltd.
(extensive review of the Securing series); Scott Stanfield and James Walters,
Vertigo Software; Lloyd Andrew Hubbard; Matthew Levine; Lakshmi Narasimhan
Vyasarajan, Satyam Computer Services; Nick Smith, Senior Security Architect,
American Airlines (extensive review of the Securing series); Ron Nelson; Senthil
Rajan Alaguvel, Infosys Technologies Limited; Roger Abell, Engineering Technical
Services, Arizona State University; and Doug Thews.

Microsoft Product Group: Michael Howard (Threat Modeling, Code Review, and
Deployment Review); Matt Lyons (demystifying code access security); Caesar
Samsi; Erik Olson (extensive validation and recommendations on ASP.NET);
Andres De Vivanco (securing SQL Server); Riyaz Pishori (Enterprise Services);
Alan Shi; Carlos Garcia Jurado Suarez; Raja Krishnaswamy, CLR Development
Lead; Christopher Brown; Dennis Angeline; Ivan Medvedev (code access security);
Jeffrey Cooperstein (Threat Modeling); Frank Swiderski; Manish Prabhu (.NET
Remoting); Michael Edwards, MSDE; Pranish Kumar, (VC++ PM); Richard
Waymire (SQL Security); Sebastian Lange; Greg Singleton; Thomas Deml (IIS Lead
PM); Wade Hilmo (IIS); Steven Pratschner; Willis Johnson (SQL Server); and Girish
Chander (SQL Server).
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® Microsoft Consulting Services and Product Support Services (PSS): Ilia Fortunov
(Senior Architect) for providing continuous and diligent feedback; Aaron Margosis
(extensive review, script injection, and SQL Injection); Jacquelyn Schmidt; Kenny
Jones; Wade Mascia (Web Services and Enterprise services); Aaron Barth; Jackie
Richards; Aaron Turner; Andy Erlandson (Director of PSS Security); Jayaprakasam
Siddian Thirunavukkarasu (SQL Server security); Jeremy Bostron; Jerry Bryant;
Mike Leuzinger; Robert Hensing (reviewing the Securing series); Gene Ferioli;
David Lawler; Jon Wall (threat modeling); Martin Born; Michael Thomassy;
Michael Royster; Phil McMillan; and Steven Ramirez.

® Thanks to Joel Scambray; Rich Benack; Alisson Sol; Tavi Siochi (IT Audit); Don
Willits (raising the quality bar); Jay Nanduri (Microsoft.com) for reviewing and
sharing real world experience; Devendra Tiwari and Peter Dampier, for extensive
review and sharing best IT practices; Denny Dayton; Carlos Lyons; Eric Rachner;
Justin Clarke; Shawn Welch (IT Audit); Rick DeJarnette; Kent Sharkey (Hosting
scenarios); Andy Oakley; Vijay Rajagopalan (Dev Lead MS Operations); Gordon
Ritchie, Content Master Ltd; Chase Carpenter (Threat Modeling); Matt Powell
(for Web Services security); Joel Yoker; Juhan Lee [MSN Operations]; Lori Woehler;
Mike Sherrill; Mike Kass; Nilesh Bhide; Rebecca Hulse; Rob Oikawa (Architect);
Scott Greene; Shawn Nandji; Steve Riley; Mark Mortimore; Matt Priestley; and
David Ross.

® Thanks to our editors: Sharon Smith; Kathleen Hartman (S&T OnSite); Tina
Burden (Entirenet); Cindy Riskin (S&T OnSite); and Pat Collins (Entirenet) for
helping to ensure a quality experience for the reader.

® Finally, thanks to Naveen Yajaman; Philip Teale; Scott Densmore; Ron Jacobs;
Jason Hogg; Per Vonge Nielsen; Andrew Mason; Edward Jezierski; Michael Kropp;
Sandy Khaund; Shaun Hayes; Mohammad Al-Sabt; Edward Lafferty; Ken
Perilman; and Sanjeev Garg (Satyam Computer Services).

Tell Us About Your Success

If this guide helps you, we would like to know. Tell us by writing a short summary
of the problems you faced and how this guide helped you out. Submit your
summary to:

MyStory@Microsoft.com.

Summary

In this introduction, you were shown the structure of the guide and the basic
approach used by the guide to secure Web applications. You were also shown how

to apply the guidance to your role or to specific phases of your product development
life cycle.



Solutions at a Glance

This document roadmap summarizes the solutions presented in Improving Web
Application Security: Threats and Countermeasures. It provides links to the appropriate
material in the guide so that you can easily locate the information you need and find
solutions to specific problems.

Architecture and Design Solutions

For architects, the guide provides the following solutions to help you design secure
Web applications:

® How to identify and evaluate threats

Use threat modeling to systematically identify threats rather than applying
security in a haphazard manner. Next, rate the threats based on the risk of an
attack or occurrence of a security compromise and the potential damage that could
result. This allows you to tackle threats in the appropriate order.

For more information about creating a threat model and evaluating threat risks,
see Chapter 3, “Threat Modeling.”

® How to create secure designs

Use tried and tested design principles. Focus on the critical areas where the correct
approach is essential and where mistakes are often made. This guide refers to
these as application vulnerability categories. They include input validation,
authentication, authorization, configuration management, sensitive data
protection, session management, cryptography, parameter manipulation,
exception management, and auditing and logging considerations. Pay serious
attention to deployment issues including topologies, network infrastructure,
security policies, and procedures.

For more information, see Chapter 4, “Design Guidelines for Secure Web
Applications.”

® How to perform an architecture and design review

Review your application’s design in relation to the target deployment
environment and associated security policies. Consider the restrictions imposed
by the underlying infrastructure layer security, including perimeter networks,
firewalls, remote application servers, and so on. Use application vulnerability
categories to help partition your application, and analyze the approach taken for
each area.

For more information, see Chapter 5, “Architecture and Design Review for
Security.”
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Development Solutions

For developers, this guide provides the following solutions:
® What is .NET Framework security?

The .NET Framework provides user and code security models that allow you to
restrict what users can do and what code can do. To program role-based security
and code access security, use types from the System.Security namespace. The
NET Framework also provides the System.Security.Cryptography namespace,
which exposes symmetric and asymmetric encryption and decryption, hashing,
random number generation, support for digital signatures, and more.

To understand the .NET Framework security landscape, see Chapter 6, “.NET
Security Overview.”

® How to write secure managed code

Use strong names to digitally sign your assemblies and to make them
tamperproof. At the same time you need to be aware of strong name issues when
you use strong name assemblies with ASP.NET. Reduce your assembly attack
profile by adhering to solid object oriented design principles, and then use code
access security to further restrict which code can call your code. Use structured
exception handling to prevent sensitive information from propagating beyond
your current trust boundary and to develop more robust code. Avoid
canonicalization issues, particularly with input file names and URLs.

For information about how to improve the security of your managed code, see
Chapter 7, “Building Secure Assemblies.” For more information about how to
use code access security effectively to further improve security, see Chapter 8,
“Code Access Security in Practice.” For information about performing managed
code reviews, see Chapter 21, “Code Review.”

® How to handle exceptions securely

Do not reveal internal system or application details, such as stack traces,
SQL statement fragments, and so on. Ensure that this type of information is not
allowed to propagate to the end user or beyond your current trust boundary.

Fail securely in the event of an exception, and make sure your application denies
access and is not left in an insecure state. Do not log sensitive or private data such
as passwords, which could be compromised. When you log or report exceptions,
if user input is included in exception messages, validate it or sanitize it. For
example, if you return an HTML error message, you should encode the output

to avoid script injection.

For more information, see the “Exception Management” sections in Chapter 7,
“Building Secure Assemblies,” and in Chapter 10, “Building Secure ASPNET
Pages and Controls.”



Solutions at a Glance  Ixvii

e How to perform security reviews of managed code

Use analysis tools such as FxCop to analyze binary assemblies and to ensure
that they conform to the NET Framework design guidelines. Fix any security
vulnerabilities identified by your analysis tools. Use a text search facility to scan
your source code base for hard-coded secrets such as passwords. Then, review
specific elements of your application including Web pages and controls, data
access code, Web services, serviced components, and so on. Pay particular
attention to SQL injection and cross-site scripting vulnerabilities.

Also review the use of sensitive code access security techniques such as link
demands and asserts. For more information, see Chapter 21, “Code Review.”

® How to secure a developer workstation

You can apply a methodology when securing your workstation. Secure your
accounts, protocols, ports, services, shares, files and directories, and registry.
Most importantly, keep your workstation current with the latest patches and
updates. If you run Internet Information Services (IIS) on Microsoft Windows" XP
or Windows 2000, then run IISLockdown. IISLockdown applies secures IIS
configurations and installs the URLScan Internet Security Application
Programming Interface (ISAPI) filter, which detects and rejects potentially
malicious HTTP requests. You may need to modify the default URLScan
configuration, for example, so you can debug Web applications during
development and testing.

For more information, see “How To: Secure Your Developer Workstation,” in the
“How To” section of this guide.

® How to use code access security with ASP.NET

With.NET Framework version 1.1, you can set ASPNET trust levels either in
Machine.config or Web.config. These trust levels use code access security to
restrict the resources that ASP.NET applications can access, such as the file system,
registry, network, databases, and so on. In addition, they provide application
isolation.

For more information about using code access security from ASP.NET, developing
partial trust Web applications, and sandboxing privileged code, see Chapter 9,
“Using Code Access Security with ASPNET.”

For more information about code access security fundamentals, see Chapter 8,
“Code Access Security in Practice.”

For more information about the code access security issues that you need to
consider when developing managed code, see the “Code Access Security
Considerations” sections in Chapter 11, “Building Secure Serviced Components,”
Chapter 12, “Building Secure Web Services,” “Building Secure Remoted
Components,” and Chapter 14, “Building Secure Data Access.”
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® How to write least privileged code

You can restrict what code can do regardless of the account used to run the code.
You can use code access security to constrain the resources and operations that
your code is allowed to access, either by configuring policy or how you write your
code. If your code does not need to access a resource or perform a sensitive
operation such as calling unmanaged code, you can use declarative security
attributes to ensure that your code cannot be granted this permission by an
administrator.

For more information, see Chapter 8, “Code Access Security in Practice.”
® How to constrain file I/O

You can use code access security to constrain an assembly’s ability to access areas
of the file system and perform file I/O. For example, you can constrain a Web
application so that it can only perform file I/O beneath its virtual directory
hierarchy. You can also constrain file I/O to specific directories. You can do this
programmatically or by configuring code access security policy.

For more information, see “File I/O” in Chapter 8, “Code Access Security in
Practice” and “Medium Trust” in Chapter 9, “Using Code Access Security with
ASPNET.” For more information about configuring code access security policy,
see “How To: Use Code Access Security Policy to Constrain an Assembly” in the
“How To” section of this guide.

® How to prevent SQL injection

Use parameterized stored procedures for data access. The use of parameters
ensures that input values are checked for type and length. Parameters are also
treated as safe literal values and not executable code within the database. If you
cannot use stored procedures, use SQL statements with parameters. Do not build
SQL statements by concatenating input values with SQL commands. Also, ensure
that your application uses a least privileged database login to constrain its
capabilities in the database.

For more information about SQL injection and for further countermeasures, see
“SQL Injection” in Chapter 14, “Building Secure Data Access.”

® How to prevent cross-site scripting

Validate input for type, length, format, and range, and encode output. Encode
output if it includes input, including Web input. For example, encode form fields,
query string parameters, cookies and so on, and encode input read from a
database (especially a shared database) where you cannot assume the data is safe.
For free format input fields that you need to return to the client as HTML, encode
the output and then selectively remove the encoding on permitted elements such
as the <b> or <i> tags for formatting.

For more information, see “Cross-Site Scripting” in Chapter 10, “Building
ASP.NET Pages and Controls.”
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e How to manage secrets
Look for alternate approaches to avoid storing secrets in the first place. If you
must store them, do not store them in clear text in source code or in configuration
files. Encrypt secrets with the Data Protection Application Programming Interface
(DPAPI) to avoid key management issues.

For more information, see “Sensitive Data” in Chapter 10, “Building Secure
ASP.NET Pages and Controls,” “Cryptography” in Chapter 7, “Building Secure
Assemblies,” and “Aspnet_setreg.exe and Process, Session, and Identity” in
Chapter 19, “ Securing Your ASP.NET Application and Web Services.”

e How to call unmanaged code securely
Pay particular attention to the parameters passed to and from unmanaged APIs,
and guard against potential buffer overflows. Validate the lengths of input and
output string parameters, check array bounds, and be particularly careful with file
path lengths. Use custom permission demands to protect access to unmanaged
resources before asserting the unmanaged code permission. Use caution if you use
SuppressUnmanagedCodeSecurityAttribute to improve performance.

For more information, see the “Unmanaged Code” sections in Chapter 7,
“Building Secure Assemblies,” and Chapter 8, “Code Access Security in Practice.”

® How to perform secure input validation
Constrain, reject, and sanitize your input because it is much easier to validate data
for known valid types, patterns, and ranges than it is to validate data by looking
for known bad characters. Validate data for type, length, format, and range. For
string input, use regular expressions. To perform type checks, use the NET
Framework type system. On occasion, you may need to sanitize input. An
example is encoding data to make it safe.

For input validation design strategies, see “Input Validation” in Chapter 4,
“Design Guidelines for Secure Web Applications.” For implementation details,
see the “Input Validation” sections in Chapter 10, “Building Secure ASPNET
Pages and Controls,” Chapter 12, “Building Secure Web Services,” Chapter 13,
“Building Secure Remoted Components,” and Chapter 14, “Building Secure
Data Access.”

® How to secure Forms authentication
Partition your Web site to separate publicly accessible pages available to
anonymous users and restricted pages which require authenticated access.
Use Secure Sockets Layer (SSL) to protect the forms authentication credentials
and the forms authentication cookie. Limit session lifetime and ensure that the
authentication cookie is passed over HTTPS only. Encrypt the authentication
cookie, do not persist it on the client computer, and do not use it for
personalization purposes; use a separate cookie for personalization.

For more information, see the “Authentication” sections in Chapter 19, “Securing

Your ASP.NET Application and Web Services,” and Chapter 10, “Building Secure
ASP.NET Pages and Controls.”
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Administration Solutions

For administrators, this guide provides the following solutions:
e How to implement patch management

Use the Microsoft Baseline Security Analyzer (MBSA) to detect the patches and
updates that may be missing from your current installation. Run this on a regular
basis, and keep your servers current with the latest patches and updates. Back
up servers prior to applying patches, and test patches on test servers prior to
installing them on a production server. Also, use the security notification services
provided by Microsoft, and subscribe to receive security bulletins via e-mail.

For more information, see “How To: Implement Patch Management” in the
“How To” section of this guide.

o How to make the settings in Machine.config and Web.config more secure

Do not store passwords or sensitive data in plaintext. For example, use the
Aspnet_setreg.exe utility to encrypt the values for <processModel>, <identity>,
and <sessionState>. Do not reveal exception details to the client. For example do
not use mode="Off"” for <customErrors> in ASPNET because it causes detailed
error pages that contain system-level information to be returned to the client.
Restrict who has access to configuration files and settings. Lock configuration
settings if necessary, using the <location> tag and the allowOverride element.

For more information on improving the security of Machine.config and
Web.config for your scenario, see Chapter 19, “Securing Your ASP.NET
Application and Web Services.” For more information on the <location> tag,
see “Machine.Config and Web.Config” explained in Chapter 19, “Securing
Your ASP.NET Application and Web Services.” For more information on
Aspnet_setreg.exe, see “Aspnet_setreg.exe and Process, Session, and Identity”
in Chapter 19, “Securing Your ASP.NET Application and Web Services.”

® How to secure a Web server running the .NET Framework

Apply a methodology to systematically configure the security of your Web server.
Secure your accounts, protocols, ports, services, shares, files and directories, and
registry. You can use IISLockdown to help automate some of the security
configuration. Use a hardened Machine.config configuration to apply stringent
security to all NET Framework applications installed on the server. Most
importantly, keep your server current with the latest patches and updates.

For more information, see Chapter 16, “Securing Your Web Server.”
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® How to secure a database server

Apply a common methodology to evaluate accounts, protocols, ports, services,
shares, files and directories, and the registry. Also evaluate SQL Server™ security
settings such as the authentication mode and auditing configuration. Evaluate
your authorization approach and use of SQL Server logins, users, and roles. Make
sure you have the latest service pack and regular monitor for operating system
and SQL Server patches and updates.

For more information, see Chapter 18, “Securing Your Database Server.”
® How to secure an application server

Evaluate accounts, protocols, ports, services, shares, files and directories, and the
registry. Use Internet Protocol Security (IPSec) or SSL to secure the communication
channel between the Web server and the application server, and between the
application server and the database server. Review the security of your Enterprise
Services applications, Web services, and remoting applications. Restrict the range
of ports with which clients can connect to the application server, and consider
using IPSec restrictions to limit the range of clients.

For more information, see Chapter 17, “Securing Your Application Server.”
o How to host multiple ASP.NET applications securely

Use separate identities to allow you to configure access control lists (ACLs)

on secure resources to control which applications have access to them. On the
Microsoft Windows Server 2003 operating system, use separate process identities
with IIS 6 application pools. On Windows 2000 Server, use multiple anonymous
Internet user accounts and enable impersonation. With the NET Framework
version 1.1 on both platforms, you can use partial trust levels and use code access
security to provide further application isolation. For example, you can use these
methods to prevent applications from accessing each other’s virtual directories
and critical system resources.

For more information, see Chapter 20, “Hosting Multiple ASPNET Applications.”
® How to secure Web services

In cross-platform scenarios and where you do not control both endpoints, use the
Web Services Enhancements 1.0 for Microsoft NET (WSE) to implement message
level security solutions that conform to the emerging WS-Security standard. Pass
authentication tokens in Simple Object Access Protocol (SOAP) headers. Use XML
encryption to ensure that sensitive data remains private. Use digital signatures for
message integrity. Within the enterprise where you control both endpoints, you
can use the authentication, authorization, and secure communication features
provided by the operating system and IIS.

For more information, see Chapter 17, “Securing Your Application Server,”
Chapter 19, “Securing Your ASPNET Application and Web Services.” For
information about developing secure Web services, see Chapter 12, “Building
Secure Web Services.”
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® How to secure Enterprise Services

Configure server applications to run using least privileged accounts. Enable
COM+ role-based security, and enforce component-level access checks. At the
minimum, use call-level authentication to prevent anonymous access. To secure
the traffic passed to remote serviced components, use IPSec encrypted channels or
use remote procedure call (RPC) encryption. Restrict the range of ports that
Distributed COM (DCOM) dynamically allocates or use static endpoint mapping
to limit the port range to specific ports. Regularly monitor for Quick Fix Engineer
(QFE) updates to the COM+ runtime.

For more information, see Chapter 17, “Securing Your Application Server.”
® How to secure Microsoft NET Remoting

Disable remoting on Internet-facing Web servers by mapping .rem and

.soap extensions to the ASPNET HttpForbiddenHandler HTTP module in
Machine.config. Host in ASPNET and use the HttpChannel type name to benefit
from ASP.NET and IIS authentication and authorization services. If you need to
use the TcpChannel type name, host your remote components in a Windows
service and use IPSec to restrict which clients can connect to your server. Use this
approach only in a trusted server situation, where the remoting client (for example
a Web application) authenticates and authorizes the original callers.

For more information, see Chapter 17, “Securing Your Application Server.”
® How to secure session state

You need to protect session state while in transit across the network and while in
the state store. If you use a remote state store, secure the communication channel
to the state store using SSL or IPSec. Also encrypt the connection string in
Machine.config. If you use a SQL Server state store, use Windows authentication
when you connect to the state store, and limit the application login in the
database. If you use the ASP.NET state service, use a least privileged account to
run the service, and consider changing the default port that the service listens to.
If you do not need the state service, disable it.

For more information, see “Session State” in Chapter 19, “Securing Your ASP.NET
Application and Web Services.”

e How to manage application configuration securely

Remote administration should be limited or avoided. Strong authentication
should be required for administrative interfaces. Restrict access to configuration
stores through ACLs and permissions. Make sure you have the granularity of
authorization required to support separation of duties.

For general considerations for secure configuration management, see Chapter 4,
“Design Guidelines for Secure Web Applications.” To verify the secure defaults

and ensure that you apply secure machine-wide settings and secure application
specific settings, see Chapter 19, “Securing Your ASPNET Application and Web
Services.”
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® How to secure against denial of service attacks

Make sure the TCP/IP stack configuration on your server is hardened to protect
against attacks such as SYN floods. Configure ASP.NET to limit the size of
accepted POST requests and to place limits on request execution times.

For more information about hardening TCP/IP, see “How To: Harden the TCP/IP
Stack” in the “How To” section of this guide. For more information about

ASP.NET settings used to help prevent denial of service, see Chapter 19, “Securing
Your ASP.NET Application and Web Services.”

® How to constrain file I/O

You can configure code access security policy to ensure that individual assemblies
or entire Web applications are limited in their ability to access the file system. For
example, by configuring a Web application to run at the Medium trust level, you
prevent the application from being able to access files outside of its virtual
directory hierarchy.

Also, by granting a restricted file I/O permission to a particular assembly you can
control precisely which files it is able to access and how it should be able to access
them.

For more information, see Chapter 9, “Using Code Access Security with ASPNET”
and “How To: Use Code Access Security Policy to Constrain an Assembly” in the
“How To” section of this guide.

e How to perform remote administration

Terminal Services provides a proprietary protocol (RDP.) This supports
authentication and can provide encryption. If you need a file transfer facility,

you can install the File Copy utility from the Windows 2000 Server resource kit.
The use of IIS Web administration is not recommended and this option is removed
if you run IISLockdown. You should consider providing an encrypted channel of
communication and using IPSec to limit the computers that can be used to
remotely administer your server. You should also limit the number of
administration accounts.

For more information, see the “Remote Administration” sections in Chapter 16,
“Securing Your Web Server” and Chapter 18, “Securing Your Database Server.”






Fast Track— How To Implement
the Guidance

Goal and Scope

This guide helps you to design, build, and configure hack-resilient Web applications.
These applications reduce the likelihood of successful attacks and mitigate the extent
of damage should an attack occur. Figure 1 shows the scope of the guide and its

three-layered approach: securing the network, securing the host, and securing the
application.

Securing the Application
Input validation
Authentication
Authorization

Configuration Management
Sensitive Data

Session Management
Cryptography
Parameter Manipulation
Exception Management
Auditing and Logging

The scope of the guide

Web Application Database
Server Server Server
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Host Host Host
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Threats and Countermeasures
Figure 1
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The guide addresses security across the three physical tiers shown in Figure 1.

It covers the Web server, remote application server, and database server. At each tier,
security is addressed at the network layer, host layer, and application layer. Figure 1
also shows the configuration categories that the guide uses to organize the various
security configuration settings that apply to the host and network, and the
application vulnerability categories, which are used to structure application security
considerations.

The Holistic Approach

Web application security must be addressed across application tiers and at multiple
layers. An attacker can exploit weaknesses at any layer. For this reason, the guide
takes a holistic approach to application security and applies it at all three layers.
This holistic approach to security is shown in Figure 2.

Secure the Network

Secure the Host

Secure the Application

Presentation Business Data Access
Logic Logic Logic

Runtime Services and Components

Platform Services and Components

Operating System

Figure 2
A holistic approach to security
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Figure 2 shows the multiple layers covered by the guide, including the network,
host, and application. The host layer covers the operating system, platform services
and components, and run-time services and components. Platform services and
components include Microsoft” SQL Server™ 2000 and Enterprise Services. Run-time
services and components include ASPNET and .NET code access security among
others.

Securing Your Network

The three core elements of a secure network are the router, firewall, and switch. The
guide covers all three elements. Table 1 provides a brief description of each element.

Table 1 Network Security Elements
Element Description

Router Routers are your outermost network ring. They direct packets to the ports and
protocols that you have prepared your applications to work with. Insecure TCP/IP
protocols are blocked at this ring.

Firewall The firewall blocks those protocols and ports that the application does not use.
Additionally, firewalls enforce secure network traffic by providing application-
specific filtering to block malicious communications.

Switch Switches are used to separate network segments. They are frequently overlooked
or over trusted.

Securing Your Host

The host includes the operating system and .NET Framework, together with
associated services and components. Whether the host is a Web server running IIS,
an application server running Enterprise Services, or a database server running SQL
Server, the guide adheres to a general security methodology that is common across
the various server roles and types.

The guide organizes the precautions you must take and the settings you must
configure into categories. By using these configuration categories, you can
systematically walk through the securing process from top to bottom or pick
a particular category and complete specific steps.



Ixxviii  Improving Web Application Security: Threats and Countermeasures

Figure 3 shows the configuration categories used throughout Part IV of this guide,
“Securing Your Network, Host, and Application.”
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Host security categories

Securing Your Application

The guide defines a set of application vulnerability categories to help you design
and build secure Web applications and evaluate the security of existing applications.
These are common categories that span multiple technologies and components in a
layered architecture. These categories are the focus for discussion through the
designing, building, and security assessment chapters in this guide.

Table 2 Application Vulnerability Categories

Category
Input Validation

Authentication

Authorization

Configuration
Management

Description

How do you know that the input your application receives is valid and
safe? Input validation refers to how your application filters, scrubs, or
rejects input before additional processing.

Who are you? Authentication is the process that an entity uses to
identify another entity, typically through credentials such as a user name
and password.

What can you do? Authorization is the process that an application uses
to control access to resources and operations.

Who does your application run as? Which databases does it connect to?
How is your application administered? How are these settings secured?
Configuration management refers to how your application handles these
operational issues.
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Table 2 Application Vulnerability Categories /continued)

Category
Sensitive Data

Session Management

Cryptography

Parameter Manipulation

Exception Management

Auditing and Logging

Identify Threats

Description

Sensitive data is information that must be protected either in memory,
over the wire, or in persistent stores. Your application must have a
process for handling sensitive data.

A session refers to a series of related interactions between a user and
your Web application. Session management refers to how your
application handles and protects these interactions.

How are you protecting secret information (confidentiality)? How are you
tamperproofing your data or libraries (integrity)? How are you providing
seeds for random values that must be cryptographically strong?
Cryptography refers to how your application enforces confidentiality and
integrity.

Form fields, query string arguments, and cookie values are frequently
used as parameters for your application. Parameter manipulation refers
to both how your application safeguards tampering of these values and
how your application processes input parameters.

When a method call in your application fails, what does your application
do? How much does it reveal about the failure condition? Do you return
friendly error information to end users? Do you pass valuable exception
information back to the caller? Does your application fail gracefully?

Who did what and when? Auditing and logging refer to how your
application records security-related events.

You need to know your threats before you can successfully apply security measures.
Threats can be external, such as from an attacker on the Internet, or internal— for
example, from a disgruntled employee or administrator. This guide helps you to
identify threats in two ways:

® [t lists the top threats that affect Web applications at the network, host, and

application layers.

® [t presents a threat modeling process to help you identify which threats are
relevant to your application.
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An outline of the threat modeling process covered in the guide is shown in Figure 4.

Threat Modeling Process

1. Identify Assets

2. Create an Architecture Overview

4. Identify the Threats

5. Document the Threats

3. Decompose the Application I
6. Rate the Threats I

Figure 4
The Threat Modeling Process

The steps shown in Figure 4 are described below:

1. Identify assets.

2.

Identify the assets of value that your systems must protect.
Create an architecture overview.

Use simple diagrams and tables to document the architecture of your application,
including subsystems, trust boundaries, and data flow.

. Decompose the application.

Decompose the architecture of your application, including the underlying network
and host infrastructure design, to create a security profile for the application. The
aim of the security profile is to uncover vulnerabilities in the design,
implementation, or deployment configuration of your application.

. Identify the threats.

Keeping an attacker’s goals in mind, and with knowledge of your application’s
architecture and potential vulnerabilities, you identify the threats that could
impact the application.

. Document the threats.

Document each threat using a common threat template that defines a core set of
attributes that you should capture for each threat.



6. Rate the threats.
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Rate the threats to prioritize and address the most significant threats first. These
threats are the ones that present the biggest risk. The rating process weighs the
probability of the threat against the damage that could result should an attack
occur. It might turn out that certain threats do not warrant any action when you
compare the risk posed by the threat with the resulting mitigation costs.

Applying the Guidance to Your Product Life Cycle

Different parts of the guide apply to the different phases of the product development
life cycle. The sequence of chapters in the guide mirrors the typical phases of the life
cycle. The chapter-to-role relationship is shown in Figure 5.

Architecture and
Design Review

Code Review

Part V, Assessing
Your Security

Deployment
Review

Figure 5

Requirements
Gathering

v

Design

Part Il, Designing Secure
Web Applications

Y

Development

Part lll, Building Secure
Web Applications

v

Testing

I Threat Modeling and

v

Deployment

Part IV, Securing

v

Your Network, Host

Maintenance

and Application

Relationship of chapter to product life cycle

Note Threat modeling and security assessment (specifically the code review and deployment review
chapters) apply when you build new Web applications or when you review existing applications.
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Implementing the Guidance

The guidance throughout the guide is task-based and modular, and each chapter
relates to the various stages of the product development life cycle and the various
roles involved. These roles include architects, developers, system administrators,
and security professionals. You can pick specific chapters to perform a particular
task or use a series of chapters for a phase of the product development life cycle.

The checklist shown in Table 3 highlights the areas covered by this guide that are
required to secure your network, host, and application.

Table 3 Security Checklist

Check
O

O

O

O O o O

Description

Educate your teams about the threats that affect the network, host, and application
layers. Identify common vulnerabilities and attacks, and learn countermeasures. For more
information, see Chapter 2, “Threats and Countermeasures.”

Create threat models for your Web applications. For more information, see Chapter 3,
“Threat Modeling.”

Review and implement your company’s security policies. If you do not have security
policies in place, create them. For more information about creating security policies, see
“Security Policy Issues” at the SANS Info Sec Reading Room at http://www.sans.org
/rr/catindex.php?cat_id=50.

Review your network security. For more information, see Chapter 15, “Securing Your
Network.”

Patch and update your servers. Review your server security settings and compare them
with the snapshot of a secure server. For more information, see “Snapshot of a Secure
Web Server” in Chapter 16, “Securing Your Web Server.”

Educate your architects and developers about Web application security design guidelines
and principles. For more information, see Chapter 4, “Design Guidelines for Secure Web
Applications.”

Educate your architects and developers about writing secure managed code. For more
information, see Chapter 7, “Building Secure Assemblies” and Chapter 8, “Code Access
Security in Practice.”

Secure your developer workstations. For more information, see “How To: Secure Your
Developer Workstation” in the “How To” section of this guide.

Review the designs of new Web applications and of existing applications. For more
information, see Chapter 5, “Architecture and Design Review for Security.”

Educate developers about how to perform code reviews. Perform code reviews for
applications in development. For more information, see Chapter 21, “Code Review.”

Perform deployment reviews of your applications to identify potential security
vulnerabilities. For more information, see Chapter 22, “Deployment Review.”


http://www.sans.org/rr/catindex.php?cat_id=50
http://www.sans.org/rr/catindex.php?cat_id=50
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Who Does What?

Designing and building secure applications is a collaborative effort involving
multiple roles. This guide is structured to address each role and the relevant security
factors to be considered by each role. The categorization and the issues addressed are
outlined below.

RACI Chart

RACI stands for:

Responsible (the role responsible for performing the task)
Accountable (the role with overall responsibility for the task)
Consulted (people who provide input to help perform the task)

Keep Informed (people with a vested interest who should be kept informed)

You can use a RACI chart at the beginning of your project to identify the key security
related tasks together with the roles that should execute each task.

Table 4 illustrates a simple RACI chart for this guide. (The heading row lists the roles;
the first column lists tasks, and the remaining columns delineate levels of
accountability for each task according to role.)

Table 4 RACI Chart

System Security
Tasks Architect Administrator Developer Tester Professional
Security Policies R | A
Threat Modeling A I | R
Security Design A I Cc
Principles
Security Architecture A C
Architecture and R A
Design Review
Code Development A R
Technology Specific
Threats
Code Review R I A
Security Testing C I A C
Network Security C A
Host Security C A | R
Application Security C | A R
Deployment Review C R | A
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Summary

This fast track has highlighted the basic approach taken by the guide to help you
design and develop hack-resilient Web applications, and to evaluate the security of

existing applications. It has also shown you how to apply the guidance depending on
your specific role in the project life cycle.
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Web Application Security
Fundamentals

When you hear talk about Web application security, there is a tendency to
immediately think about attackers defacing Web sites, stealing credit card numbers,
and bombarding Web sites with denial of service attacks. You might also think about
viruses, Trojan horses, and worms. These are the types of problems that receive the
most press because they represent some of the most significant threats faced by
today’s Web applications.

These are only some of the problems. Other significant problems are frequently
overlooked. Internal threats posed by rogue administrators, disgruntled employees,
and the casual user who mistakenly stumbles across sensitive data pose significant
risk. The biggest problem of all may be ignorance.

The solution to Web application security is more than technology. It is an ongoing
process involving people and practices.

We Are Secure — We Have a Firewall

This is a common misconception; it depends on the threat. For example, a firewall
may not detect malicious input sent to your Web application. Also, consider the
scenario where a rogue administrator has direct access to your application.

Do firewalls have their place? Of course they do. Firewalls are great at blocking ports.
Some firewall applications examine communications and can provide very advanced
protection. Firewalls are an integral part of your security, but they are not a complete

solution by themselves.

The same holds true for Secure Sockets Layer (SSL). SSL is great at encrypting traffic
over the network. However, it does not validate your application’s input or protect
you from a poorly configured server.
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What Do We Mean By Security?

Security is fundamentally about protecting assets. Assets may be tangible items, such
as a Web page or your customer database—or they may be less tangible, such as
your company’s reputation.

Security is a path, not a destination. As you analyze your infrastructure and
applications, you identify potential threats and understand that each threat presents a
degree of risk. Security is about risk management and implementing effective
countermeasures.

The Foundations of Security

Security relies on the following elements:
® Authentication

Authentication addresses the question: who are you? It is the process of uniquely
identifying the clients of your applications and services. These might be end users,
other services, processes, or computers. In security parlance, authenticated clients
are referred to as principals.

Authorization

Authorization addresses the question: what can you do? It is the process that
governs the resources and operations that the authenticated client is permitted to
access. Resources include files, databases, tables, rows, and so on, together with
system-level resources such as registry keys and configuration data. Operations
include performing transactions such as purchasing a product, transferring money
from one account to another, or increasing a customer’s credit rating.

Auditing

Effective auditing and logging is the key to non-repudiation. Non-repudiation
guarantees that a user cannot deny performing an operation or initiating a
transaction. For example, in an e-commerce system, non-repudiation mechanisms
are required to make sure that a consumer cannot deny ordering 100 copies of a
particular book.

Confidentiality

Confidentiality, also referred to as privacy, is the process of making sure that data
remains private and confidential, and that it cannot be viewed by unauthorized
users or eavesdroppers who monitor the flow of traffic across a network.
Encryption is frequently used to enforce confidentiality. Access control lists (ACLs)
are another means of enforcing confidentiality.
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® Integrity
Integrity is the guarantee that data is protected from accidental or deliberate
(malicious) modification. Like privacy, integrity is a key concern, particularly for

data passed across networks. Integrity for data in transit is typically provided by
using hashing techniques and message authentication codes.

® Availability

From a security perspective, availability means that systems remain available for
legitimate users. The goal for many attackers with denial of service attacks is to
crash an application or to make sure that it is sufficiently overwhelmed so that
other users cannot access the application.

Threats, Vulnerabilities, and Attacks Defined

A threat is any potential occurrence, malicious or otherwise, that could harm an asset.
In other words, a threat is any bad thing that can happen to your assets.

A vulnerability is a weakness that makes a threat possible. This may be because of
poor design, configuration mistakes, or inappropriate and insecure coding
techniques. Weak input validation is an example of an application layer vulnerability,
which can result in input attacks.

An attack is an action that exploits a vulnerability or enacts a threat. Examples of
attacks include sending malicious input to an application or flooding a network in an
attempt to deny service.

To summarize, a threat is a potential event that can adversely affect an asset, whereas
a successful attack exploits vulnerabilities in your system.

How Do You Build a Secure Web Application?

It is not possible to design and build a secure Web application until you know your
threats. An increasingly important discipline and one that is recommended to form
part of your application’s design phase is threat modeling. The purpose of threat
modeling is to analyze your application’s architecture and design and identify
potentially vulnerable areas that may allow a user, perhaps mistakenly, or an attacker
with malicious intent, to compromise your system’s security.

After you know your threats, design with security in mind by applying timeworn
and proven security principles. As developers, you must follow secure coding
techniques to develop secure, robust, and hack-resilient solutions. The design and
development of application layer software must be supported by a secure network,
host, and application configuration on the servers where the application software is
to be deployed.
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Secure Your Network, Host, and Application

“A vulnerability in a network will allow a malicious user to exploit a host or an application.
A vulnerability in a host will allow a malicious user to exploit a network or an application.
A vulnerability in an application will allow a malicious user to exploit a network or a host.”

— Carlos Lyons, Corporate Security, Microsoft

To build secure Web applications, a holistic approach to application security is

required and security must be applied at all three layers. This approach is shown in
Figure 1.1.

Secure the Network

Secure the Host

Secure the Application

Presentation Business Data Access
Logic Logic Logic

Runtime Services and Components

Platform Services and Components

Operating System

Figure 1.1
A holistic approach to security
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Securing Your Network

A secure Web application relies upon a secure network infrastructure. The network
infrastructure consists of routers, firewalls, and switches. The role of the secure
network is not only to protect itself from TCP /IP-based attacks, but also to
implement countermeasures such as secure administrative interfaces and strong
passwords. The secure network is also responsible for ensuring the integrity of the
traffic that it is forwarding. If you know at the network layer about ports, protocols,
or communication that may be harmful, counter those potential threats at that layer.

Network Component Categories

This guide divides network security into separate component categories as shown in
Table 1.1.

Table 1.1: Network Component Categories
Component Description

Router Routers are your outermost network ring. They channel packets to ports and protocols
that your application needs. Common TCP/IP vulnerabilities are blocked at this ring.

Firewall The firewall blocks those protocols and ports that the application does not use.
Additionally, firewalls enforce secure network traffic by providing application-specific
filtering to block malicious communications.

Switch Switches are used to separate network segments. They are frequently overlooked or
overtrusted.

Securing Your Host

When you secure a host, whether it is your Web server, application server, or
database server, this guide breaks down the various secure configuration settings into
separate categories. With this approach, you can focus on a specific category and
review security, or apply security settings that relate to that specific category. When
you install new software on your servers with this approach, you can evaluate the
impact on your security settings. For example, you may address the following
questions: Does the software create new accounts? Does the software add any default
services? Who are the services running as? Are any new script mappings created?
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Host Configuration Categories

Figure 1.2 shows the various categories used in Part IV of this guide, “Securing Your
Network, Host, and Application.”
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Host security categories

With the framework that these categories provide, you can systematically evaluate or
secure your server’s configuration instead of applying security settings on an ad-hoc
basis. The rationale for these particular categories is shown in Table 1.2.

Table 1.2: Rationale for Host Configuration Categories

Category
Patches and Updates

Services

Protocols

Accounts

Description

Many top security risks exist because of vulnerabilities that are widely
published and well known. When new vulnerabilities are discovered, exploit
code is frequently posted on Internet bulletin boards within hours of the
first successful attack. Patching and updating your server’s software is the
first step toward securing the server. If you do not patch and update your
server, you are providing more potential opportunities for attackers and
malicious code.

The service set is determined by the server role and the applications it
hosts. By disabling unnecessary and unused services, you quickly and
easily reduce the attack surface area.

To reduce the attack surface area and the avenues open to attackers,
disable any unnecessary or unused network protocols.

The number of accounts accessible from a server should be restricted to
the necessary set of service and user accounts. Additionally, you should
enforce appropriate account policies, such as mandating strong passwords.
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Table 1.2: Rationale for Host Configuration Categories /continued)
Category Description

Files and Directories Files and directories should be secured with restricted NTFS permissions
that allow access only to the necessary Microsoft Windows service and
user accounts.

Shares All unnecessary file shares, including the default administration shares if
they are not required, should be removed. Secure the remaining shares
with restricted NTFS permissions.

Ports Services running on a server listen on specific ports to serve incoming
requests. Open ports on a server must be known and audited regularly to
make sure that an insecure service is not listening and available for
communication. In the worst-case scenario, a listening port is detected that
was not opened by an administrator.

Auditing and Logging Auditing is a vital aid in identifying intruders or attacks in progress. Logging
proves particularly useful as forensic information when determining how an
intrusion or attack was performed.

Registry Many security related settings are maintained in the registry. Secure the
registry itself by applying restricted Windows ACLs and blocking remote
registry administration.

Securing Your Application

If you were to review and analyze the top security issues across many Web
applications, you would see a pattern of problems. By organizing these problems into
categories, you can systematically tackle them. These problem areas are your
application’s vulnerability categories.

Application Vulnerability Categories

What better way to measure the security of a system than to evaluate its potential
weak points? To measure the security resilience of your application, you can evaluate
the application vulnerability categories. When you do this, you can create application
security profiles, and then use these profiles to determine the security strength of an
application.

These categories are used as a framework throughout this guide. Because the
categories represent the areas where security mistakes are most frequently made,
they are used to illustrate guidance for application developers and architects. The
categories are also used as a framework when evaluating the security of a Web
application. With these categories, you can focus consistently on the key design and
implementation choices that most affect your application’s security. Application
vulnerability categories are described in Table 1.3.
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Table 1.3: Application Vulnerability Categories

Category
Input Validation

Authentication

Authorization

Configuration

Management

Sensitive Data

Session Management

Cryptography

Parameter Manipulation

Exception Management

Auditing and Logging

Description

How do you know that the input that your application receives is valid and
safe? Input validation refers to how your application filters, scrubs, or
rejects input before additional processing.

“Who are you?” Authentication is the process where an entity proves the
identity of another entity, typically through credentials, such as a user
name and password.

“What can you do?” Authorization is how your application provides access
controls for resources and operations.

Who does your application run as? Which databases does it connect to?
How is your application administered? How are these settings secured?
Configuration management refers to how your application handles these
operational issues.

Sensitive data refers to how your application handles any data that must
be protected either in memory, over the wire, or in persistent stores.

A session refers to a series of related interactions between a user and
your Web application. Session management refers to how your application
handles and protects these interactions.

How are you keeping secrets, secret (confidentiality)? How are you
tamperproofing your data or libraries (integrity)? How are you providing
seeds for random values that must be cryptographically strong?
Cryptography refers to how your application enforces confidentiality and
integrity.

Form fields, query string arguments, and cookie values are frequently
used as parameters for your application. Parameter manipulation refers
to both how your application safeguards tampering of these values and
how your application processes input parameters.

When a method call in your application fails, what does your application
do? How much do you reveal? Do you return friendly error information to
end users? Do you pass valuable exception information back to the
caller? Does your application fail gracefully?

Who did what and when? Auditing and logging refer to how your
application records security-related events.
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Recommendations used throughout this guide are based on security principles that
have proven themselves over time. Security, like many aspects of software
engineering, lends itself to a principle-based approach, where core principles can be
applied regardless of implementation technology or application scenario. The major
security principles used throughout this guide are summarized in Table 1.4.

Table 1.4: Summary of Core Security Principles

Principle
Compartmentalize

Use least privilege

Apply defense in depth

Do not trust user input

Check at the gate

Fail securely

Secure the weakest
link

Create secure defaults

Reduce your attack
surface

Concepts

Reduce the surface area of attack. Ask yourself how you will contain a
problem. If an attacker takes over your application, what resources can he
or she access? Can an attacker access network resources? How are you
restricting potential damage? Firewalls, least privileged accounts, and least
privileged code are examples of compartmentalizing.

By running processes using accounts with minimal privileges and access
rights, you significantly reduce the capabilities of an attacker if the attacker
manages to compromise security and run code.

Use multiple gatekeepers to keep attackers at bay. Defense in depth
means you do not rely on a single layer of security, or you consider that one
of your layers may be bypassed or compromised.

Your application’s user input is the attacker’s primary weapon when
targeting your application. Assume all input is malicious until proven
otherwise, and apply a defense in depth strategy to input validation, taking
particular precautions to make sure that input is validated whenever a trust
boundary in your application is crossed.

Authenticate and authorize callers early—at the first gate.

If an application fails, do not leave sensitive data accessible. Return
friendly errors to end users that do not expose internal system details. Do
not include details that may help an attacker exploit vulnerabilities in your
application.

Is there a vulnerability at the network layer that an attacker can exploit?
What about the host? Is your application secure? Any weak link in the chain
is an opportunity for breached security.

Is the default account set up with least privilege? Is the default account
disabled by default and then explicitly enabled when required? Does the
configuration use a password in plaintext? When an error occurs, does
sensitive information leak back to the client to be used potentially against
the system?

If you do not use it, remove it or disable it. Reduce the surface area of
attack by disabling or removing unused services, protocols, and
functionality. Does your server need all those services and ports? Does
your application need all those features?
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Summary

An ever-increasing number of attacks target your application. They pass straight
through your environment’s front door using HTTP. The conventional fortress model
and the reliance on firewall and host defenses are not sufficient when used in
isolation. Securing your application involves applying security at three layers: the
network layer, host layer, and the application layer. A secure network and host
platform infrastructure is a must. Additionally, your applications must be designed
and built using secure design and development guidelines following timeworn
security principles.

Additional Resources

For more information, see the following resources:

® For more information on the Open Hack Web application, see the MSDN article,
“Open Hack: Building and Configuring More Secure Web Sites,” at
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnnetsec/html
/Jopenhack.asp.

® This is Volume Il in a series dedicated to helping customers improve Web
application security. For more information on designing and implementing
authentication, authorization, and secure communication across the tiers of a
distributed Web application, see “Microsoft patterns & practices Volume I, Building
Secure ASP.NET Applications: Authentication, Authorization, and Secure
Communication” at http://msdn.microsoft.com/library/en-us/dnnetsec/html
/secnetlpMSDN.asp.


http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnnetsec/html/openhack.asp
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnnetsec/html/openhack.asp
http://msdn.microsoft.com/library/en-us/dnnetsec/html/secnetlpMSDN.asp
http://msdn.microsoft.com/library/en-us/dnnetsec/html/secnetlpMSDN.asp

Threats and Countermeasures

In This Chapter

® An explanation of attacker methodology

® Descriptions of common attacks

® How to categorize threats

® How to identify and counter threats at the network, host, and application levels

Overview

When you incorporate security features into your application’s design,
implementation, and deployment, it helps to have a good understanding of how
attackers think. By thinking like attackers and being aware of their likely tactics, you
can be more effective when applying countermeasures. This chapter describes the
classic attacker methodology and profiles the anatomy of a typical attack.

This chapter analyzes Web application security from the perspectives of threats,
countermeasures, vulnerabilities, and attacks. The following set of core terms are
defined to avoid confusion and to ensure they are used in the correct context.

® Asset. A resource of value such as the data in a database or on the file system, or a
system resource

Threat. A potential occurrence—malicious or otherwise—that may harm an asset
Vulnerability. A weakness that makes a threat possible
Attack (or exploit). An action taken to harm an asset

Countermeasure. A safeguard that addresses a threat and mitigates risk
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This chapter also identifies a set of common network, host, and application level
threats, and the recommended countermeasures to address each one. The chapter
does not contain an exhaustive list of threats, but it does highlight many top threats.
With this information and knowledge of how an attacker works, you will be able to
identify additional threats. You need to know the threats that are most likely to
impact your system to be able to build effective threat models. These threat models
are the subject of Chapter 3, “Threat Modeling.”

How to Use This Chapter

The following are recommendations on how to use this chapter:

® Become familiar with specific threats that affect the network host and
application. The threats are unique for the various parts of your system, although
the attacker’s goals may be the same.

® Use the threats to identify risk. Then create a plan to counter those threats.

® Apply countermeasures to address vulnerabilities. Countermeasures are
summarized in this chapter. Use Part III, “Building Secure Web Applications,” and
Part IV, “Securing Your Network, Host, and Application,” of this guide for
countermeasure implementation details.

® When you design, build, and secure new systems, keep the threats in this
chapter in mind. The threats exist regardless of the platform or technologies that
you use.

Anatomy of an Attack

By understanding the basic approach used by attackers to target your Web
application, you will be better equipped to take defensive measures because you will
know what you are up against. The basic steps in attacker methodology are
summarized below and illustrated in Figure 2.1:

Survey and assess
Exploit and penetrate
Escalate privileges
Maintain access

Deny service
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Figure 2.1
Basic steps for attacking methodology

Survey and Assess

Surveying and assessing the potential target are done in tandem. The first step an
attacker usually takes is to survey the potential target to identify and assess its
characteristics. These characteristics may include its supported services and protocols
together with potential vulnerabilities and entry points. The attacker uses the
information gathered in the survey and assess phase to plan an initial attack.

For example, an attacker can detect a cross-site scripting (XSS) vulnerability by
testing to see if any controls in a Web page echo back output.

Exploit and Penetrate

Having surveyed a potential target, the next step is to exploit and penetrate. If the
network and host are fully secured, your application (the front gate) becomes the next
channel for attack.

For an attacker, the easiest way into an application is through the same entrance that
legitimate users use—for example, through the application’s logon page or a page
that does not require authentication.

Escalate Privileges

After attackers manage to compromise an application or network, perhaps by
injecting code into an application or creating an authenticated session with the
Microsoft® Windows® 2000 operating system, they immediately attempt to escalate
privileges. Specifically, they look for administration privileges provided by accounts
that are members of the Administrators group. They also seek out the high level of
privileges offered by the local system account.
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Using least privileged service accounts throughout your application is a primary
defense against privilege escalation attacks. Also, many network level privilege
escalation attacks require an interactive logon session.

Maintain Access

Having gained access to a system, an attacker takes steps to make future access easier
and to cover his or her tracks. Common approaches for making future access easier
include planting back-door programs or using an existing account that lacks strong
protection. Covering tracks typically involves clearing logs and hiding tools. As such,
audit logs are a primary target for the attacker.

Log files should be secured, and they should be analyzed on a regular basis. Log file
analysis can often uncover the early signs of an attempted break-in before damage is
done.

Deny Service

Attackers who cannot gain access often mount a denial of service attack to prevent
others from using the application. For other attackers, the denial of service option is
their goal from the outset. An example is the SYN flood attack, where the attacker
uses a program to send a flood of TCP SYN requests to fill the pending connection
queue on the server. This prevents other users from establishing network
connections.

Understanding Threat Categories

While there are many variations of specific attacks and attack techniques, it is useful
to think about threats in terms of what the attacker is trying to achieve. This changes
your focus from the identification of every specific attack—which is really just a
means to an end —to focusing on the end results of possible attacks.

STRIDE

Threats faced by the application can be categorized based on the goals and purposes
of the attacks. A working knowledge of these categories of threats can help you
organize a security strategy so that you have planned responses to threats. STRIDE is
the acronym used at Microsoft to categorize different threat types. STRIDE stands for:

® Spoofing. Spoofing is attempting to gain access to a system by using a false
identity. This can be accomplished using stolen user credentials or a false IP
address. After the attacker successfully gains access as a legitimate user or host,
elevation of privileges or abuse using authorization can begin.

® Tampering. Tumpering is the unauthorized modification of data, for example as it
flows over a network between two computers.
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® Repudiation. Repudiation is the ability of users (legitimate or otherwise) to deny
that they performed specific actions or transactions. Without adequate auditing,
repudiation attacks are difficult to prove.

® Information disclosure. Information disclosure is the unwanted exposure of private
data. For example, a user views the contents of a table or file he or she is not
authorized to open, or monitors data passed in plaintext over a network. Some
examples of information disclosure vulnerabilities include the use of hidden form
fields, comments embedded in Web pages that contain database connection strings
and connection details, and weak exception handling that can lead to internal
system level details being revealed to the client. Any of this information can be
very useful to the attacker.

® Denial of service. Denial of service is the process of making a system or application
unavailable. For example, a denial of service attack might be accomplished by
bombarding a server with requests to consume all available system resources or
by passing it malformed input data that can crash an application process.

e Elevation of privilege. Elevation of privilege occurs when a user with limited
privileges assumes the identity of a privileged user to gain privileged access to an
application. For example, an attacker with limited privileges might elevate his or
her privilege level to compromise and take control of a highly privileged and
trusted process or account.

STRIDE Threats and Countermeasures

Each threat category described by STRIDE has a corresponding set of countermeasure
techniques that should be used to reduce risk. These are summarized in Table 2.1. The
appropriate countermeasure depends upon the specific attack. More threats, attacks,
and countermeasures that apply at the network, host, and application levels are
presented later in this chapter.

Table 2.1 STRIDE Threats and Countermeasures

Threat Countermeasures

Spoofing user identity Use strong authentication.
Do not store secrets (for example, passwords) in plaintext.
Do not pass credentials in plaintext over the wire.

Protect authentication cookies with Secure Sockets Layer (SSL).

Tampering with data Use data hashing and signing.
Use digital signatures.
Use strong authorization.
Use tamper-resistant protocols across communication links.
Secure communication links with protocols that provide message
integrity.

(continued)
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Table 2.1 STRIDE Threats and Countermeasures (continued)
Threat Countermeasures
Repudiation Create secure audit trails.

Use digital signatures.
Information disclosure Use strong authorization.
Use strong encryption.

Secure communication links with protocols that provide message
confidentiality.

Do not store secrets (for example, passwords) in plaintext.
Denial of service Use resource and bandwidth throttling techniques.

Validate and filter input.

Elevation of privilege Follow the principle of least privilege and use least privileged service
accounts to run processes and access resources.

Network Threats and Countermeasures

The primary components that make up your network infrastructure are routers,
firewalls, and switches. They act as the gatekeepers guarding your servers and
applications from attacks and intrusions. An attacker may exploit poorly configured
network devices. Common vulnerabilities include weak default installation settings,
wide open access controls, and devices lacking the latest security patches. Top
network level threats include:

Information gathering

Sniffing

Spoofing

Session hijacking

Denial of service

Information Gathering

Network devices can be discovered and profiled in much the same way as other
types of systems. Attackers usually start with port scanning. After they identify open
ports, they use banner grabbing and enumeration to detect device types and to
determine operating system and application versions. Armed with this information,
an attacker can attack known vulnerabilities that may not be updated with security
patches.
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Countermeasures to prevent information gathering include:
e Configure routers to restrict their responses to footprinting requests.
e Configure operating systems that host network software (for example, software

tirewalls) to prevent footprinting by disabling unused protocols and unnecessary
ports.

Sniffing

Sniffing or eavesdropping is the act of monitoring traffic on the network for data such
as plaintext passwords or configuration information. With a simple packet sniffer, an
attacker can easily read all plaintext traffic. Also, attackers can crack packets
encrypted by lightweight hashing algorithms and can decipher the payload that you
considered to be safe. The sniffing of packets requires a packet sniffer in the path of
the server/client communication.

Countermeasures to help prevent sniffing include:

® Use strong physical security and proper segmenting of the network. This is the
tirst step in preventing traffic from being collected locally.

® Encrypt communication fully, including authentication credentials. This prevents
sniffed packets from being usable to an attacker. SSL and IPSec (Internet Protocol
Security) are examples of encryption solutions.

Spoofing

Spoofing is a means to hide one’s true identity on the network. To create a spoofed
identity, an attacker uses a fake source address that does not represent the actual
address of the packet. Spoofing may be used to hide the original source of an attack
or to work around network access control lists (ACLs) that are in place to limit host
access based on source address rules.

Although carefully crafted spoofed packets may never be tracked to the original
sender, a combination of filtering rules prevents spoofed packets from originating
from your network, allowing you to block obviously spoofed packets.

Countermeasures to prevent spoofing include:

e Filter incoming packets that appear to come from an internal IP address at your
perimeter.

e Filter outgoing packets that appear to originate from an invalid local IP address.

Session Hijacking

Also known as man in the middle attacks, session hijacking deceives a server or a
client into accepting the upstream host as the actual legitimate host. Instead the
upstream host is an attacker’s host that is manipulating the network so the attacker’s
host appears to be the desired destination.
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Countermeasures to help prevent session hijacking include:
® Use encrypted session negotiation.
® Use encrypted communication channels.

® Stay informed of platform patches to fix TCP/IP vulnerabilities, such as
predictable packet sequences.

Denial of Service

Denial of service denies legitimate users access to a server or services. The SYN flood
attack is a common example of a network level denial of service attack. It is easy to
launch and difficult to track. The aim of the attack is to send more requests to a server
than it can handle. The attack exploits a potential vulnerability in the TCP/IP
connection establishment mechanism and floods the server’s pending connection
queue.

Countermeasures to prevent denial of service include:
® Apply the latest service packs.

® Harden the TCP/IP stack by applying the appropriate registry settings to increase
the size of the TCP connection queue, decrease the connection establishment
period, and employ dynamic backlog mechanisms to ensure that the connection
queue is never exhausted.

® Use a network Intrusion Detection System (IDS) because these can automatically
detect and respond to SYN attacks.

Host Threats and Countermeasures

Host threats are directed at the system software upon which your applications are
built. This includes Windows 2000, Internet Information Services (IIS), the .NET
Framework, and SQL Server 2000, depending upon the specific server role. Top host
level threats include:

Viruses, Trojan horses, and worms
Footprinting

Profiling

Password cracking

Denial of service

Arbitrary code execution

Unauthorized access
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Viruses, Trojan Horses, and Worms

A virus is a program that is designed to perform malicious acts and cause disruption
to your operating system or applications. A Trojan horse resembles a virus except that
the malicious code is contained inside what appears to be a harmless data file or
executable program. A worm is similar to a Trojan horse except that it self-replicates
from one server to another. Worms are difficult to detect because they do not
regularly create files that can be seen. They are often noticed only when they begin to
consume system resources because the system slows down or the execution of other
programs halt. The Code Red Worm is one of the most notorious to afflict IIS; it relied
upon a buffer overflow vulnerability in a particular ISAPI filter.

Although these three threats are actually attacks, together they pose a significant
threat to Web applications, the hosts these applications live on, and the network used
to deliver these applications. The success of these attacks on any system is possible
through many vulnerabilities such as weak defaults, software bugs, user error, and
inherent vulnerabilities in Internet protocols.

Countermeasures that you can use against viruses, Trojan horses, and worms include:
® Stay current with the latest operating system service packs and software patches.
® Block all unnecessary ports at the firewall and host.

® Disable unused functionality including protocols and services.

°

Harden weak, default configuration settings.

Footprinting

Examples of footprinting are port scans, ping sweeps, and NetBIOS enumeration that
can be used by attackers to glean valuable system-level information to help prepare
for more significant attacks. The type of information potentially revealed by
footprinting includes account details, operating system and other software versions,
server names, and database schema details.

Countermeasures to help prevent footprinting include:

Disable unnecessary protocols.

Lock down ports with the appropriate firewall configuration.

Use TCP/IP and IPSec filters for defense in depth.

Configure IIS to prevent information disclosure through banner grabbing.

Use an IDS that can be configured to pick up footprinting patterns and reject
suspicious traffic.
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Password Cracking

If the attacker cannot establish an anonymous connection with the server, he or she
will try to establish an authenticated connection. For this, the attacker must know a
valid username and password combination. If you use default account names, you
are giving the attacker a head start. Then the attacker only has to crack the account’s
password. The use of blank or weak passwords makes the attacker’s job even easier.

Countermeasures to help prevent password cracking include:

Use strong passwords for all account types.

Apply lockout policies to end-user accounts to limit the number of retry attempts
that can be used to guess the password.

Do not use default account names, and rename standard accounts such as the
administrator’s account and the anonymous Internet user account used by many
Web applications.

Audit failed logins for patterns of password hacking attempts.

Denial of Service

Denial of service can be attained by many methods aimed at several targets within
your infrastructure. At the host, an attacker can disrupt service by brute force against
your application, or an attacker may know of a vulnerability that exists in the service
your application is hosted in or in the operating system that runs your server.

Countermeasures to help prevent denial of service include:

Configure your applications, services, and operating system with denial of service
in mind.

Stay current with patches and security updates.

Harden the TCP/IP stack against denial of service.

Make sure your account lockout policies cannot be exploited to lock out well
known service accounts.

Make sure your application is capable of handling high volumes of traffic and that
thresholds are in place to handle abnormally high loads.

Review your application’s failover functionality.
Use an IDS that can detect potential denial of service attacks.



Chapter 2: Threats and Countermeasures 23

Arbitrary Code Execution

If an attacker can execute malicious code on your server, the attacker can either
compromise server resources or mount further attacks against downstream systems.
The risks posed by arbitrary code execution increase if the server process under
which the attacker’s code runs is over-privileged. Common vulnerabilities include
weak IID configuration and unpatched servers that allow path traversal and buffer
overflow attacks, both of which can lead to arbitrary code execution.
Countermeasures to help prevent arbitrary code execution include:

e Configure IIS to reject URLs with “../” to prevent path traversal.

® Lock down system commands and utilities with restricted ACLs.

e Stay current with patches and updates to ensure that newly discovered buffer
overflows are speedily patched.

Unauthorized Access

Inadequate access controls could allow an unauthorized user to access restricted
information or perform restricted operations. Common vulnerabilities include weak
IIS Web access controls, including Web permissions and weak NTES permissions.
Countermeasures to help prevent unauthorized access include:

® Configure secure Web permissions.

® Lock down files and folders with restricted NTFS permissions.

® Use .NET Framework access control mechanisms within your ASPNET
applications, including URL authorization and principal permission demands.

Application Threats and Countermeasures

A good way to analyze application-level threats is to organize them by application
vulnerability category. The various categories used in the subsequent sections of this
chapter and throughout the guide, together with the main threats to your application,
are summarized in Table 2.2.
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Table 2.2 Threats by Application Vulnerability Category

Category
Input validation

Authentication

Authorization

Configuration management

Sensitive data

Session management

Cryptography
Parameter manipulation

Exception management

Auditing and logging

Input Validation

Threats

Buffer overflow; cross-site scripting; SQL injection;
canonicalization

Network eavesdropping; brute force attacks;
dictionary attacks; cookie replay; credential theft

Elevation of privilege; disclosure of confidential data; data
tampering; luring attacks

Unauthorized access to administration interfaces; unauthorized
access to configuration stores; retrieval of clear text
configuration data; lack of individual accountability; over-
privileged process and service accounts

Access sensitive data in storage; network eavesdropping; data
tampering

Session hijacking; session replay; man in the middle

Poor key generation or key management; weak or custom
encryption

Query string manipulation; form field manipulation; cookie
manipulation; HTTP header manipulation

Information disclosure; denial of service

User denies performing an operation; attacker exploits an
application without trace; attacker covers his or her tracks

Input validation is a security issue if an attacker discovers that your application
makes unfounded assumptions about the type, length, format, or range of input data.
The attacker can then supply carefully crafted input that compromises your

application.

When network and host level entry points are fully secured; the public interfaces
exposed by your application become the only source of attack. The input to your
application is a means to both test your system and a way to execute code on an
attacker’s behalf. Does your application blindly trust input? If it does, your
application may be susceptible to the following:

® Buffer overflows

® Cross-site scripting
® SQL injection
°

Canonicalization
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The following section examines these vulnerabilities in detail, including what makes
these vulnerabilities possible.

Buffer Overflows

Buffer overflow vulnerabilities can lead to denial of service attacks or code injection.
A denial of service attack causes a process crash;. code injection alters the program
execution address to run an attacker’s injected code. The following code fragment
illustrates a common example of a buffer overflow vulnerability.

void SomeFunction( char *pszInput )

{
char szBuffer[10];
// Input 1is copied straight into the buffer when no type checking is performed
strcpy(szBuffer, pszInput);

}

Managed .NET code is not susceptible to this problem because array bounds are
automatically checked whenever an array is accessed. This makes the threat of buffer
overflow attacks on managed code much less of an issue. It is still a concern,
however, especially where managed code calls unmanaged APIs or COM objects.

Countermeasures to help prevent buffer overflows include:

® Perform thorough input validation. This is the first line of defense against buffer
overflows. Although a bug may exist in your application that permits expected
input to reach beyond the bounds of a container, unexpected input will be the
primary cause of this vulnerability. Constrain input by validating it for type,
length, format and range.

® When possible, limit your application’s use of unmanaged code, and thoroughly
inspect the unmanaged APIs to ensure that input is properly validated.

® Inspect the managed code that calls the unmanaged API to ensure that only
appropriate values can be passed as parameters to the unmanaged APIL.

® Use the /GS flag to compile code developed with the Microsoft Visual C++*
development system. The /GS flag causes the compiler to inject security checks
into the compiled code. This is not a fail-proof solution or a replacement for your
specific validation code; it does, however, protect your code from commonly
known buffer overflow attacks. For more information, see the .NET Framework
Product documentation http://msdn.microsoft.com/library/default.asp?url=
Nibrary/en-us/vccore/html/vclrfGSBufferSecurity.asp and Microsoft Knowledge Base
article 325483 “WebCast: Compiler Security Checks: The -GS compiler switch.”


http://msdn.microsoft.com/library/default.asp?url=/library/en-us/vccore/html/vclrfGSBufferSecurity.asp
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/vccore/html/vclrfGSBufferSecurity.asp
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Example of Code Injection Through Buffer Overflows

An attacker can exploit a buffer overflow vulnerability to inject code. With this attack,
a malicious user exploits an unchecked buffer in a processby supplying a carefully
constructed input value that overwrites the program’s stack and alters a function’s
return address. This causes execution to jump to the attacker’s injected code.

The attacker’s code usually ends up running under the process security context. This
emphasizes the importance of using least privileged process accounts. If the current
thread is impersonating, the attacker’s code ends up running under the security
context defined by the thread impersonation token. The first thing an attacker usually
does is call the RevertToSelf API to revert to the process level security context that
the attacker hopes has higher privileges.

Make sure you validate input for type and length, especially before you call
unmanaged code because unmanaged code is particularly susceptible to buffer
overflows.

Cross-Site Scripting

An XSS attack can cause arbitrary code to run in a user’s browser while the browser
is connected to a trusted Web site. The attack targets your application’s users and not
the application itself, but it uses your application as the vehicle for the attack.

Because the script code is downloaded by the browser from a trusted site, the
browser has no way of knowing that the code is not legitimate. Internet Explorer
security zones provide no defense. Since the attacker’s code has access to the cookies
associated with the trusted site and are stored on the user’s local computer, a user’s
authentication cookies are typically the target of attack.

Example of Cross-Site Scripting

To initiate the attack, the attacker must convince the user to click on a carefully
crafted hyperlink, for example, by embedding a link in an email sent to the user or by
adding a malicious link to a newsgroup posting. The link points to a vulnerable page
in your application that echoes the unvalidated input back to the browser in the
HTML output stream. For example, consider the following two links.

Here is a legitimate link:

www . yourwebapplication.com/logon.aspx?username=bob

Here is a malicious link:

www . yourwebapplication.com/logon.aspx?username=<script>alert('hacker
code')</script>
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If the Web application takes the query string, fails to properly validate it, and then
returns it to the browser, the script code executes in the browser. The preceding
example displays a harmless pop-up message. With the appropriate script, the
attacker can easily extract the user’s authentication cookie, post it to his site, and
subsequently make a request to the target Web site as the authenticated user.

Countermeasures to prevent XSS include:

® Perform thorough input validation. Your applications must ensure that input from
query strings, form fields, and cookies are valid for the application. Consider all
user input as possibly malicious, and filter or sanitize for the context of the
downstream code. Validate all input for known valid values and then reject all
other input. Use regular expressions to validate input data received via HTML
form fields, cookies, and query strings.

® Use HTMLEncode and URLEncode functions to encode any output that includes
user input. This converts executable script into harmless HTML.

SQL Injection

A SQL injection attack exploits vulnerabilities in input validation to run arbitrary
commands in the database. It can occur when your application uses input to
construct dynamic SQL statements to access the database. It can also occur if your
code uses stored procedures that are passed strings that contain unfiltered user input.
Using the SQL injection attack, the attacker can execute arbitrary commands in the
database. The issue is magnified if the application uses an over-privileged account to
connect to the database. In this instance it is possible to use the database server to run
operating system commands and potentially compromise other servers, in addition
to being able to retrieve, manipulate, and destroy data.

Example of SQL Injection

Your application may be susceptible to SQL injection attacks when you incorporate
unvalidated user input into database queries. Particularly susceptible is code that
constructs dynamic SQL statements with unfiltered user input. Consider the
following code:

Sq1DataAdapter myCommand = new SqlDataAdapter(
"SELECT * FROM Users
WHERE UserName ='" + txtuid.Text + "'", conn);

Attackers can inject SQL by terminating the intended SQL statement with the single
quote character followed by a semicolon character to begin a new command, and
then executing the command of their choice. Consider the following character string
entered into the txtuid field.

'; DROP TABLE Customers -
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This results in the following statement being submitted to the database for execution.

SELECT * FROM Users WHERE UserName=''; DROP TABLE Customers --'

This deletes the Customers table, assuming that the application’s login has sufficient
permissions in the database (another reason to use a least privileged login in the
database). The double dash (--) denotes a SQL comment and is used to comment out
any other characters added by the programmer, such as the trailing quote.

Note The semicolon is not actually required. SQL Server will execute two commands separated by
spaces.

Other more subtle tricks can be performed. Supplying this input to the txtuid field:

' OR 1=1 -

builds this command:

SELECT * FROM Users WHERE UserName='' OR 1=1 -

Because 1=1 is always true, the attacker retrieves every row of data from the Users
table.

Countermeasures to prevent SQL injection include:

® Perform thorough input validation. Your application should validate its input
prior to sending a request to the database.

® Use parameterized stored procedures for database access to ensure that input
strings are not treated as executable statements. If you cannot use stored
procedures, use SQL parameters when you build SQL commands.

® Use least privileged accounts to connect to the database.

Canonicalization

Different forms of input that resolve to the same standard name (the canonical name),
is referred to as canonicalization. Code is particularly susceptible to canonicalization
issues if it makes security decisions based on the name of a resource that is passed to
the program as input. Files, paths, and URLs are resource types that are vulnerable to
canonicalization because in each case there are many different ways to represent the
same name. File names are also problematic. For example, a single file could be
represented as:

c:\temp\somefile.dat
somefile.dat
c:\temp\subdir\..\somefile.dat
c:\ temp\ somefile.dat
..\somefile.dat
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Ideally, your code does not accept input file names. If it does, the name should be
converted to its canonical form prior to making security decisions, such as whether
access should be granted or denied to the specified file.

Countermeasures to address canonicalization issues include:

® Avoid input file names where possible and instead use absolute file paths that
cannot be changed by the end user.

® Make sure that file names are well formed (if you must accept file names as input)
and validate them within the context of your application. For example, check that
they are within your application’s directory hierarchy.

® Ensure that the character encoding is set correctly to limit how input can be
represented. Check that your application’s Web.config has set the
requestEncoding and responseEncoding attributes on the <globalization>
element.

Authentication

Depending on your requirements, there are several available authentication
mechanisms to choose from. If they are not correctly chosen and implemented, the
authentication mechanism can expose vulnerabilities that attackers can exploit to
gain access to your system. The top threats that exploit authentication vulnerabilities
include:

Network eavesdropping
Brute force attacks
Dictionary attacks
Cookie replay attacks
Credential theft

Network Eavesdropping

If authentication credentials are passed in plaintext from client to server, an attacker
armed with rudimentary network monitoring software on a host on the same
network can capture traffic and obtain user names and passwords.

Countermeasures to prevent network eavesdropping include:

® Use authentication mechanisms that do not transmit the password over the
network such as Kerberos protocol or Windows authentication.

® Make sure passwords are encrypted (if you must transmit passwords over the
network) or use an encrypted communication channel, for example with SSL.
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Brute Force Attacks

Brute force attacks rely on computational power to crack hashed passwords or other
secrets secured with hashing and encryption. To mitigate the risk, use strong
passwords.

Dictionary Attacks

This attack is used to obtain passwords. Most password systems do not store
plaintext passwords or encrypted passwords. They avoid encrypted passwords
because a compromised key leads to the compromise of all passwords in the data
store. Lost keys mean that all passwords are invalidated.

Most user store implementations hold password hashes (or digests). Users are
authenticated by re-computing the hash based on the user-supplied password value
and comparing it against the hash value stored in the database. If an attacker
manages to obtain the list of hashed passwords, a brute force attack can be used to
crack the password hashes.

With the dictionary attack, an attacker uses a program to iterate through all of the
words in a dictionary (or multiple dictionaries in different languages) and computes
the hash for each word. The resultant hash is compared with the value in the data
store. Weak passwords such as “Yankees” (a favorite team) or “Mustang”

(a favorite car) will be cracked quickly. Stronger passwords such as
“?You’'LINevaFiNdMeyePasSWerd!”, are less likely to be cracked.

Note Once the attacker has obtained the list of password hashes, the dictionary attack can be
performed offline and does not require interaction with the application.

Countermeasures to prevent dictionary attacks include:

® Use strong passwords that are complex, are not regular words, and contain a
mixture of upper case, lower case, numeric, and special characters.

® Store non-reversible password hashes in the user store. Also combine a salt value
(a cryptographically strong random number) with the password hash.

For more information about storing password hashes with added salt, see Chapter 14,
“Building Secure Data Access.”
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Cookie Replay Attacks

With this type of attack, the attacker captures the user’s authentication cookie using
monitoring software and replays it to the application to gain access under a false
identity.

Countermeasures to prevent cookie replay include:

® Use an encrypted communication channel provided by SSL whenever an
authentication cookie is transmitted.

® Use a cookie timeout to a value that forces authentication after a relatively short
time interval. Although this doesn’t prevent replay attacks, it reduces the time
interval in which the attacker can replay a request without being forced to re-
authenticate because the session has timed out.

Credential Theft

If your application implements its own user store containing user account names and
passwords, compare its security to the credential stores provided by the platform, for
example, a Microsoft Active Directory® directory service or Security Accounts
Manager (SAM) user store. Browser history and cache also store user login
information for future use. If the terminal is accessed by someone other than the user
who logged on, and the same page is hit, the saved login will be available.

Countermeasures to help prevent credential theft include:
Use and enforce strong passwords.

Store password verifiers in the form of one way hashes with added salt.

Enforce account lockout for end-user accounts after a set number of retry attempts.

To counter the possibility of the browser cache allowing login access, create
functionality that either allows the user to choose to not save credentials, or force
this functionality as a default policy.

Authorization

Based on user identity and role membership, authorization to a particular resource or
service is either allowed or denied. Top threats that exploit authorization
vulnerabilities include:

e Elevation of privilege

® Disclosure of confidential data
® Data tampering

® Luring attacks
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Elevation of Privilege

When you design an authorization model, you must consider the threat of an attacker
trying to elevate privileges to a powerful account such as a member of the local
administrators group or the local system account. By doing this, the attacker is able to
take complete control over the application and local machine. For example, with
classic ASP programming, calling the RevertToSelf API from a component might
cause the executing thread to run as the local system account with the most power
and privileges on the local machine.

The main countermeasure that you can use to prevent elevation of privilege is to use
least privileged process, service, and user accounts.

Disclosure of Confidential Data

The disclosure of confidential data can occur if sensitive data can be viewed by
unauthorized users. Confidential data includes application specific data such as
credit card numbers, employee details, financial records and so on together with
application configuration data such as service account credentials and database
connection strings. To prevent the disclosure of confidential data you should secure it
in persistent stores such as databases and configuration files, and during transit over
the network. Only authenticated and authorized users should be able to access the
data that is specific to them. Access to system level configuration data should be
restricted to administrators.

Countermeasures to prevent disclosure of confidential data include:

® Perform role checks before allowing access to the operations that could potentially
reveal sensitive data.

Use strong ACLs to secure Windows resources.

Use standard encryption to store sensitive data in configuration files and
databases.

Data Tampering
Data tampering refers to the unauthorized modification of data.

Countermeasures to prevent data tampering include:

® Use strong access controls to protect data in persistent stores to ensure that only
authorized users can access and modify the data.

® Use role-based security to differentiate between users who can view data and
users who can modify data.
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Luring Attacks

A luring attack occurs when an entity with few privileges is able to have an entity
with more privileges perform an action on its behalf.

To counter the threat, you must restrict access to trusted code with the appropriate
authorization. Using .NET Framework code access security helps in this respect by
authorizing calling code whenever a secure resource is accessed or a privileged
operation is performed.

Configuration Management

Many applications support configuration management interfaces and functionality to
allow operators and administrators to change configuration parameters, update Web
site content, and to perform routine maintenance. Top configuration management
threats include:

Unauthorized access to administration interfaces
Unauthorized access to configuration stores
Retrieval of plaintext configuration secrets

Lack of individual accountability

Over-privileged process and service accounts

Unauthorized Access to Administration Interfaces

Administration interfaces are often provided through additional Web pages or
separate Web applications that allow administrators, operators, and content
developers to managed site content and configuration. Administration interfaces
such as these should be available only to restricted and authorized users. Malicious
users able to access a configuration management function can potentially deface the
Web site, access downstream systems and databases, or take the application out of
action altogether by corrupting configuration data.

Countermeasures to prevent unauthorized access to administration interfaces
include:

Minimize the number of administration interfaces.

Use strong authentication, for example, by using certificates.

Use strong authorization with multiple gatekeepers.

Consider supporting only local administration. If remote administration is
absolutely essential, use encrypted channels, for example, with VPN technology or
SSL, because of the sensitive nature of the data passed over administrative
interfaces. To further reduce risk, also consider using IPSec policies to limit remote
administration to computers on the internal network.
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Unauthorized Access to Configuration Stores

Because of the sensitive nature of the data maintained in configuration stores, you
should ensure that the stores are adequately secured.

Countermeasures to protect configuration stores include:

® Configure restricted ACLs on text-based configuration files such as
Machine.config and Web.config.

® Keep custom configuration stores outside of the Web space. This removes the
potential to download Web server configurations to exploit their vulnerabilities.

Retrieval of Plaintext Configuration Secrets

Restricting access to the configuration store is a must. As an important defense in
depth mechanism, you should encrypt sensitive data such as passwords and
connection strings. This helps prevent external attackers from obtaining sensitive
configuration data. It also prevents rogue administrators and internal employees
from obtaining sensitive details such as database connection strings and account
credentials that might allow them to gain access to other systems.

Lack of Individual Accountability

Lack of auditing and logging of changes made to configuration information threatens
the ability to identify when changes were made and who made those changes. When
a breaking change is made either by an honest operator error or by a malicious
change to grant privileged access, action must first be taken to correct the change.
Then apply preventive measures to prevent breaking changes to be introduced in the
same manner. Keep in mind that auditing and logging can be circumvented by a
shared account; this applies to both administrative and user/application/service
accounts. Administrative accounts must not be shared. User/application/service
accounts must be assigned at a level that allows the identification of a single source of
access using the account, and that contains any damage to the privileges granted that
account.

Over-privileged Application and Service Accounts

If application and service accounts are granted access to change configuration
information on the system, they may be manipulated to do so by an attacker. The risk
of this threat can be mitigated by adopting a policy of using least privileged service
and application accounts. Be wary of granting accounts the ability to modify their
own configuration information unless explicitly required by design.
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Sensitive Data

Sensitive data is subject to a variety of threats. Attacks that attempt to view or modify
sensitive data can target persistent data stores and networks. Top threats to sensitive
data include:

® Access to sensitive data in storage
® Network eavesdropping
® Data tampering

Access to Sensitive Data in Storage

You must secure sensitive data in storage to prevent a user—malicious or otherwise
—from gaining access to and reading the data.

Countermeasures to protect sensitive data in storage include:

® Use restricted ACLs on the persistent data stores that contain sensitive data.

® Store encrypted data.

® Use identity and role-based authorization to ensure that only the user or users
with the appropriate level of authority are allowed access to sensitive data. Use
role-based security to differentiate between users who can view data and users
who can modify data.

Network Eavesdropping

The HTTP data for Web application travels across networks in plaintext and is subject
to network eavesdropping attacks, where an attacker uses network monitoring
software to capture and potentially modify sensitive data.

Countermeasures to prevent network eavesdropping and to provide privacy include:
® Encrypt the data.

® Use an encrypted communication channel, for example, SSL.

Data Tampering

Data tampering refers to the unauthorized modification of data, often as it is passed
over the network.

One countermeasure to prevent data tampering is to protect sensitive data passed
across the network with tamper-resistant protocols such as hashed message
authentication codes (HMACsS).
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An HMAC provides message integrity in the following way:

1. The sender uses a shared secret key to create a hash based on the message
payload.

2. The sender transmits the hash along with the message payload.

3. The receiver uses the shared key to recalculate the hash based on the received
message payload. The receiver then compares the new hash value with the

transmitted hash value. If they are the same, the message cannot have been
tampered with.

Session Management

Session management for Web applications is an application layer responsibility.
Session security is critical to the overall security of the application.

Top session management threats include:

® Session hijacking

® Session replay

® Man in the middle

Session Hijacking

A session hijacking attack occurs when an attacker uses network monitoring software
to capture the authentication token (often a cookie) used to represent a user’s session
with an application. With the captured cookie, the attacker can spoof the user’s
session and gain access to the application. The attacker has the same level of
privileges as the legitimate user.

Countermeasures to prevent session hijacking include:
® Use SSL to create a secure communication channel and only pass the
authentication cookie over an HTTPS connection.

® Implement logout functionality to allow a user to end a session that forces
authentication if another session is started.

® Make sure you limit the expiration period on the session cookie if you do not use
SSL. Although this does not prevent session hijacking, it reduces the time window
available to the attacker.

Session Replay

Session replay occurs when a user’s session token is intercepted and submitted by an
attacker to bypass the authentication mechanism. For example, if the session token is
in plaintext in a cookie or URL, an attacker can sniff it. The attacker then posts a
request using the hijacked session token.
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Countermeasures to help address the threat of session replay include:

® Re-authenticate when performing critical functions. For example, prior to
performing a monetary transfer in a banking application, make the user supply
the account password again.

Expire sessions appropriately, including all cookies and session tokens.

Create a “do not remember me” option to allow no session data to be stored on the
client.

Man in the Middle Attacks

A man in the middle attack occurs when the attacker intercepts messages sent
between you and your intended recipient. The attacker then changes your message
and sends it to the original recipient. The recipient receives the message, sees that it
came from you, and acts on it. When the recipient sends a message back to you, the
attacker intercepts it, alters it, and returns it to you. You and your recipient never
know that you have been attacked.

Any network request involving client-server communication, including Web
requests, Distributed Component Object Model (DCOM) requests, and calls to remote
components and Web services, are subject to man in the middle attacks.

Countermeasures to prevent man in the middle attacks include:

® Use cryptography. If you encrypt the data before transmitting it, the attacker can
still intercept it but cannot read it or alter it. If the attacker cannot read it, he or she
cannot know which parts to alter. If the attacker blindly modifies your encrypted
message, then the original recipient is unable to successfully decrypt it and, as a
result, knows that it has been tampered with.

® Use Hashed Message Authentication Codes (HMACsS). If an attacker alters the
message, the recalculation of the HMAC at the recipient fails and the data can be
rejected as invalid.

Cryptography

Most applications use cryptography to protect data and to ensure it remains private
and unaltered. Top threats surrounding your application’s use of cryptography
include:

® Poor key generation or key management
® Weak or custom encryption
® Checksum spoofing
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Poor Key Generation or Key Management

Attackers can decrypt encrypted data if they have access to the encryption key or can
derive the encryption key. Attackers can discover a key if keys are managed poorly or
if they were generated in a non-random fashion.

Countermeasures to address the threat of poor key generation and key management
include:

® Use built-in encryption routines that include secure key management. Data
Protection application programming interface (DPAPI) is an example of an
encryption service provided on Windows 2000 and later operating systems where
the operating system manages the key.

® Use strong random key generation functions and store the key in a restricted
location—for example, in a registry key secured with a restricted ACL—if you
use an encryption mechanism that requires you to generate or manage the key.

® Encrypt the encryption key using DPAPI for added security.
® Expire keys regularly.

Weak or Custom Encryption

An encryption algorithm provides no security if the encryption is cracked or is
vulnerable to brute force cracking. Custom algorithms are particularly vulnerable if
they have not been tested. Instead, use published, well-known encryption algorithms
that have withstood years of rigorous attacks and scrutiny.

Countermeasures that address the vulnerabilities of weak or custom encryption
include:

® Do not develop your own custom algorithms.
® Use the proven cryptographic services provided by the platform.
® Stay informed about cracked algorithms and the techniques used to crack them.

Checksum Spoofing

Do not rely on hashes to provide data integrity for messages sent over networks.
Hashes such as Safe Hash Algorithm (SHA1) and Message Digest compression
algorithm (MD5) can be intercepted and changed. Consider the following base 64
encoding UTF-8 message with an appended Message Authentication Code (MAC).

PTlaintext: Place 10 orders.
Hash: TOmUNdEQh13I090TcaP4FYDX6pU=
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If an attacker intercepts the message by monitoring the network, the attacker could
update the message and recompute the hash (guessing the algorithm that you used).
For example, the message could be changed to:

PTaintext: Place 100 orders.
Hash: oEDulpv/ZtIU7BXDDNv17EAHeAU=

When recipients process the message, and they run the plaintext (“Place 100 orders”)
through the hashing algorithm, and then recompute the hash, the hash they calculate
will be equal to whatever the attacker computed.

To counter this attack, use a MAC or HMAC. The Message Authentication Code
Triple Data Encryption Standard (MACTripleDES) algorithm computes a MAC, and
HMACSHAT1 computes an HMAC. Both use a key to produce a checksum. With these
algorithms, an attacker needs to know the key to generate a checksum that would
compute correctly at the receiver.

Parameter Manipulation

Parameter manipulation attacks are a class of attack that relies on the modification of
the parameter data sent between the client and Web application. This includes query
strings, form fields, cookies, and HTTP headers. Top parameter manipulation threats
include:

® Query string manipulation
® Form field manipulation

e Cookie manipulation

e HTTP header manipulation

Query String Manipulation

Users can easily manipulate the query string values passed by HTTP GET from client
to server because they are displayed in the browser’s URL address bar. If your
application relies on query string values to make security decisions, or if the values
represent sensitive data such as monetary amounts, the application is vulnerable to
attack.

Countermeasures to address the threat of query string manipulation include:

® Avoid using query string parameters that contain sensitive data or data that can
influence the security logic on the server. Instead, use a session identifier to
identify the client and store sensitive items in the session store on the server.

® Choose HTTP POST instead of GET to submit forms.

] Encrypt query string parameters.
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Form Field Manipulation

The values of HTML form fields are sent in plaintext to the server using the HTTP
POST protocol. This may include visible and hidden form fields. Form fields of any
type can be easily modified and client-side validation routines bypassed. As a result,
applications that rely on form field input values to make security decisions on the
server are vulnerable to attack.

To counter the threat of form field manipulation, instead of using hidden form fields,
use session identifiers to reference state maintained in the state store on the server.

Cookie Manipulation

Cookies are susceptible to modification by the client. This is true of both persistent
and memory-resident cookies. A number of tools are available to help an attacker
modify the contents of a memory-resident cookie. Cookie manipulation is the attack

that refers to the modification of a cookie, usually to gain unauthorized access to a
Web site.

While SSL protects cookies over the network, it does not prevent them from being
modified on the client computer. To counter the threat of cookie manipulation,
encrypt or use an HMAC with the cookie.

HTTP Header Manipulation

HTTP headers pass information between the client and the server. The client
constructs request headers while the server constructs response headers. If your
application relies on request headers to make a decision, your application is
vulnerable to attack.

Do not base your security decisions on HTTP headers. For example, do not trust the
HTTP Referer to determine where a client came from because this is easily falsified.

Exception Management

Exceptions that are allowed to propagate to the client can reveal internal
implementation details that make no sense to the end user but are useful to attackers.
Applications that do not use exception handling or implement it poorly are also
subject to denial of service attacks. Top exception handling threats include:

® Attacker reveals implementation details
® Denial of service
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Attacker Reveals Implementation Details

One of the important features of the NET Framework is that it provides rich
exception details that are invaluable to developers. If the same information is allowed
to fall into the hands of an attacker, it can greatly help the attacker exploit potential
vulnerabilities and plan future attacks. The type of information that could be
returned includes platform versions, server names, SQL command strings, and
database connection strings.

Countermeasures to help prevent internal implementation details from being
revealed to the client include:
® Use exception handling throughout your application’s code base.

e Handle and log exceptions that are allowed to propagate to the application
boundary.

® Return generic, harmless error messages to the client.

Denial of Service

Attackers will probe a Web application, usually by passing deliberately malformed
input. They often have two goals in mind. The first is to cause exceptions that reveal
useful information and the second is to crash the Web application process. This can
occur if exceptions are not properly caught and handled.

Countermeasures to help prevent application-level denial of service include:

® Thoroughly validate all input data at the server.

® Use exception handling throughout your application’s code base.

Auditing and Logging

Auditing and logging should be used to help detect suspicious activity such as
footprinting or possible password cracking attempts before an exploit actually occurs.
It can also help deal with the threat of repudiation. It is much harder for a user to
deny performing an operation if a series of synchronized log entries on multiple
servers indicate that the user performed that transaction.

Top auditing and logging related threats include:

® User denies performing an operation

® Attackers exploit an application without leaving a trace

® Attackers cover their tracks
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User Denies Performing an Operation

The issue of repudiation is concerned with a user denying that he or she performed
an action or initiated a transaction. You need defense mechanisms in place to ensure
that all user activity can be tracked and recorded.

Countermeasures to help prevent repudiation threats include:

® Audit and log activity on the Web server and database server, and on the
application server as well, if you use one.

® Log key events such as transactions and login and logout events.
® Do not use shared accounts since the original source cannot be determined.

Attackers Exploit an Application Without Leaving a Trace

System and application-level auditing is required to ensure that suspicious activity
does not go undetected.

Countermeasures to detect suspicious activity include:

® Log critical application level operations.

® Use platform-level auditing to audit login and logout events, access to the file
system, and failed object access attempts.

® Back up log files and regularly analyze them for signs of suspicious activity.

Attackers Cover Their Tracks

Your log files must be well-protected to ensure that attackers are not able to cover
their tracks.

Countermeasures to help prevent attackers from covering their tracks include:

® Secure log files by using restricted ACLs.

® Relocate system log files away from their default locations.

Summary

By being aware of the typical approach used by attackers as well as their goals, you
can be more effective when applying countermeasures. It also helps to use a goal-
based approach when considering and identifying threats, and to use the STRIDE
model to categorize threats based on the goals of the attacker, for example, to spoof
identity, tamper with data, deny service, elevate privileges, and so on. This allows
you to focus more on the general approaches that should be used for risk mitigation,
rather than focusing on the identification of every possible attack, which can be a
time-consuming and potentially fruitless exercise.
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This chapter has shown you the top threats that have the potential to compromise
your network, host infrastructure, and applications. Knowledge of these threats,
together with the appropriate countermeasures, provides essential information for
the threat modeling process It enables you to identify the threats that are specific to
your particular scenario and prioritize them based on the degree of risk they pose to
your system. This structured process for identifying and prioritizing threats is
referred to as threat modeling. For more information, see Chapter 3, “Threat
Modeling.”

Additional Resources

For further related reading, see the following resources:

® For more information about network threats and countermeasures, see Chapter 15,
“Securing Your Network.”

® For more information about host threats and countermeasures, see Chapter 16,
“Securing Your Web Server,” Chapter 17, “Securing Your Application Server,”
Chapter 18, “Securing Your Database Server,” and Chapter 19, “Securing Your
ASPNET Application.”

® For more information about addressing the application level threats presented
in this chapter, see the Building chapters in Part III, “Building Secure Web
Applications” of this guide.

e Michael Howard and David LeBlanc, Writing Secure Code 2nd Edition.
Microsoft Press, Redmond, WA, 2002

® For more information about tracking and fixing buffer overruns, see the
MSDN article, “Fix Those Buffer Overruns,” at http://msdn.microsoft.com/library
/default.asp?url=/library/en-us/dncode/html/secure05202002.asp


http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dncode/html/secure05202002.asp
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dncode/html/secure05202002.asp




Threat Modeling

In This Chapter

® Steps to decompose an application architecture to discover vulnerabilities
® How to identify and document threats that are relevant to your application

Overview

Threat modeling allows you to systematically identify and rate the threats that are
most likely to affect your system. By identifying and rating threats based on a solid
understanding of the architecture and implementation of your application, you can
address threats with appropriate countermeasures in a logical order, starting with the
threats that present the greatest risk.

Threat modeling has a structured approach that is far more cost efficient and effective
than applying security features in a haphazard manner without knowing precisely
what threats each feature is supposed to address. With a random, “shotgun”
approach to security, how do you know when your application is “secure enough,”
and how do you know the areas where your application is still vulnerable? In short,
until you know your threats, you cannot secure your system.

Before You Begin

Before you start the threat modeling process, it is important that you understand the
following basic terminology:

® Asset. Aresource of value, such as the data in a database or on the file system.
A system resource.

® Threat. A potential occurrence, malicious or otherwise, that might damage or
compromise your assets.
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® Vulnerability. A weakness in some aspect or feature of a system that makes a
threat possible. Vulnerabilities might exist at the network, host, or application
levels.

® Attack (or exploit). An action taken by someone or something that harms an asset.
This could be someone following through on a threat or exploiting a vulnerability.

® Countermeasure. A safeguard that addresses a threat and mitigates risk.

Consider a simple house analogy: an item of jewelry in a house is an asset and a
burglar is an attacker. A door is a feature of the house and an open door represents a
vulnerability. The burglar can exploit the open door to gain access to the house and
steal the jewelry. In other words, the attacker exploits a vulnerability to gain access to
an asset. The appropriate countermeasure in this case is to close and lock the door.

How to Use This Chapter

This chapter outlines a generic process that helps you identify and document threats
to your application. The following are recommendations on how to use this chapter:

e Establish a process for threat modeling. Use this chapter as a starting point for
introducing a threat modeling process in your organization if you do not already
have one. If you already have a process, then you can use this as a reference for
comparison.

® Use the other chapters in this guide to familiarize yourself with the most
common threats. Read Chapter 2, “Threats and Countermeasures,” for an
overview of common threats that occur at the network, host, and application
levels.

® For more specific threats to your network, see “Threats and Countermeasures”
in Chapter 15, “Securing Your Network.”

® For more specific threats to your Web server, application server, and database
server, see “Threats and Countermeasures” in Chapter 16, “Securing Your Web
Server,” Chapter 17, “Securing Your Application Server,” and Chapter 18,
“Securing Your Database Server.”

® For more specific threats to your assemblies, ASP.NET, serviced components,
remoted components, Web Services, and data access, see “Threats and
Countermeasures” in Chapter 7, “Building Secure Assemblies;” Chapter 10,
“Building Secure ASPNET Pages and Controls;” Chapter 11, “Building
Secure Serviced Components;” Chapter 12, “Building Secure Web Services;”
Chapter 13, “Building Secure Remoted Components;” and Chapter 14,
“Building Secure Data Access.”

® Evolve your threat model. Build a threat model early and then evolve it as you go.
It is a work in progress. Security threats evolve, and so does your application.
Having a document that identifies both what the known threats are and how they
have been addressed (or not) puts you in control of the security of your
application.
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Threat Modeling Principles

Threat modeling should not be a one time only process. It should be an iterative
process that starts during the early phases of the design of your application and
continues throughout the application life cycle. There are two reasons for this. First,
it is impossible to identify all of the possible threats in a single pass. Second, because
applications are rarely static and need to be enhanced and adapted to suit changing
business requirements, the threat modeling process should be repeated as your
application evolves.

The Process

Figure 3.1 shows the threat modeling process that you can perform using a six-stage
process.

Note The following process outline can be used for applications that are currently in development
and for existing applications.

Threat Modeling Process

1. Identify Assets

2. Create an Architecture Overview

3. Decompose the Application

4. |dentify the Threats

5. Document the Threats

v 6. Rate the Threats

Figure 3.1
An overview of the threat modeling process
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1. Identify assets.

2.

Identify the valuable assets that your systems must protect.
Create an architecture overview.

Use simple diagrams and tables to document the architecture of your application,
including subsystems, trust boundaries, and data flow.

. Decompose the application.

Decompose the architecture of your application, including the underlying network
and host infrastructure design, to create a security profile for the application. The
aim of the security profile is to uncover vulnerabilities in the design,
implementation, or deployment configuration of your application.

. Identify the threats.

Keeping the goals of an attacker in mind, and with knowledge of the architecture
and potential vulnerabilities of your application, identify the threats that could
affect the application.

. Document the threats.

Document each threat using a common threat template that defines a core set of
attributes to capture for each threat.

. Rate the threats.

Rate the threats to prioritize and address the most significant threats first. These
threats present the biggest risk. The rating process weighs the probability of the
threat against damage that could result should an attack occur. It might turn out
that certain threats do not warrant any action when you compare the risk posed by
the threat with the resulting mitigation costs.

The Output

The output from the threat modeling process is a document for the various members
of your project team. It allows them to clearly understand the threats that need to be
addressed and how to address them. Threat models consist of a definition of the
architecture of your application and a list of threats for your application scenario, as
Figure 3.2 shows.
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Figure 3.2
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Components of the threat model

Step 1. Identify Assets

Identify the assets that you need to protect. This could range from confidential data,
such as your customer or orders database, to your Web pages or Web site availability.

Step 2. Create an Architecture Overview
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At this stage, the goal is to document the function of your application, its architecture
and physical deployment configuration, and the technologies that form part of your
solution. You should be looking for potential vulnerabilities in the design or
implementation of the application.

During this step, you perform the following tasks:
® Identify what the application does.

® Create an architecture diagram.

® Identify the technologies.
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Identify What the Application Does

Identify what the application does and how it uses and accesses assets. Document
use cases to help you and others understand how your application is supposed to be
used. This also helps you work out how it can be misused. Use cases put application
functionality in context.

Here are some sample use cases for a self-service, employee human resources
application:

e Employee views financial data.

e Employee updates personal data.

® Manager views employee details.

In the above cases you can look at the implications of the business rules being
misused. For example, consider a user trying to modify personal details of another
user. He or she should not be authorized to access those details according to the
defined application requirements.

Create an Architecture Diagram

Create a high-level architecture diagram that describes the composition and structure
of your application and its subsystems as well as its physical deployment
characteristics, such as the diagram in Figure 3.3. Depending on the complexity of
your system, you might need to create additional diagrams that focus on different
areas, for example, a diagram to model the architecture of a middle-tier application
server, or one to model the interaction with an external system.
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File Authorization

URL Authorization
NTFS Permissions .NET Roles User-Defined Role
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Figure 3.3
Sample application architecture diagram

Start by drawing a rough diagram that conveys the composition and structure of the
application and its subsystems together with its deployment characteristics. Then,
evolve the diagram by adding details about the trust boundaries, authentication, and
authorization mechanisms as and when you discover them (usually during Step 3
when you decompose the application).

Identify the Technologies

Identify the distinct technologies that are used to implement your solution. This helps
you focus on technology-specific threats later in the process. It also helps you
determine the correct and most appropriate mitigation techniques. The technologies
you are most likely to identify include ASP.NET, Web Services, Enterprise Services,
Microsoft NET Remoting, and ADO.NET. Also identify any unmanaged code that
your application calls.
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Document the technologies using a table similar to Table 3.1, below.

Table 3.1 Implementation Technologies

Technology/Platform Implementation Details

Microsoft SQL Server on Microsoft Includes logins, database users, user defined database roles,
Windows Advanced Server 2000 tables, stored procedures, views, constraints, and triggers.
Microsoft .NET Framework Used for Forms authentication.

Secure Sockets Layer (SSL) Used to encrypt HTTP traffic.

Step 3. Decompose the Application

In this step, you break down your application to create a security profile for the
application based on traditional areas of vulnerability. You also identify trust
boundaries, data flow, entry points, and privileged code. The more you know about
the mechanics of your application, the easier it is to uncover threats. Figure 3.4 shows
the various targets for the decomposition process.

Application Decomposition
Security Profile Trust Boundaries
Input Validation Session Management Data Flow
Authentication Cryptography Entry Points
- Parameter .
Authorization Manipulation Privileged Code
Configuration Exception
Management Management
Sensitive Data Auditing and Logging

Figure 3.4

Targets for application decomposition

During this step, you perform the following tasks:
Identify trust boundaries.

Identify data flow.

Identify entry points.

Identify privileged code.

Document the security profile.
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Identify Trust Boundaries

Identify the trust boundaries that surround each of the tangible assets of your
application. These assets are determined by your application design. For each
subsystem, consider whether the upstream data flows or user input is trusted, and if
not, consider how the data flows and input can be authenticated and authorized.
Also consider whether the calling code is trusted, and if it is not, consider how it can
be authenticated and authorized. You must be able to ensure that the appropriate
gatekeepers guard all entry points into a particular trust boundary and that the
recipient entry point fully validates all data passed across a trust boundary.

Start by analyzing trust boundaries from a code perspective. The assembly, which
represents one form of trust boundary, is a useful place to start. Which assemblies
trust which other assemblies? Does a particular assembly trust the code that calls it,
or does it use code access security to authorize the calling code?

Also consider server trust relationships. Does a particular server trust an upstream
server to authenticate and authorize the end users, or does the server provide its own
gatekeeping services? Also, does a server trust an upstream server to pass it data that
is well formed and correct?

For example, in Figure 3.3, the Web application accesses the database server by using
a fixed, trusted identity, which in this case is the ASPNET Web application process
account. In this scenario, the database server trusts the application to authenticate
and authorize callers and forward only valid data request data on behalf of
authorized users.

Note In a .NET Framework application, the assembly defines the smallest unit of trust. Whenever
data is passed across an assembly boundary—which by definition includes an application domain,
process, or machine boundary—the recipient entry point should validate its input data.

Identify Data Flow

A simple approach is to start at the highest level and then iteratively decompose the
application by analyzing the data flow between individual subsystems. For example,
analyze the data flow between a Web application and an Enterprise Services
application and then between individual serviced components.

Data flow across trust boundaries is particularly important because code that is
passed data from outside its own trust boundary should assume that the data is
malicious and perform thorough validation of the data.

Note Data flow diagrams (DFDs) and sequence diagrams can help with the formal decomposition
of a system. A DFD is a graphical representation of data flows, data stores, and relationships
between data sources and destinations. A sequence diagram shows how a group of objects
collaborate in terms of chronological events.
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Identify Entry Points

The entry points of your application also serve as entry points for attacks. Entry
points might include the front-end Web application listening for HTTP requests. This
entry point is intended to be exposed to clients. Other entry points, such as internal
entry points exposed by subcomponents across the tiers of your application, may
only exist to support internal communication with other components. However, you
should know where these are, and what types of input they receive in case an
attacker manages to bypass the front door of the application and directly attack an
internal entry point.

For each entry point, you should be able to determine the types of gatekeepers that
provide authorization and the degree of validation.

Logical application entry points include user interfaces provide by Web pages,
service interfaces provided by Web services, serviced components, and .NET
Remoting components and message queues that provide asynchronous entry points.
Physical or platform entry points include ports and sockets.

Identify Privileged Code

Privileged code accesses specific types of secure resources and performs other
privileged operations. Secure resource types include DNS servers, directory services,
environment variables, event logs, file systems, message queues, performance
counters, printers, the registry, sockets, and Web services. Secure operations include
unmanaged code calls, reflection, serialization, code access security permissions, and
manipulation of code access security policy, including evidence.

Privileged code must be granted the appropriate code access security permissions by
code access security policy. Privileged code must ensure that the resources and
operations that it encapsulates are not exposed to untrusted and potentially malicious
code. .NET Framework code access security verifies the permissions granted to
calling code by performing stack walks. However, it is sometimes necessary to
override this behavior and short-circuit the full stack walk, for example, when you
want to restrict privileged code with a sandbox or otherwise isolate privileged code.
Doing so opens your code up to luring attacks, where malicious code calls your code
through trusted intermediary code.

Whenever you override the default security behavior provided by code access
security, do it diligently and with the appropriate safeguards. For more information
about reviewing code for security flaws, see Chapter 21, “Code Review.” For more
information about code access security, see Chapter 8, “Code Access Security in
Practice” and Chapter 9, “Using Code Access Security with ASP.NET.”



Chapter 3: Threat Modeling 55

Document the Security Profile

Next, you should identify the design and implementation approaches used for input
validation, authentication, authorization, configuration management, and the
remaining areas where applications are most susceptible to vulnerabilities. By doing
this, you create a security profile for the application.

The following table shows what kinds of questions to ask while analyzing each
aspect of the design and implementation of your application. For more information
about reviewing application architecture and design, see Chapter 5, “Architecture
and Design Review.”

Table 3.2 Creating a Security Profile

Category
Input validation

Authentication

Authorization

Configuration
management

Sensitive data

Considerations
Is all input data validated?

Could an attacker inject commands or malicious data into the application?

Is data validated as it is passed between separate trust boundaries (by the
recipient entry point)?

Can data in the database be trusted?

Are credentials secured if they are passed over the network?

Are strong account policies used?

Are strong passwords enforced?

Are you using certificates?

Are password verifiers (using one-way hashes) used for user passwords?
What gatekeepers are used at the entry points of the application?

How is authorization enforced at the database?

Is a defense in depth strategy used?

Do you fail securely and only allow access upon successful confirmation of
credentials?

What administration interfaces does the application support?
How are they secured?

How is remote administration secured?

What configuration stores are used and how are they secured?
What sensitive data is handled by the application?

How is it secured over the network and in persistent stores?

What type of encryption is used and how are encryption keys secured?

(continued)
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Table 3.2 Creating a Security Profile /continued)

Category

Session
management

Cryptography

Parameter
manipulation

Exception
management

Auditing and
logging

Considerations
How are session cookies generated?

How are they secured to prevent session hijacking?

How is persistent session state secured?

How is session state secured as it crosses the network?

How does the application authenticate with the session store?

Are credentials passed over the wire and are they maintained by the
application? If so, how are they secured?

What algorithms and cryptographic techniques are used?
How long are encryption keys and how are they secured?
Does the application put its own encryption into action?
How often are keys recycled?

Does the application detect tampered parameters?

Does it validate all parameters in form fields, view state, cookie data, and
HTTP headers?

How does the application handle error conditions?

Are exceptions ever allowed to propagate back to the client?

Are generic error messages that do not contain exploitable information used?
Does your application audit activity across all tiers on all servers?

How are log files secured?

Step 4. Identify the Threats

In this step, you identify threats that might affect your system and compromise your
assets. To conduct this identification process, bring members of the development and
test teams together to conduct an informed brainstorming session in front of a
whiteboard. This is a simple yet effective way to identify potential threats. Ideally, the
team consists of application architects, security professionals, developers, testers, and
system administrators.

You can use two basic approaches:
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® Use STRIDE to identify threats. Consider the broad categories of threats, such as
spoofing, tampering, and denial of service, and use the STRIDE model from
Chapter 2, “Threats and Countermeasures” to ask questions in relation to each
aspect of the architecture and design of your application. This is a goal-based
approach where you consider the goals of an attacker. For example, could an
attacker spoof an identity to access your server or Web application? Could
someone tamper with data over the network or in a store? Could someone deny
service?

® Use categorized threat lists. With this approach, you start with a laundry list of
common threats grouped by network, host, and application categories. Next,
apply the threat list to your own application architecture and any vulnerabilities
you have identified earlier in the process. You will be able to rule some threats out
immediately because they do not apply to your scenario.

Use the following resources to help you with the threat identification process:

® For a list of threats organized by network, host, and application layers, as well as
explanations of the threats and associated countermeasures, see Chapter 2,
“Threats and Countermeasures.”

® For a list of threats by technology, see “Threats and Countermeasures” at the
beginning of each of the “Building” chapters in Part III of this guide.

During this step, you perform the following tasks:

® Identify network threats.

® Identity host threats.

® Identify application threats.

Identify Network Threats

This is a task for network designers and administrators. Analyze the network
topology and the flow of data packets, together with router, firewall, and switch
configurations, and look for potential vulnerabilities. Also pay attention to virtual
private network (VPN) endpoints. Review the network defenses against the most
common network layer threats identified in Chapter 2, “Threats and
Countermeasures.”

Top network threats to consider during the design phase include:

® Using security mechanisms that rely on the IP address of the sender. It is relatively
easy to send IP packets with false source IP addresses (IP spoofing).

® Passing session identifiers or cookies over unencrypted network channels. This
can lead to IP session hijacking.

® Passing clear text authentication credentials or other sensitive data over
unencrypted communication channels. This could allow an attacker to monitor the
network, obtain logon credentials, or obtain and possibly tamper with other
sensitive data items.
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You must also ensure that your network is not vulnerable to threats arising from
insecure device and server configuration. For example, are unnecessary ports and
protocols closed and disabled? Are routing tables and DNS server secured? Are
the TCP network stacks hardened on your servers? For more information about
preventing this type of vulnerability, see Chapter 15, “Securing Your Network.”

Identify Host Threats

The approach used throughout this guide when configuring host security (that is,
Microsoft Windows 2000 and .NET Framework configuration) is to divide the
configuration into separate categories to allow you to apply security settings in a
structured and logical manner. This approach is also ideally suited for reviewing
security, spotting vulnerabilities, and identifying threats. Common configuration
categories applicable to all server roles include patches and updates, services,
protocols, accounts, files and directories, shares, ports, and auditing and logging.
For each category, identify potentially vulnerable configuration settings. From these,
identify threats.

Top vulnerabilities to consider include:

® Maintaining unpatched servers, which can be exploited by viruses, Trojan horses,
worms, and well-known IIS attacks.

e Using nonessential ports, protocols, and services, which increase the attack profile
and enable attackers to gather information about and exploit your environment.

Allowing unauthenticated anonymous access.

Using weak passwords and account policies that lead to password cracking,
identity spoofing, and denial of service attacks if accounts can be locked out
deliberately.

Identify Application Threats

In the previous steps, you defined the architecture, data flow, and trust boundaries of
your application. You also created a security profile that describes how the
application handles core areas, such as authentication, authorization, configuration
management, and other areas.

Now use the broad STRIDE threat categories and predefined threat lists to scrutinize
each aspect of the security profile of your application. Focus on application threats,
technology-specific threats, and code threats. Key vulnerabilities to consider include:

e Using poor input validation that leads to cross-site scripting (XSS), SQL injection,
and buffer overflow attacks.

® Passing authentication credentials or authentication cookies over unencrypted
network links, which can lead to credential capture or session hijacking.

e Using weak password and account policies, which can lead to unauthorized
access.
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® Failing to secure the configuration management aspects of your application,
including administration interfaces.

® Storing configuration secrets, such as connection strings and service account
credentials, in clear text.

Using over-privileged process and service accounts.

Using insecure data access coding techniques, which can increase the threat posed
by SQL injection.

® Using weak or custom encryption and failing to adequately secure encryption
keys.

® Relying on the integrity of parameters that are passed from the Web browser, for
example, form fields, query strings, cookie data, and HTTP headers.

® Using insecure exception handling, which can lead to denial of service attacks and
the disclosure of system-level details that are useful to an attacker.

® Doing inadequate auditing and logging, which can lead to repudiation threats.

Using Attack Trees and Attack Patterns

Attack trees and attack patterns are the primary tools that security professionals use.
These are not essential components of the threat identification phase but you may
find them useful. They allow you to analyze threats in greater depth, going beyond
what you already know to identify other possibilities.

Important When you use previously prepared categorized lists of known threats, it only reveals the
common, known threats. Additional approaches, such as the use of attack trees and attack patterns,
can help you identify other potential threats.

An attack tree is a way of collecting and documenting the potential attacks on your
system in a structured and hierarchical manner. The tree structure gives you a
descriptive breakdown of various attacks that the attacker uses to compromise the
system. By creating attack trees, you create a reusable representation of security
issues that helps focus efforts. Your test team can create test plans to validate security
design. Developers can make tradeoffs during implementation and architects or
developer leads can evaluate the security cost of alternative approaches.

Attack patterns are a formalized approach to capturing attack information in your
enterprise. These patterns can help you identify common attack techniques.
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Creating Attack Trees

While several approaches can be used in practice, the accepted method is to identify
goals and sub-goals of an attack, as well as what must be done so that the attack
succeeds. You can use a hierarchical diagram to represent your attack tree, or use a
simple outline. What is important in the end is that you have something that portrays
the attack profile of your application. You can then evaluate likely security risks,
which you can mitigate with the appropriate countermeasures, such as correcting a
design approach, hardening a configuration setting, and other solutions.

Start building an attack tree by creating root nodes that represent the goals of the
attacker. Then add the leaf nodes, which are the attack methodologies that represent
unique attacks. Figure 3.5 shows a simple example.

Threat #1

Obtaining authentication
credentials over the

network
and//
1.1 1.2
Clear text credentials Attacker uses network
sent over the network monitoring tools

1.21
Attacker recognizes
credential data

Figure 3.5
Representation of an attack tree

You can label leaf nodes with AND and OR labels. For example, in Figure 3.5, both
1.1 and 1.2 must occur for the threat to result in an attack.

Attack trees like the one shown above have a tendency to become complex quickly.
They are also time-consuming to create. An alternative approach favored by some
teams is to structure your attack tree using an outline such as the one shown below.

1. Goal One
1.1 Sub-goal one
1.2 Sub-goal two
2. Goal Two
2.1 Sub-goal one
2.2 Sub-goal two
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Note In addition to goals and sub-goals, attack trees include methodologies and required
conditions.

Here is an example of the outline approach in action:

Threat #1 Attacker obtains authentication credentials by monitoring the network
1.1 Clear text credentials sent over the network AND
1.2 Attacker uses network-monitoring tools
1.2.1 Attacker recognizes credential data

For a complete example, see “Sample Attack Trees” in the “Cheat Sheets” section of
this guide.

Attack Patterns

Attack patterns are generic representations of commonly occurring attacks that

can occur in a variety of different contexts. The pattern defines the goal of the attack
as well as the conditions that must exist for the attack to occur, the steps that are
required to perform the attack, and the results of the attack. Attack patterns focus
on attack techniques, whereas STRIDE-based approaches focus on the goals of the
attacker.

An example of an attack pattern is the code-injection attack pattern that is used to
describe code injection attacks in a generic way. Table 3.3 describes the code-injection
attack pattern.

Table 3.3 Code Injection Attack Pattern
Pattern Code injection attacks
Attack goals Command or code execution

Required conditions Weak input validation
Code from the attacker has sufficient privileges on the server.
Attack technique 1. Identify program on target system with an input validation vulnerability.

2. Create code to inject and run using the security context of the target
application.

3. Construct input value to insert code into the address space of the target
application and force a stack corruption that causes application
execution to jump to the injected code.

Attack results Code from the attacker runs and performs malicious action.

For more information about attack patterns, see the “Additional References” section
at the end of this chapter.
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Step 5. Document the Threats

To document the threats of your application, use a template that shows several threat
attributes similar to the one below. The threat description and threat target are
essential attributes. Leave the risk rating blank at this stage. This is used in the final
stage of the threat modeling process when you prioritize the identified threat list.
Other attributes you may want to include are the attack techniques, which can also
highlight the vulnerabilities exploited, and the countermeasures that are required to
address the threat.

Table 3.4 Threat 1
Threat Description Attacker obtains authentication credentials by monitoring the network

Threat target Web application user authentication process
Risk

Attack techniques Use of network monitoring software
Countermeasures Use SSL to provide encrypted channel

Table 3.5 Threat 2
Threat Description Injection of SQL commands

Threat target Data access component

Risk

Attack techniques Attacker appends SQL commands to user name, which is used to form a
SQL query

Countermeasures Use a regular expression to validate the user name, and use a stored

procedure that uses parameters to access the database.

Step 6. Rate the Threats

At this stage in the process, you have a list of threats that apply to your particular
application scenario. In the final step of the process, you rate threats based on the
risks they pose. This allows you to address the threats that present the most risk first,
and then resolve the other threats. In fact, it may not be economically viable to
address all of the identified threats, and you may decide to ignore some because of
the chance of them occurring is small and the damage that would result if they did is
minimal.
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Risk = Probability * Damage Potential

This formula indicates that the risk posed by a particular threat is equal to the
probability of the threat occurring multiplied by the damage potential, which
indicates the consequences to your system if an attack were to occur.

You can use a 1-10 scale for probability where 1 represents a threat that is very
unlikely to occur and 10 represents a near certainty. Similarly, you can use a 1-10
scale for damage potential where 1 indicates minimal damage and 10 represents a
catastrophe. Using this approach, the risk posed by a threat with a low likelihood of
occurring but with high damage potential is equal to the risk posed by a threat with
limited damage potential but that is extremely likely to occur.

For example, if Probability=10 and Damage Potential=1, then Risk = 10 * 1 = 10. If
Probability=1 and Damage Potential=10, then Risk = 1 * 10 = 10.

This approach results in a scale of 1-100, and you can divide the scale into three
bands to generate a High, Medium, or Low risk rating.

High, Medium, and Low Ratings

You can use a simple High, Medium, or Low scale to prioritize threats. If a threat is
rated as High, it poses a significant risk to your application and needs to be
addressed as soon as possible. Medium threats need to be addressed, but with less
urgency. You may decide to ignore low threats depending upon how much effort and
cost is required to address the threat.

DREAD

The problem with a simplistic rating system is that team members usually will not
agree on ratings. To help solve this, add new dimensions that help determine what
the impact of a security threat really means. At Microsoft, the DREAD model is used
to help calculate risk. By using the DREAD model, you arrive at the risk rating for a
given threat by asking the following questions:

Damage potential: How great is the damage if the vulnerability is exploited?
Reproducibility: How easy is it to reproduce the attack?

Exploitability: How easy is it to launch an attack?

Affected users: As a rough percentage, how many users are affected?

Discoverability: How easy is it to find the vulnerability?

You can use above items to rate each threat. You can also extend the above questions
to meet your needs. For example, you could add a question about potential
reputation damage:

Reputation: How high are the stakes? Is there a risk to reputation, which could lead
to the loss of customer trust?
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Ratings do not have to use a large scale because this makes it difficult to rate threats
consistently alongside one another. You can use a simple scheme such as High (1),
Medium (2), and Low (3).

When you clearly define what each value represents for your rating system, it helps
avoids confusion. Table 3.6 shows a typical example of a rating table that can be used
by team members when prioritizing threats.

Table 3.6 Thread Rating Table

Rating

D | Damage
potential

R | Reproducibility

E | Exploitability

A | Affected users

D | Discoverability

High (3)

The attacker can
subvert the security
system; get full trust
authorization; run as
administrator; upload
content.

The attack can be
reproduced every time
and does not require a
timing window.

A novice programmer
could make the attack
in a short time.

All users, default
configuration, key
customers

Published information
explains the attack. The
vulnerability is found in
the most commonly
used feature and is
very noticeable.

Medium (2)

Leaking sensitive
information

The attack can be
reproduced, but only
with a timing window
and a particular race
situation.

A skilled programmer
could make the attack,
then repeat the steps.

Some users, non-
default configuration

The vulnerability is in a
seldom-used part of
the product, and only a
few users should come
across it. It would take
some thinking to see
malicious use.

Low (1)

Leaking trivial
information

The attack is very
difficult to reproduce,
even with knowledge of
the security hole.

The attack requires an
extremely skilled
person and in-depth
knowledge every time
to exploit.

Very small percentage
of users, obscure
feature; affects
anonymous users

The bug is obscure,
and it is unlikely that
users will work out
damage potential.

After you ask the above questions, count the values (1-3) for a given threat. The
result can fall in the range of 5-15. Then you can treat threats with overall ratings of
12-15 as High risk, 8-11 as Medium risk, and 5-7 as Low risk.

For example, consider the two threats described earlier:

® Attacker obtains authentication credentials by monitoring the network.

® SQL commands injected into application.
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Table 3.7 shows an example DREAD rating for both threats:

Table 3.7 DREAD rating

Threat D R E A D Total Rating

Attacker obtains authentication 3 3 2 2 2 12 High
credentials by monitoring the network.

SQL commands injected into application. 3 3 3 3 2 14 High

Once you have obtained the risk rating, you update the documented threats and add
the discovered rating level, which is High for both of the above threats. Table 3.8
shows an example.

Table 3.8 Threat 1

Threat Description  Attacker obtains authentication credentials by monitoring the network

Threat target Web application user authentication process
Risk rating High

Attack techniques Use of network monitoring software
Countermeasures Use SSL to provide encrypted channel

What Comes After Threat Modeling?

The output of the threat modeling process includes documentation of the security
aspects of the architecture of your application and a list of rated threats. The threat
model helps you orchestrate development team members and focus on the most
potent threats.

Important Threat modeling is an iterative process. The threat model is a document that evolves
and that various team members can work from.

The threat model can be used by the following groups of people:

® Designers can use it to make secure design choices about technologies and
functionality.

Developers who write code can use it to mitigate risks.

Testers can write test cases to test if the application is vulnerable to the threats
identified by the analysis.
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Generating a Work Item Report

From the initial threat model, you can create a more formalized work item report that
can include additional attributes, such as a Bug ID, which can be used to tie the threat
in with your favorite bug tracking system. In fact, you may choose to enter the
identified threats in your bug tracking system and use its reporting facilities to
generate the report. You can also include a status column to indicate whether or not
the bug has been fixed. You should make sure the report includes the original threat
number to tie it back to the threat model document.

Organize the threats in the report by network, host, and application categories. This
makes the report easier to consume for different team members in different roles.
Within each category, present the threats in prioritized order starting with the ones
given a high risk rating followed by the threats that present less risk.

Summary

While you can mitigate the risk of an attack, you do not mitigate or eliminate the
actual threat. Threats still exist regardless of the security actions you take and the
countermeasures you apply. The reality in the security world is that you
acknowledge the presence of threats and you manage your risks. Threat modeling
can help you manage and communicate security risks across your team.

Treat threat modeling as an iterative process. Your threat model should be a dynamic
item that changes over time to cater to new types of threats and attacks as they are
discovered. It should also be capable of adapting to follow the natural evolution of
your application as it is enhanced and modified to accommodate changing business
requirements.

Additional Resources

For additional related reading, see the following resources:

e For information on attack patterns, see “Attack Modeling for Information Security
and Survivability,” by Andrew P. Moore, Robert J. Ellison, and Richard C. Linger
at http:/fwwuw.cert.org/archive/pdf/01tn001.pdf

® For information on evaluating threats, assets and vulnerabilities, see
“Operationally Critical Threat, Asset, and Vulnerability Evaluation (OCTAVE)
Framework, Version 1.0” on the Carnegie Mellon Software Engineering Institute
Web site at http://www.sei.cmu.edu/publications/documents/99.reports/99tr017
/99tr017figures.html

® For a walkthrough of threat modeling, see “Architect WebCast: Using Threat
Models to Design Secure Solutions” at http://www.microsoft.com/usa/webcasts
Jondemand/1617.asp

® For more information on creating DFDs, see Writing Secure Code, Second Edition, by
Michael Howard, David C. LeBlanc.
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Design Guidelines for Secure Web
Applications

In This Chapter

Designing input validation strategies

Partitioning Web sites into open and restricted areas
Implementing effective account management practices
Developing effective authentication and authorization strategies
Protecting sensitive data

Protecting user sessions

Preventing parameter manipulation

Handling exceptions securely

Securing an application’s configuration management features

Listing audit and logging considerations

Overview

Web applications present a complex set of security issues for architects, designers,
and developers. The most secure and hack-resilient Web applications are those that
have been built from the ground up with security in mind.

In addition to applying sound architectural and design practices, incorporate
deployment considerations and corporate security policies during the early design
phases. Failure to do so can result in applications that cannot be deployed on an
existing infrastructure without compromising security.
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This chapter presents a set of secure architecture and design guidelines. They have
been organized by common application vulnerability category. These are key areas
for Web application security and they are the areas where mistakes are most often
made.

How to Use This Chapter

This chapter focuses on the guidelines and principles you should follow when
designing an application. The following are recommendations on how to use this
chapter:

® Know the threats to your application so that you can make sure these are
addressed by your design. Read Chapter 2, “Threats and Countermeasures,” to
gain understanding of the threat types to consider. Chapter 2 lists the threats that
may harm your application; keep these threats in mind during the design phase.

® When designing your application, take a systematic approach to the key areas
where your application could be vulnerable to attack. Focus on deployment
considerations; input validation; authentication and authorization; cryptography
and data sensitivity; configuration, session, and exception management; and
adequate auditing and logging to ensure accountability.

Architecture and Design Issues for Web Applications

Web applications present designers and developers with many challenges. The
stateless nature of HTTP means that tracking per-user session state becomes the
responsibility of the application. As a precursor to this, the application must be able
to identify the user by using some form of authentication. Given that all subsequent
authorization decisions are based on the user’s identity, it is essential that the
authentication process is secure and that the session handling mechanism used to
track authenticated users is equally well protected. Designing secure authentication
and session management mechanisms are just a couple of the issues facing Web
application designers and developers. Other challenges occur because input and
output data passes over public networks. Preventing parameter manipulation and
the disclosure of sensitive data are other top issues.

Some of the top issues that must be addressed with secure design practices are shown
in Figure 4.1.
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Figure 4.1
Web application design issues

The design guidelines in this chapter are organized by application vulnerability
category. Experience shows that poor design in these areas, in particular, leads to
security vulnerabilities. Table 4.1 lists the vulnerability categories, and for each one
highlights the potential problems that can occur due to bad design.

Table 4.1 Web Application Vulnerabilities and Potential Problem Due to Bad Design
Vulnerability Category Potential Problem Due to Bad Design

Input Validation Attacks performed by embedding malicious strings in query strings,
form fields, cookies, and HTTP headers. These include command
execution, cross-site scripting (XSS), SQL injection, and buffer
overflow attacks.

Authentication Identity spoofing, password cracking, elevation of privileges, and
unauthorized access.

Authorization Access to confidential or restricted data, tampering, and execution
of unauthorized operations.

Configuration Management Unauthorized access to administration interfaces, ability to update
configuration data, and unauthorized access to user accounts and
account profiles.

(continued)
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Table 4.1 Web Application Vulnerabilities and Potential Problem Due to Bad Design /continued)

Vulnerability Category Potential Problem Due to Bad Design
Sensitive Data Confidential information disclosure and data tampering.
Session Management Capture of session identifiers resulting in session hijacking and

identity spoofing.
Cryptography Access to confidential data or account credentials, or both.

Parameter Manipulation Path traversal attacks, command execution, and bypass of access
control mechanisms among others, leading to information
disclosure, elevation of privileges, and denial of service.

Exception Management Denial of service and disclosure of sensitive system level details.

Auditing and Logging Failure to spot the signs of intrusion, inability to prove a user’s
actions, and difficulties in problem diagnosis.

Deployment Considerations

During the application design phase, you should review your corporate security
policies and procedures together with the infrastructure your application is to be
deployed on. Frequently, the target environment is rigid, and your application design
must reflect the restrictions. Sometimes design tradeoffs are required, for example,
because of protocol or port restrictions, or specific deployment topologies. Identify
constraints early in the design phase to avoid surprises later and involve members of
the network and infrastructure teams to help with this process.

Figure 4.2 shows the various deployment aspects that require design time
consideration.

Application Security I

Host Security I

Deployment Topologies

Local Remote
Application Application
Tier Tier

Network Infrastructure Security

Security Policies and Procedures

Router Firewall Switch

Figure 4.2
Deployment considerations
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Security Policies and Procedures

Security policy determines what your applications are allowed to do and what the
users of the application are permitted to do. More importantly, they define
restrictions to determine what applications and users are not allowed to do. Identify
and work within the framework defined by your corporate security policy while
designing your applications to make sure you do not breach policy that might
prevent the application being deployed.

Network Infrastructure Components

Make sure you understand the network structure provided by your target
environment and understand the baseline security requirements of the network in
terms of filtering rules, port restrictions, supported protocols, and so on.

Identify how firewalls and firewall policies are likely to affect your application’s
design and deployment. There may be firewalls to separate the Internet-facing
applications from the internal network. There may be additional firewalls in front of
the database. These can affect your possible communication ports and, therefore,
authentication options from the Web server to remote application and database
servers. For example, Windows authentication requires additional ports.

At the design stage, consider what protocols, ports, and services are allowed to access
internal resources from the Web servers in the perimeter network. Also identify the
protocols and ports that the application design requires and analyze the potential
threats that occur from opening new ports or using new protocols.

Communicate and record any assumptions made about network and application
layer security and which component will handle what. This prevents security
controls from being missed when both development and network teams assume that
the other team is addressing the issue. Pay attention to the security defenses that your
application relies upon the network to provide. Consider the implications of a change
in network configuration. How much security have you lost if you implement a
specific network change?

Deployment Topologies

Your application’s deployment topology and whether you have a remote application
tier is a key consideration that must be incorporated in your design. If you have a
remote application tier, you need to consider how to secure the network between
servers to address the network eavesdropping threat and to provide privacy and
integrity for sensitive data.
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Also consider identity flow and identify the accounts that will be used for network
authentication when your application connects to remote servers. A common
approach is to use a least privileged process account and create a duplicate (mirrored)
account on the remote server with the same password. Alternatively, you might use a
domain process account, which provides easier administration but is more
problematic to secure because of the difficulty of limiting the account’s use
throughout the network. An intervening firewall or separate domains without trust
relationships often makes the local account approach the only viable option.

Intranet, Extranet, and Internet

Intranet, extranet, and Internet application scenarios each present design challenges.
Questions that you should consider include: How will you flow caller identity
through multiple application tiers to back-end resources? Where will you perform
authentication? Can you trust authentication at the frontend and then use a trusted
connection to access back-end resources? In extranet scenarios, you also must
consider whether you trust partner accounts.

For more information about these and other scenario-specific issues, see the
“Intranet Security,” “Extranet Security,” and “Internet Security” sections in
the “Microsoft patterns & practices Volume I, Building Secure ASPNET
Applications: Authentication, Authorization, and Secure Communication”

at http://msdn.microsoft.com/library/en-us/dnnetsec/html/secnetlpMSDN.asp.

Input Validation

Input validation is a challenging issue and the primary burden of a solution falls on
application developers. However, proper input validation is one of your strongest
measures of defense against today’s application attacks. Proper input validation is an
effective countermeasure that can help prevent XSS, SQL injection, buffer overflows,
and other input attacks.

Input validation is challenging because there is not a single answer for what
constitutes valid input across applications or even within applications. Likewise,
there is no single definition of malicious input. Adding to this difficulty is that what
your application does with this input influences the risk of exploit. For example, do
you store data for use by other applications or does your application consume input
from data sources created by other applications?

The following practices improve your Web application’s input validation:

Assume all input is malicious.

Centralize your approach.

Do not rely on client-side validation.

Be careful with canonicalization issues.

Constrain, reject, and sanitize your input.
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Assume All Input Is Malicious

Input validation starts with a fundamental supposition that all input is malicious
until proven otherwise. Whether input comes from a service, a file share, a user, or a
database, validate your input if the source is outside your trust boundary. For
example, if you call an external Web service that returns strings, how do you know
that malicious commands are not present? Also, if several applications write to a
shared database, when you read data, how do you know whether it is safe?

Centralize Your Approach

Make your input validation strategy a core element of your application design.
Consider a centralized approach to validation, for example, by using common
validation and filtering code in shared libraries. This ensures that validation rules are
applied consistently. It also reduces development effort and helps with future
maintenance.

In many cases, individual fields require specific validation, for example, with
specifically developed regular expressions. However, you can frequently factor out
common routines to validate regularly used fields such as e-mail addresses, titles,
names, postal addresses including ZIP or postal codes, and so on. This approach is
shown in Figure 4.3.
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Figure 4.3

A centralized approach to input validation
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Do Not Rely on Client-Side Validation

Server-side code should perform its own validation. What if an attacker bypasses
your client, or shuts off your client-side script routines, for example, by disabling
JavaScript? Use client-side validation to help reduce the number of round trips to the
server but do not rely on it for security. This is an example of defense in depth.

Be Careful with Canonicalization Issues

Data in canonical form is in its most standard or simplest form. Canonicalization is
the process of converting data to its canonical form. File paths and URLs are
particularly prone to canonicalization issues and many well-known exploits are a
direct result of canonicalization bugs. For example, consider the following string that
contains a file and path in its canonical form.

c:\temp\somefile.dat

The following strings could also represent the same file.

somefile.dat

c:\temp\subdir\..\somefile.dat

c:\ temp\ somefile.dat

..\somefile.dat
c%3A%5Ctemp%5Csubdir%5C%2E%2E%5Csomefile.dat

In the last example, characters have been specified in hexadecimal form:

® 9%3A is the colon character.

® 9%5C is the backslash character.

® 9%2E is the dot character.

You should generally try to avoid designing applications that accept input file names

from the user to avoid canonicalization issues. Consider alternative designs instead.
For example, let the application determine the file name for the user.

If you do need to accept input file names, make sure they are strictly formed before
making security decisions such as granting or denying access to the specified file.

For more information about how to handle file names and to perform file I/O in a
secure manner, see the “File I/O” sections in Chapter 7, “Building Secure
Assemblies,” and Chapter 8, “Code Access Security in Practice.”
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Constrain, Reject, and Sanitize Your Input

The preferred approach to validating input is to constrain what you allow from the
beginning. It is much easier to validate data for known valid types, patterns, and
ranges than it is to validate data by looking for known bad characters. When you
design your application, you know what your application expects. The range of valid
data is generally a more finite set than potentially malicious input. However, for
defense in depth you may also want to reject known bad input and then sanitize the
input. The recommended strategy is shown in Figure 4.4.

Make
potentially
Allow known Reject known malicious data
good data bad data safe

Input ) Constrain Reject ‘M\ Sanitize

Validate type, format, For example, stripping
length and range Null characters or
(Use regular expressions spaces

for string data)

Figure 4.4

Input validation strategy: constrain, reject, and sanitize input

To create an effective input validation strategy, be aware of the following approaches
and their tradeoffs:

e Constrain input.

® Validate data for type, length, format, and range.
® Reject known bad input.

® Sanitize input.

Constrain Input

Constraining input is about allowing good data. This is the preferred approach. The
idea here is to define a filter of acceptable input by using type, length, format, and
range. Define what is acceptable input for your application fields and enforce it.
Reject everything else as bad data.

Constraining input may involve setting character sets on the server so that you can
establish the canonical form of the input in a localized way:.
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Validate Data for Type, Length, Format, and Range

Use strong type checking on input data wherever possible, for example, in the classes
used to manipulate and process the input data and in data access routines. For
example, use parameterized stored procedures for data access to benefit from strong
type checking of input fields.

String fields should also be length checked and in many cases checked for
appropriate format. For example, ZIP codes, personal identification numbers, and so
on have well defined formats that can be validated using regular expressions.
Thorough checking is not only good programming practice; it makes it more difficult
for an attacker to exploit your code. The attacker may get through your type check,
but the length check may make executing his favorite attack more difficult.

Reject Known Bad Input

Deny “bad” data; although do not rely completely on this approach. This approach is
generally less effective than using the “allow” approach described earlier and it is
best used in combination. To deny bad data assumes your application knows all the
variations of malicious input. Remember that there are multiple ways to represent
characters. This is another reason why “allow” is the preferred approach.

While useful for applications that are already deployed and when you cannot afford
to make significant changes, the “deny” approach is not as robust as the “allow”
approach because bad data, such as patterns that can be used to identify common
attacks, do not remain constant. Valid data remains constant while the range of bad
data may change over time.

Sanitize Input

Sanitizing is about making potentially malicious data safe. It can be helpful when the
range of input that is allowed cannot guarantee that the input is safe. This includes
anything from stripping a null from the end of a user-supplied string to escaping out
values so they are treated as literals.

Another common example of sanitizing input in Web applications is using URL
encoding or HTML encoding to wrap data and treat it as literal text rather than
executable script. HtmlEncode methods escape out HTML characters, and UrlEncode
methods encode a URL so that it is a valid URI request.
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In Practice

The following are examples applied to common input fields, using the preceding
approaches:

® Last Name field. This is a good example where constraining input is appropriate
In this case, you might allow string data in the range ASCII A-Z and a-z, and also
hyphens and curly apostrophes (curly apostrophes have no significance to SQL) to
handle names such as O’Dell. You would also limit the length to your longest
expected value.

® Quantity field. This is another case where constraining input works well. In this
example, you might use a simple type and range restriction. For example, the
input data may need to be a positive integer between 0 and 1000.

® Free-text field. Examples include comment fields on discussion boards. In this
case, you might allow letters and spaces, and also common characters such as
apostrophes, commas, and hyphens. The set that is allowed does not include less
than and greater than signs, brackets, and braces.

Some applications might allow users to mark up their text using a finite set of
script characters, such as bold “<b>", italic “<i>*, or even include a link to their
favorite URL. In the case of a URL, your validation should encode the value so
that it is treated as a URL.

For more information about validating free text fields, see “Input Validation” in
Chapter 10, “Building Secure ASP.NET Pages and Controls.”

® An existing Web application that does not validate user input. In an ideal
scenario, the application checks for acceptable input for each field or entry point.
However, if you have an existing Web application that does not validate user
input, you need a stopgap approach to mitigate risk until you can improve your
application’s input validation strategy. While neither of the following approaches
ensures safe handling of input, because that is dependent on where the input
comes from and how it is used in your application, they are in practice today as
quick fixes for short-term security improvement:

e HTML-encoding and URL-encoding user input when writing back to the
client. In this case, the assumption is that no input is treated as HTML and all
output is written back in a protected form. This is sanitization in action.

® Rejecting malicious script characters. This is a case of rejecting known bad
input. In this case, a configurable set of malicious characters is used to reject the
input. As described earlier, the problem with this approach is that bad data is a
matter of context.

For more information and examples of input coding, using regular expressions, and
ASP.NET validation controls, see “Input Validation” in Chapter 10, “Building Secure
ASPNET Pages and Controls.”
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Authentication

Authentication is the process of determining caller identity. There are three aspects to
consider:

Identify where authentication is required in your application. It is generally
required whenever a trust boundary is crossed. Trust boundaries usually include
assemblies, processes, and hosts.

Validate who the caller is. Users typically authenticate themselves with user
names and passwords.

Identify the user on subsequent requests. This requires some form of
authentication token.

Many Web applications use a password mechanism to authenticate users, where the
user supplies a user name and password in an HTML form. The issues and questions
to consider here include:

Are user names and passwords sent in plaintext over an insecure channel? If so,
an attacker can eavesdrop with network monitoring software to capture the
credentials. The countermeasure here is to secure the communication channel by
using Secure Socket Layer (SSL).

How are the credentials stored? If you are storing user names and passwords in
plaintext, either in files or in a database, you are inviting trouble. What if your
application directory is improperly configured and an attacker browses to the file
and downloads its contents or adds a new privileged logon account? What if a
disgruntled administrator takes your database of user names and passwords?

How are the credentials verified? There is no need to store user passwords if the
sole purpose is to verify that the user knows the password value. Instead, you can
store a verifier in the form of a hash value and re-compute the hash using the user-
supplied value during the logon process. To mitigate the threat of dictionary
attacks against the credential store, use strong passwords and combine a randomly
generated salt value with the password hash.

How is the authenticated user identified after the initial logon? Some form of
authentication ticket, for example an authentication cookie, is required. How is the
cookie secured? If it is sent across an insecure channel, an attacker can capture the
cookie and use it to access the application. A stolen authentication cookie is a
stolen logon.
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The following practices improve your Web application’s authentication:
Separate public and restricted areas.

Use account lockout policies for end-user accounts.

Support password expiration periods.

Be able to disable accounts.

Do not store passwords in user stores.

Require strong passwords.

Do not send passwords over the wire in plaintext.

Protect authentication cookies.

Separate Public and Restricted Areas

A public area of your site can be accessed by any user anonymously. Restricted areas
can be accessed only by specific individuals and the users must authenticate with the
site. Consider a typical retail Web site. You can browse the product catalog
anonymously. When you add items to a shopping cart, the application identifies you
with a session identifier. Finally, when you place an order, you perform a secure
transaction. This requires you to log in to authenticate your transaction over SSL.

By partitioning your site into public and restricted access areas, you can apply
separate authentication and authorization rules across the site and limit the use of
SSL. To avoid the unnecessary performance overhead associated with SSL, design
your site to limit the use of SSL to the areas that require authenticated access.

Use Account Lockout Policies for End-User Accounts

Disable end-user accounts or write events to a log after a set number of failed logon
attempts. If you are using Windows authentication, such as NTLM or the Kerberos
protocol, these policies can be configured and applied automatically by the operating
system. With Forms authentication, these policies are the responsibility of the
application and must be incorporated into the application design.

Be careful that account lockout policies cannot be abused in denial of service attacks.
For example, well known default service accounts such as IUSR_MACHINENAME
should be replaced by custom account names to prevent an attacker who obtains the
Internet Information Services (IIS) Web server name from locking out this critical
account.

Support Password Expiration Periods

Passwords should not be static and should be changed as part of routine password
maintenance through password expiration periods. Consider providing this type of
facility during application design.
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Be Able to Disable Accounts

If the system is compromised, being able to deliberately invalidate credentials or
disable accounts can prevent additional attacks.

Do Not Store Passwords in User Stores

If you must verify passwords, it is not necessary to actually store the passwords.
Instead, store a one way hash value and then re-compute the hash using the user-
supplied passwords. To mitigate the threat of dictionary attacks against the user
store, use strong passwords and incorporate a random salt value with the password.

Require Strong Passwords

Do not make it easy for attackers to crack passwords. There are many guidelines
available, but a general practice is to require a minimum of eight characters and a
mixture of uppercase and lowercase characters, numbers, and special characters.
Whether you are using the platform to enforce these for you, or you are developing
your own validation, this step is necessary to counter brute-force attacks where an
attacker tries to crack a password through systematic trial and error. Use regular
expressions to help with strong password validation.

For examples of regular expressions to aid password validation, see “Input
Validation” in Chapter 10, “Building Secure ASP.NET Pages and Controls.”

Do Not Send Passwords Over the Wire in Plaintext

Plaintext passwords sent over a network are vulnerable to eavesdropping. To address
this threat, secure the communication channel, for example, by using SSL to encrypt
the traffic.

Protect Authentication Cookies

A stolen authentication cookie is a stolen logon. Protect authentication tickets using
encryption and secure communication channels. Also limit the time interval in which
an authentication ticket remains valid, to counter the spoofing threat that can result
from replay attacks, where an attacker captures the cookie and uses it to gain illicit
access to your site. Reducing the cookie timeout does not prevent replay attacks but it
does limit the amount of time the attacker has to access the site using the stolen
cookie.
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Authorization

Authorization determines what the authenticated identity can do and the resources
that can be accessed. Improper or weak authorization leads to information disclosure
and data tampering. Defense in depth is the key security principle to apply to your
application’s authorization strategy.

The following practices improve your Web application’s authorization:
e Use multiple gatekeepers.

® Restrict user access to system-level resources.

® Consider authorization granularity.

Use Multiple Gatekeepers

On the server side, you can use IP Security Protocol (IPSec) policies to provide host
restrictions to restrict server-to-server communication. For example, an IPSec policy
might restrict any host apart from a nominated Web server from connecting to a
database server. IIS provides Web permissions and Internet Protocol/ Domain Name
System (IP/DNS) restrictions. IIS Web permissions apply to all resources requested
over HTTP regardless of the user. They do not provide protection if an attacker
manages to log on to the server. For this, NTFS permissions allow you to specify per
user access control lists. Finally, ASPNET provides URL authorization and File
authorization together with principal permission demands. By combining these
gatekeepers you can develop an effective authorization strategy.

Restrict User Access to System Level Resources

System level resources include files, folders, registry keys, Active Directory objects,
database objects, event logs, and so on. Use Windows Access Control Lists (ACLs) to
restrict which users can access what resources and the types of operations that they
can perform. Pay particular attention to anonymous Internet user accounts; lock these
down with ACLs on resources that explicitly deny access to anonymous users.

For more information about locking down anonymous Internet user accounts with
Windows ACLs, see Chapter 16, “Securing Your Web Server.”
Consider Authorization Granularity

There are three common authorization models, each with varying degrees of
granularity and scalability.
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The most granular approach relies on impersonation. Resource access occurs using
the security context of the caller. Windows ACLs on the secured resources (typically
files or tables, or both) determine whether the caller is allowed to access the resource.
If your application provides access primarily to user specific resources, this approach
may be valid. It has the added advantage that operating system level auditing can be
performed across the tiers of your application, because the original caller’s security
context flows at the operating system level and is used for resource access. However,
the approach suffers from poor application scalability because effective connection
pooling for database access is not possible. As a result, this approach is most
frequently found in limited scale intranet-based applications. The impersonation
model is shown in Figure 4.5.
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Figure 4.5

Impersonation model providing per end user authorization granularity

The least granular but most scalable approach uses the application’s process identity
for resource access. This approach supports database connection pooling but it means
that the permissions granted to the application’s identity in the database are
common, irrespective of the identity of the original caller. The primary authorization
is performed in the application’s logical middle tier using roles, which group together
users who share the same privileges in the application. Access to classes and methods
is restricted based on the role membership of the caller. To support the retrieval of per
user data, a common approach is to include an identity column in the database tables
and use query parameters to restrict the retrieved data. For example, you may pass
the original caller’s identity to the database at the application (not operating system)
level through stored procedure parameters, and write queries similar to the
following;:

SELECT fieldl, field2, field3 FROM Tablel WHERE {some search criteria} AND
UserName = @originalCallerUserName

This model is referred to as the trusted subsystem or sometimes as the trusted server
model. It is shown in Figure 4.6.
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Trusted subsystem model that supports database connection pooling

The third option is to use a limited set of identities for resource access based on the
role membership of the caller. This is really a hybrid of the two models described
earlier. Callers are mapped to roles in the application’s logical middle tier, and access
to classes and methods is restricted based on role membership. Downstream resource
access is performed using a restricted set of identities determined by the current
caller’s role membership. The advantage of this approach is that permissions can be
assigned to separate logins in the database, and connection pooling is still effective
with multiple pools of connections. The downside is that creating multiple thread
access tokens used to establish different security contexts for downstream resource
access using Windows authentication is a privileged operation that requires
privileged process accounts. This is counter to the principle of least privilege. The
hybrid model using multiple trusted service identities for downstream resource
access is shown in Figure 4.7.
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Configuration Management

Carefully consider your Web application’s configuration management functionality.
Most applications require interfaces that allow content developers, operators, and
administrators to configure the application and manage items such as Web page
content, user accounts, user profile information, and database connection strings. If
remote administration is supported, how are the administration interfaces secured?
The consequences of a security breach to an administration interface can be severe,
because the attacker frequently ends up running with administrator privileges and
has direct access to the entire site.

The following practices improve the security of your Web application’s configuration
management:

® Secure your administration interfaces.

® Secure your configuration store.

® Maintain separate administration privileges.

® Use least privileged process and service accounts.

Secure Your Administration Interfaces

It is important that configuration management functionality is accessible only by
authorized operators and administrators. A key part is to enforce strong
authentication over your administration interfaces, for example, by using certificates.

If possible, limit or avoid the use of remote administration and require administrators
to log on locally. If you need to support remote administration, use encrypted
channels, for example, with SSL or VPN technology, because of the sensitive nature of
the data passed over administrative interfaces. Also consider limiting remote
administration to computers on the internal network by using IPSec policies, to
further reduce risk.

Secure Your Configuration Stores

Text-based configuration files, the registry, and databases are common options for
storing application configuration data. If possible, avoid using configuration files in
the application’s Web space to prevent possible server configuration vulnerabilities
resulting in the download of configuration files. Whatever approach you use, secure
access to the configuration store, for example, by using Windows ACLs or database
permissions. Also avoid storing plaintext secrets such as database connection strings
or account credentials. Secure these items using encryption and then restrict access to
the registry key, file, or table that contains the encrypted data.
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Separate Administration Privileges

If the functionality supported by the features of your application’s configuration
management varies based on the role of the administrator, consider authorizing each
role separately by using role-based authorization. For example, the person
responsible for updating a site’s static content should not necessarily be allowed to
change a customer’s credit limit.

Use Least Privileged Process and Service Accounts

An important aspect of your application’s configuration is the process accounts used
to run the Web server process and the service accounts used to access downstream
resources and systems. Make sure these accounts are set up as least privileged. If an
attacker manages to take control of a process, the process identity should have very
restricted access to the file system and other system resources to limit the damage
that can be done.

Sensitive Data

Applications that deal with private user information such as credit card numbers,
addresses, medical records, and so on should take special steps to make sure that the
data remains private and unaltered. In addition, secrets used by the application’s
implementation, such as passwords and database connection strings, must be
secured. The security of sensitive data is an issue while the data is stored in persistent
storage and while it is passed across the network.

Secrets

Secrets include passwords, database connection strings, and credit card numbers. The
following practices improve the security of your Web application’s handling of
secrets:

Do not store secrets if you can avoid it.

Do not store secrets in code.

Do not store database connections, passwords, or keys in plaintext.
Avoid storing secrets in the Local Security Authority (LSA).

Use Data Protection API (DPAPI) for encrypting secrets.
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Do Not Store Secrets if You Can Avoid It

Storing secrets in software in a completely secure fashion is not possible. An
administrator, who has physical access to the server, can access the data. For example,
it is not necessary to store a secret when all you need to do is verify whether a user
knows the secret. In this case, you can store a hash value that represents the secret
and compute the hash using the user-supplied value to verify whether the user
knows the secret.

Do Not Store Secrets in Code

Do not hard code secrets in code. Even if the source code is not exposed on the Web
server, it is possible to extract string constants from compiled executable files. A
configuration vulnerability may allow an attacker to retrieve the executable.

Do Not Store Database Connections, Passwords, or Keys in Plaintext

Avoid storing secrets such as database connection strings, passwords, and keys in
plaintext. Use encryption and store encrypted strings.

Avoid Storing Secrets in the LSA

Avoid the LSA because your application requires administration privileges to access
it. This violates the core security principle of running with least privilege. Also, the
LSA can store secrets in only a restricted number of slots. A better approach is to use
DPAP]I, available on Microsoft Windows® 2000 and later operating systems.

Use DPAPI for Encrypting Secrets

To store secrets such as database connection strings or service account credentials, use
DPAPI. The main advantage to using DPAPI is that the platform system manages the
encryption/decryption key and it is not an issue for the application. The key is either
tied to a Windows user account or to a specific computer, depending on flags passed
to the DPAPI functions.

DPAPIT is best suited for encrypting information that can be manually recreated when
the master keys are lost, for example, because a damaged server requires an
operating system re-install. Data that cannot be recovered because you do not know
the plaintext value, for example, customer credit card details, require an alternate
approach that uses traditional symmetric key-based cryptography such as the use of
triple-DES.

For more information about using DPAPI from Web applications, see Chapter 10,
“Building Secure ASPNET Web Pages and Controls.”
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Sensitive Per User Data

Sensitive data such as logon credentials and application level data such as credit card
numbers, bank account numbers, and so on, must be protected. Privacy through
encryption and integrity through message authentication codes (MAC) are the key
elements.

The following practices improve your Web application’s security of sensitive per user
data:

® Retrieve sensitive data on demand.

® Encrypt the data or secure the communication channel.

® Do not store sensitive data in persistent cookies.

® Do not pass sensitive data using the HTTP-GET protocol.

Retrieve Sensitive Data on Demand

The preferred approach is to retrieve sensitive data on demand when it is needed
instead of persisting or caching it in memory. For example, retrieve the encrypted
secret when it is needed, decrypt it, use it, and then clear the memory (variable) used
to hold the plaintext secret. If performance becomes an issue, consider the following
options:

® Cache the encrypted secret.

® Cache the plaintext secret.

Cache the Encrypted Secret

Retrieve the secret when the application loads and then cache the encrypted secret in
memory, decrypting it when the application uses it. Clear the plaintext copy when it
is no longer needed. This approach avoids accessing the data store on a per request
basis.

Cache the Plaintext Secret

Avoid the overhead of decrypting the secret multiple times and store a plaintext copy
of the secret in memory. This is the least secure approach but offers the optimum
performance. Benchmark the other approaches before guessing that the additional
performance gain is worth the added security risk.

Encrypt the Data or Secure the Communication Channel

If you are sending sensitive data over the network to the client, encrypt the data or
secure the channel. A common practice is to use SSL between the client and Web
server. Between servers, an increasingly common approach is to use IPSec. For
securing sensitive data that flows through several intermediaries, for example, Web
service Simple Object Access Protocol (SOAP) messages, use message level
encryption.
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Do Not Store Sensitive Data in Persistent Cookies

Avoid storing sensitive data in persistent cookies. If you store plaintext data, the end
user is able to see and modify the data. If you encrypt the data, key management can
be a problem. For example, if the key used to encrypt the data in the cookie has
expired and been recycled, the new key cannot decrypt the persistent cookie passed
by the browser from the client.

Do Not Pass Sensitive Data Using the HTTP-GET Protocol

You should avoid storing sensitive data using the HTTP-GET protocol because the
protocol uses query strings to pass data. Sensitive data cannot be secured using query
strings and query strings are often logged by the server.

Session Management

Web applications are built on the stateless HTTP protocol, so session management is
an application-level responsibility. Session security is critical to the overall security of
an application.

The following practices improve the security of your Web application’s session
management:

Use SSL to protect session authentication cookies.
® Encrypt the contents of the authentication cookies.
® Limit session lifetime.

® Protect session state from unauthorized access.

Use SSL to Protect Session Authentication Cookies

Do not pass authentication cookies over HTTP connections. Set the secure cookie
property within authentication cookies, which instructs browsers to send cookies
back to the server only over HTTPS connections. For more information, see
Chapter 10, “Building Secure ASP.NET Web Pages and Controls.”

Encrypt the Contents of the Authentication Cookies

Encrypt the cookie contents even if you are using SSL. This prevents an attacker
viewing or modifying the cookie if he manages to steal it through an XSS attack. In
this event, the attacker could still use the cookie to access your application, but only
while the cookie remains valid.
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Limit Session Lifetime

Reduce the lifetime of sessions to mitigate the risk of session hijacking and replay
attacks. The shorter the session, the less time an attacker has to capture a session
cookie and use it to access your application.

Protect Session State from Unauthorized Access

Consider how session state is to be stored. For optimum performance, you can store
session state in the Web application’s process address space. However, this approach
has limited scalability and implications in Web farm scenarios, where requests from
the same user cannot be guaranteed to be handled by the same server. In this
scenario, an out-of-process state store on a dedicated state server or a persistent state
store in a shared database is required. ASPNET supports all three options.

You should secure the network link from the Web application to state store using
IPSec or SSL to mitigate the risk of eavesdropping. Also consider how the Web
application is to be authenticated by the state store. Use Windows authentication
where possible to avoid passing plaintext authentication credentials across the
network and to benefit from secure Windows account policies.

Cryptography

Cryptography in its fundamental form provides the following;:
® Privacy (Confidentiality). This service keeps a secret confidential.

® Non-Repudiation (Authenticity). This service makes sure a user cannot deny
sending a particular message.

e Tamperproofing (Integrity). This service prevents data from being altered.
® Authentication. This service confirms the identity of the sender of a message.
Web applications frequently use cryptography to secure data in persistent stores or as

it is transmitted across networks. The following practices improve your Web
application’s security when you use cryptography:

® Do not develop your own cryptography.

e Keep unencrypted data close to the algorithm.
® Use the correct algorithm and correct key size.
® Secure your encryption keys.
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Do Not Develop Your Own Cryptography

Cryptographic algorithms and routines are notoriously difficult to develop
successfully. As a result, you should use the tried and tested cryptographic services
provided by the platform. This includes the .NET Framework and the underlying
operating system. Do not develop custom implementations because these frequently
result in weak protection.

Keep Unencrypted Data Close to the Algorithm

When passing plaintext to an algorithm, do not obtain the data until you are ready to
use it, and store it in as few variables as possible.

Use the Correct Algorithm and Correct Key Size

It is important to make sure you choose the right algorithm for the right job and to
make sure you use a key size that provides a sufficient degree of security. Larger key
sizes generally increase security. The following list summarizes the major algorithms
together with the key sizes that each uses:

® Data Encryption Standard (DES) 64bit key (8 bytes)

® TripleDES 128-bit key or 192-bit key (16 or 24 bytes)

® Rijndael 128-256 bit keys (16-32 bytes)

® RSA 384-16,384 bit keys (48-2,048 bytes)

For large data encryption, use the TripleDES symmetric encryption algorithm. For
slower and stronger encryption of large data, use Rijndael. To encrypt data that is to
be stored for short periods of time, you can consider using a faster but weaker
algorithm such as DES. For digital signatures, use Rivest, Shamir, and Adleman
(RSA) or Digital Signature Algorithm (DSA). For hashing, use the Secure Hash

Algorithm (SHA)1.0. For keyed hashes, use the Hash-based Message Authentication
Code (HMAC) SHA1.0.

Secure Your Encryption Keys

An encryption key is a secret number used as input to the encryption and decryption
processes. For encrypted data to remain secure, the key must be protected. If an
attacker compromises the decryption key, your encrypted data is no longer secure.
The following practices help secure your encryption keys:

® Use DPAPI to avoid key management.

® Cycle your keys periodically.
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Use DPAPI to Avoid Key Management

As mentioned previously, one of the major advantages of using DPAPI is that the key
management issue is handled by the operating system. The key that DPAPI uses is
derived from the password that is associated with the process account that calls the
DPAPI functions. Use DPAPI to pass the burden of key management to the operating
system.

Cycle Your Keys Periodically

Generally, a static secret is more likely to be discovered over time. Questions to keep
in mind are: Did you write it down somewhere? Did Bob, the administrator with the
secrets, change positions in your company or leave the company? Do not overuse
keys.

Parameter Manipulation

With parameter manipulation attacks, the attacker modifies the data sent between the
client and Web application. This may be data sent using query strings, form fields,
cookies, or in HTTP headers. The following practices help secure your Web
application’s parameter manipulation:

® Encrypt sensitive cookie state.

® Make sure that users do not bypass your checks.
® Validate all values sent from the client.

® Do not trust HTTP header information.

Encrypt Sensitive Cookie State

Cookies may contain sensitive data such as session identifiers or data that is used as
part of the server-side authorization process. To protect this type of data from
unauthorized manipulation, use cryptography to encrypt the contents of the cookie.

Make Sure that Users Do Not Bypass Your Checks

Make sure that users do not bypass your checks by manipulating parameters. URL
parameters can be manipulated by end users through the browser address text box.
For example, the URL http:/ /www.<YourSite>/<YourApp>/sessionld=10 has a value
of 10 that can be changed to some random number to receive different output. Make
sure that you check this in server-side code, not in client-side JavaScript, which can
be disabled in the browser.
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Validate All Values Sent from the Client

Restrict the fields that the user can enter and modify and validate all values coming
from the client. If you have predefined values in your form fields, users can change
them and post them back to receive different results. Permit only known good values
wherever possible. For example, if the input field is for a state, only inputs matching
a state postal code should be permitted.

Do Not Trust HTTP Header Information

HTTP headers are sent at the start of HTTP requests and HTTP responses. Your Web
application should make sure it does not base any security decision on information in
the HTTP headers because it is easy for an attacker to manipulate the header. For
example, the referer field in the header contains the URL of the Web page from where
the request originated. Do not make any security decisions based on the value of the
referer field, for example, to check whether the request originated from a page
generated by the Web application, because the field is easily falsified.

Exception Management

Secure exception handling can help prevent certain application-level denial of service
attacks and it can also be used to prevent valuable system-level information useful to
attackers from being returned to the client. For example, without proper exception
handling, information such as database schema details, operating system versions,
stack traces, file names and path information, SQL query strings and other
information of value to an attacker can be returned to the client.

A good approach is to design a centralized exception management and logging
solution and consider providing hooks into your exception management system to
support instrumentation and centralized monitoring to help system administrators.
The following practices help secure your Web application’s exception management:
® Do not leak information to the client.

® Log detailed error messages.

® Catch exceptions.

Do Not Leak Information to the Client

In the event of a failure, do not expose information that could lead to information
disclosure. For example, do not expose stack trace details that include function names
and line numbers in the case of debug builds (which should not be used on
production servers). Instead, return generic error messages to the client.
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Log Detailed Error Messages

Send detailed error messages to the error log. Send minimal information to the
consumer of your service or application, such as a generic error message and custom
error log ID that can subsequently be mapped to detailed message in the event logs.
Make sure that you do not log passwords or other sensitive data.

Catch Exceptions

Use structured exception handling and catch exception conditions. Doing so avoids
leaving your application in an inconsistent state that may lead to information
disclosure. It also helps protect your application from denial of service attacks.
Decide how to propagate exceptions internally in your application and give special
consideration to what occurs at the application boundary.

For more information about designing and implementing an exception management
framework for .NET applications, see the MSDN article “Exception Management in
NET,” at http://msdn.microsoft.com/library/en-us/dnbda/html/exceptdotnet.asp

Auditing and Logging

You should audit and log activity across the tiers of your application. Using logs, you
can detect suspicious-looking activity. This frequently provides early indications of a
full-blown attack and the logs help address the repudiation threat where users deny
their actions. Log files may be required in legal proceedings to prove the wrongdoing
of individuals. Generally, auditing is considered most authoritative if the audits are
generated at the precise time of resource access and by the same routines that access
the resource.

The following practices improve your Web application’s security:
e Audit and log access across application tiers.

Consider identity flow.

Log key events.

Secure log files.

Back up and analyze log files regularly.

Audit and Log Access Across Application Tiers

Audit and log access across the tiers of your application for non-repudiation. Use a
combination of application-level logging and platform auditing features, such as
Windows, IIS, and SQL Server auditing.


http://msdn.microsoft.com/library/en-us/dnbda/html/exceptdotnet.asp
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Consider Identity Flow

Consider how your application will flow caller identity across multiple application
tiers. You have two basic choices. You can flow the caller’s identity at the operating
system level using the Kerberos protocol delegation. This allows you to use operating
system level auditing. The drawback with this approach is that it affects scalability
because it means there can be no effective database connection pooling at the middle
tier. Alternatively, you can flow the caller’s identity at the application level and use
trusted identities to access back-end resources. With this approach, you have to trust
the middle tier and there is a potential repudiation risk. You should generate audit
trails in the middle tier that can be correlated with back-end audit trails. For this, you
must make sure that the server clocks are synchronized, although Microsoft
Windows 2000 and Active Directory do this for you.

Log Key Events

The types of events that should be logged include successful and failed logon
attempts, modification of data, retrieval of data, network communications, and
administrative functions such as the enabling or disabling of logging. Logs should
include the time of the event, the location of the event including the machine name,
the identity of the current user, the identity of the process initiating the event, and a
detailed description of the event.

Secure Log Files

Secure log files using Windows ACLs and restrict access to the log files. This makes it
more difficult for attackers to tamper with log files to cover their tracks. Minimize the
number of individuals who can manipulate the log files. Authorize access only to
highly trusted accounts such as administrators.

Back Up and Analyze Log Files Regularly

There’s no point in logging activity if the log files are never analyzed. Log files
should be removed from production servers on a regular basis. The frequency of
removal is dependent upon your application’s level of activity. Your design should
consider the way that log files will be retrieved and moved to offline servers for
analysis. Any additional protocols and ports opened on the Web server for this
purpose must be securely locked down.
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Design Guidelines Summary

Table 4.2 summarizes the design guidelines discussed in this chapter and organizes
them by application vulnerability category.

Table 4.2 Design Guidelines for Your Application

Category
Input Validation

Authentication

Authorization

Configuration
Management

Sensitive Data

Session Management

Cryptography

Parameter Manipulation

Exception Management

Auditing and Logging

Guidelines

Do not trust input; consider centralized input validation. Do not rely on
client-side validation. Be careful with canonicalization issues. Constrain,
reject, and sanitize input. Validate for type, length, format, and range.

Partition site by anonymous, identified, and authenticated area. Use
strong passwords. Support password expiration periods and account
disablement. Do not store credentials (use one-way hashes with salt).
Encrypt communication channels to protect authentication tokens. Pass
Forms authentication cookies only over HTTPS connections.

Use least privileged accounts. Consider authorization granularity. Enforce
separation of privileges. Restrict user access to systemievel resources.

Use least privileged process and service accounts. Do not store
credentials in plaintext. Use strong authentication and authorization on
administration interfaces. Do not use the LSA. Secure the
communication channel for remote administration. Avoid storing sensitive
data in the Web space.

Avoid storing secrets. Encrypt sensitive data over the wire. Secure the
communication channel. Provide strong access controls on sensitive data
stores. Do not store sensitive data in persistent cookies. Do not pass
sensitive data using the HTTP-GET protocol.

Limit the session lifetime. Secure the channel. Encrypt the contents of
authentication cookies. Protect session state from unauthorized access.

Do not develop your own. Use tried and tested platform features. Keep
unencrypted data close to the algorithm. Use the right algorithm and key
size. Avoid key management (use DPAPI). Cycle your keys periodically.
Store keys in a restricted location.

Encrypt sensitive cookie state. Do not trust fields that the client can
manipulate (query strings, form fields, cookies, or HTTP headers).
Validate all values sent from the client.

Use structured exception handling. Do not reveal sensitive application
implementation details. Do not log private data such as passwords.
Consider a centralized exception management framework.

Identify malicious behavior. Know what good traffic looks like. Audit and
log activity through all of the application tiers. Secure access to log files.
Back up and regularly analyze log files.
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Summary

Security should permeate every stage of the product development life cycle and it
should be a focal point of application design. Pay particular attention to the design of
a solid authentication and authorization strategy. Also remember that the majority of
application level attacks rely on maliciously formed input data and poor application
input validation. The guidance presented in this chapter should help you with these
and other challenging aspects of designing and building secure applications.

Additional Resources

For more information, see the following resources:

® The current guide is Volume II in a series dedicated to helping customers
improve Web application security. For more information on architecting,
designing, building and configuring authentication, authorization, and secure
communications across tiers of a distributed Web applications, see “Microsoft
patterns & practices Volume I, Building Secure ASP.NET Applications: Authentication,
Authorization, and Secure Communication” at http://msdn.microsoft.com/library/en-us
/dnnetsec/html/secnetlpMSDN.asp

® The MSDN article “Security Models for ASPNET Applications” at
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnnetsec/html
/SecNetch02.asp?frame=true

® The MSDN article “Designing Authentication and Authorization” at
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnnetsec/html
/SecNetch03.asp?frame=true

® “Checklist: Architecture and Design Review” in the “Checklists” section of
this guide.


http://msdn.microsoft.com/library/en-us/dnnetsec/html/secnetlpMSDN.asp
http://msdn.microsoft.com/library/en-us/dnnetsec/html/secnetlpMSDN.asp
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnnetsec/html/SecNetch02.asp?frame=true
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnnetsec/html/SecNetch02.asp?frame=true
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnnetsec/html/SecNetch03.asp?frame=true
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnnetsec/html/SecNetch03.asp?frame=true

Architecture and Design Review
for Security

In This Chapter

® Analyzing and reviewing application architecture and design
® Identifying key application deployment and infrastructure security considerations

Overview

To build a secure Web application, you need an appropriate architecture and design.
The cost and effort of retrofitting security after development are too high. An
architecture and design review helps you validate the security-related design features
of your application before you start the development phase. This allows you to
identify and fix potential vulnerabilities before they can be exploited and before the
fix requires a substantial reengineering effort.

If you have already created your application, you should still review this chapter and
then revisit the concepts, principles, and techniques that you used during your
application design.
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How to Use This Chapter

This chapter gives you the questions to ask when performing a thorough review of
your architecture design. The following are recommendations on how to use this
chapter:

® Integrate a security review into your architecture design process. Start early on,
and as your design changes, review those changes with the steps given in this
chapter.

® Evolve your security review. This chapter provides questions that you can ask to
improve the security of your design. To complete the review process, you might
also need to add specific questions that are unique to your application.

® Know the threats you are reviewing against. Chapter 2, “Threats and
Countermeasures,” lists the threats that affect the various components and layers
that make up your application. Knowing these threats is essential to improving the
results of your review process.

Architecture and Design Review Process

The architecture and design review process analyzes the architecture and design from
a security perspective. If you have just completed the design, the design
documentation can help you with this process. Regardless of how comprehensive
your design documentation is, you must be able to decompose your application and
be able to identify key items, including trust boundaries, data flow, entry points, and
privileged code. You must also know the physical deployment configuration of your
application. Pay attention to the design approaches you have adopted for those areas
that most commonly exhibit vulnerabilities. This guide refers to these as application
vulnerability categories.

Consider the following aspects when you review the architecture and design of your

application:

® Deployment and infrastructure. You review the design of your application in
relation to the target deployment environment and the associated security policies.
You also consider the restrictions imposed by the underlying infrastructure-layer
security.

® Application architecture and design. You review the approach to critical areas in
your application, including authentication, authorization, input validation,
exception management, and other areas. You can use the application vulnerability
categories as a roadmap and to ensure that you do not miss any key areas during
the review.

® Tier-by-tier analysis. You walk through the logical tiers of your application and
examine the security of ASP.NET Web pages and controls, Web services, serviced
components, Microsoft NET Remoting, data access code, and others.
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Figure 5.1 shows this three-pronged approach to the review process.

Application
Deployment and Component
Infrastructure Analysis
Host ASP.NET Pages
Network Web Services

Enterprise Services
Application Architecture and Design P

Remotin
Input Validation Session Management ing
o Data Access
Authentication Cryptography
Authorization Parameter Manipulation

Configuration Mgmt | Exception Management

Sensitive Data Auditing and Logging

Figure 5.1

Application review

The remainder of this chapter presents the key considerations and questions to ask
during the review process for each of these distinct areas.

Deployment and Infrastructure Considerations

Examine the security settings that the underlying network and host infrastructure
offer to the application, and examine any restrictions that the target environment
might impose. Also consider your deployment topology and the impact of middle-
tier application servers, perimeter zones, and internal firewalls on your design.

Review the following questions to identify potential deployment and infrastructure
issues:

Does the network provide secure communication?

Does your deployment topology include an internal firewall?

Does your deployment topology include a remote application server?

What restrictions does infrastructure security impose?

Have you considered Web farm issues?

What trust levels does the target environment support?
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Does the Network Provide Secure Communication?

Your data is at its most vulnerable while in transit between a client and server, or
server to server. How private should the data be? Are you legally responsible for
customer data?

While your application is responsible for handling and transforming data securely
prior to transit, the network is responsible for the integrity and privacy of the data as
it transmits. Use an appropriate encryption algorithm when the data must remain
private. Additionally, make sure that your network devices are secured because they
maintain network integrity.

Does Your Deployment Topology Include an Internal Firewall?

If an internal firewall separates your Web server from an application server or a
database server, review the following questions to ensure that your design
accommodates this:

® How do downstream servers authenticate the Web server?

If you use domain accounts and Windows authentication, does the firewall open
the necessary ports? If not, or if the Web server and downstream server are in
separate domains, you can use mirrored local accounts. For example, you can
duplicate the least privileged local ASPNET account that is used to run the Web
application on the database server.

® Do you use distributed transactions?

If the Web server initiates distributed transactions using the services of the
Microsoft Distributed Transaction Coordinator (DTC), does the internal firewall
open the necessary ports for DTC communication?

For more information about using the DTC through a firewall, see Microsoft
Knowledge Base article 250367, “INFO: Configuring Microsoft Distributed
Transaction Coordinator (DTC) to Work Through a Firewall.”

Does Your Deployment Topology Include a Remote Application Server?

If your deployment topology includes a physically remote middle tier, review the
following questions:

® Do you use Enterprise Services?

If so, have you restricted the DCOM port range and does any internal firewall
open these ports?

Note In some scenarios, using a middle-tier Web service as a front end to the Enterprise
Services application is a superior design choice. With this approach, the Web server can
communicate with the application server through port 80 using Simple Object Access
Protocol (SOAP).


http://support.microsoft.com/default.aspx?scid=kb;en-us;Q250367
http://support.microsoft.com/default.aspx?scid=kb;en-us;Q250367
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For more information, see the following Microsoft Knowledge Base articles:
Article 312960, “Cannot Set Fixed Endpoint for a COM+ Application”
Article 259011, “SAMPLE: A Simple DCOM Client Server Test Application”
Article 248809, “PRB: DCOM Does Not Work over NAT-Based Firewall”

Article 154596, “THOWTO: Configure RPC Dynamic Port Allocation to
Work w /Firewall”

® Do you use .NET Remoting?

Remoting is designed to be used in trusted server scenarios. Does the network
support an IPSec policy that ensures that your middle-tier Remoting components
can only be accessed from the Web server? Does ASP.NET host your remote
components to support authentication and authorization?

® Do you use Web services?

If so, how do middle-tier Web services authenticate the Web application? Does the
Web application configure credentials on the Web service proxy so that the Web
service can authenticate the Web server? If not, how does the Web service identify
the caller?

What Restrictions Does Infrastructure Security Impose?

Does your design make any assumptions that the host infrastructure security
restrictions will invalidate? For example, the security restrictions may require design
tradeoffs based on the availability of required services, protocols, or account
privileges. Review the following questions:

® Do you rely on services or protocols that might not be available?

Services and protocols that are available in the development and test
environments might not be available in the production environment.
Communicate with the team responsible for the infrastructure security to
understand the restrictions and requirements.

® Do you rely on sensitive account privileges?

Your design should use least privileged process, service, and user accounts.
Do you perform operations that require sensitive privileges that might not be
permitted?

For example, does your application need to create thread-level impersonation
tokens to create service identities for resource access? This requires the “Act as
part of the operating system” privilege, which should not be granted to Web
server processes because of the increased security risk associated with a process
compromise. If this feature is required, your design should compartmentalize the
higher privileges, for example, in an out-of-process Enterprise Services
application.


http://support.microsoft.com/default.aspx?scid=kb;en-us;Q312960
http://support.microsoft.com/default.aspx?scid=kb;en-us;Q259011
http://support.microsoft.com/default.aspx?scid=kb;en-us;Q248809
http://support.microsoft.com/default.aspx?scid=kb;en-us;Q154596
http://support.microsoft.com/default.aspx?scid=kb;en-us;Q154596
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Have You Considered Web Farm Issues?

If your application is going to be deployed in a Web farm, you can make no
assumptions about which server in the farm will process client requests. Successive
requests from the same client may be served by separate servers. As a result, you
need to consider the following issues:

How are you managing session state?

In a Web farm, you cannot manage session state on the Web server. Instead, your
design must incorporate a remote state store on a server that is accessed by all the
Web servers in the farm. For more information, see “Session Management” later in
this chapter.

Are you using machine-specific encryption keys?

If you plan to use encryption to encrypt data in a shared data source, such as a
database, the encryption and decryption keys must be the same across all
machines in the farm. Check that your design does not require encryption
mechanisms that require machine affinity.

Are you using Forms authentication or protected view state?

If so, you are reliant upon the <machineKey> settings. In a Web farm, you must
use common key across all servers.

Are you using Secure Sockets Layer (SSL)?

If you use SSL to encrypt the traffic between browser and Web server, where do
you terminate the SSL connection? Your options include the Web server, a Web
server with an accelerator card, or a load balancer with an accelerator card.
Terminating the SSL session at a load balancer with an accelerator card generally
offers the best performance, particularly for sites with large numbers of
connections.

If you terminate SSL at the load balancer, network traffic is not encrypted from the
load balancer to the Web server. This means that an attacker can potentially sniff
network traffic after the data is decrypted, while it is in transit between the load
balancer and Web server. You can address this threat either by ensuring that the
Web server environment is physically secured or by using transport-level
encryption provided by IPSec policies to protect internal data center links.

What Trust Levels Does the Target Environment Support?

The code access security trust level of the target environment determines the
resources your code can access and the privileged operations it can perform. Check
the supported trust level of your target environment. If your Web application is
allowed to run with Full trust, your code can access any resources, subject to
operating system security.
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If your Web application must run at a reduced trust level, this limits the types of
resources and privileged operations your code can perform. In partial trust scenarios,
your design should sandbox your privileged code. You should also use separate
assemblies to isolate your privileged code. This is done so that the privileged code
can be configured separately from the rest of the application and granted the
necessary additional code access permissions.

For more information, see Chapter 9, “Using Code Access Security with ASPNET.”

Note Trust levels are often an issue if you are planning to deploy your application onto a shared
server, or if your application is going to be run by a hosting company. In these cases, check the
security policy and find out what trust levels it mandates for Web applications.

Input Validation

Examine how your application validates input because many Web application attacks
use deliberately malformed input . SQL injection, cross-site scripting (XSS), buffer
overflow, code injection, and numerous other denial of service and elevation of
privilege attacks can exploit poor input validation. Table 5.1 highlights the most
common input validation vulnerabilities.

Table 5.1 Common Input Validation Vulnerabilities
Vulnerability Implications

Non-validated input in the The application is susceptible to XSS attacks.
Hypertext Markup Language
(HTML) output stream

Non-validated input used to The application is susceptible to SQL injection attacks.
generate SQL queries

Reliance on client-side Client validation is easily bypassed.
validation

Use of input file names, URLs, | The application is susceptible to canonicalization bugs, leading to

or user names for security security flaws.

decisions

Application-only filters for This is almost impossible to do correctly because of the enormous
malicious input range of potentially malicious input. The application should

constrain, reject, and sanitize input.

Review the following questions to help you identify potential input validation
security issues:

® How do you validate input?
® What do you do with the input?
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How Do You Validate Input?

What approach to input validation does your design specify? First, your design
should lay out the strategy. Your application should constrain, reject, and sanitize all
of the input it receives. Constraining input is the best approach because validating
data for known valid types, patterns, and ranges is much easier than validating data
by looking for known bad characters. With a defense in depth strategy, you should
also reject known bad input and sanitize input.

The following questions can help you identify potential vulnerabilities:

Do you know your entry points?

Make sure the design identifies entry points of the application so that you can
track what happens to individual input fields. Consider Web page input, input to
components and Web services, and input from databases.

Do you know your trust boundaries?

Input validation is not always necessary if the input is passed from a trusted
source inside your trust boundary, but it should be considered mandatory if the
input is passed from sources that are not trusted.

Do you validate Web page input?

Do not consider the end user as a trusted source of data. Make sure you validate
regular and hidden form fields, query strings, and cookies.

Do you validate arguments that are passed to your components or Web services?
The only case where it might be safe not to do so is where data is received from
inside the current trust boundary. However, with a defense in depth strategy,
multiple validation layers are recommended.

Do you validate data that is retrieved from a database?

You should also validate this form of input, especially if other applications write to
the database. Make no assumptions about how thorough the input validation of
the other application is.

Do you centralize your approach?

For common types of input fields, examine whether or not you are using common
validation and filtering libraries to ensure that validation rules are performed
consistently.

Do you rely on client-side validation?

Do not. Client-side validation can be used to reduce the number of round trips to
the server, but do not rely on it for security because it is easy to bypass. Validate all
input at the server.
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What Do You Do with the Input?

Check what your application does with its input because different types of processing
can lead to various types of vulnerabilities. For example, if you use input in SQL
queries your application is potentially vulnerable to SQL injection.

Review the following questions to help you identify possible vulnerabilities:
® Is your application susceptible to canonicalization issues?

Check whether your application uses names based on input to make security
decisions. For example, does it accept user names, file names, or URLs? These are
notorious for canonicalization bugs because of the many ways that the names can
be represented. If your application does accept names as input, check that they are
validated and converted to their canonical representation before processing.

® Is your application susceptible to SQL injection attacks?

Pay close attention to any input field that you use to form a SQL database query.
Check that these fields are suitably validated for type, format, length, and range.
Also check how the queries are generated. If you use parameterized stored
procedures, input parameters are treated as literals and are not treated as
executable code. This is effective risk mitigation.

® Is your application susceptible to XSS attacks?
If you include input fields in the HTML output stream, you might be vulnerable to

XSS. Check that input is validated and that output is encoded. Pay close attention
to how input fields that accept a range of HTML characters are processed.

Authentication

Examine how your application authenticates its callers, where it uses authentication,
and how it ensures that credentials remain secure while in storage and when passed
over the network. Vulnerabilities in authentication can make your application
susceptible to spoofing attacks, dictionary attacks, session hijacking, and other
attacks. Table 5.2 highlights the most common authentication vulnerabilities.

Table 5.2 Common Authentication Vulnerabilities

Vulnerability Implications

Weak passwords The risk of password cracking and dictionary attacks increase.
Clear text credentials in Insiders who can access the server or attackers who exploit a
configuration files host vulnerability to download the configuration file have

immediate access to credentials.

Passing clear text credentials Attackers can monitor the network to steal authentication
over the network credentials and spoof identity.

(continued)
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Table 5.2 Common Authentication Vulnerabilities /continued)

Vulnerability Implications

Over-privileged accounts The risks associated with a process or account compromise
increase.

Long sessions The risks associated with session hijacking increase.

Mixing personalization with Personalization data is suited to persistent cookies.

authentication Authentication cookies should not be persisted.

Review the following questions to identify potential vulnerabilities in the way your
application performs authentication:

Do you separate public and restricted access?

Have you identified service account requirements?
How do you authenticate the caller?

How do you authenticate with the database?

Do you enforce strong account management practices?

Do You Separate Public and Restricted Access?

If your application provides public areas that do not require authentication and
restricted areas that do require authentication, examine how your site design
distinguishes between the two. You should use separate subfolders for restricted
pages and resources and then secure those folders in Internet Information Services
(IIS) by configuring them to require SSL. This approach allows you to provide
security for sensitive data and authentication cookies using SSL in only those areas of
your site that need it. You avoid the added performance hit associated with SSL
across the whole site.

Have You Identified Service Account Requirements?

Your design should identify the range of service accounts that is required to connect
to different resources, including databases, directory services, and other types of
remote network resources. Make sure that the design does not require a single, highly
privileged account with sufficient privileges to connect to the range of different
resource types.

Does the design require least privileged accounts?

Have you identified which resources and operations require which privileges?
Check that the design identifies precisely which privileges each account requires
to perform its specific function and use least privileged accounts in all cases.
Does the application need to maintain service account credentials?

If so make sure that the credentials are encrypted and held in a restricted location,
such as a registry key with a restricted access control list (ACL).
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How Do You Authenticate the Caller?

Review the following aspects of authenticating a caller. The aspects you use depend
on the type of authentication your design uses.

® Do you pass clear text credentials over the wire?

If you use Forms or Basic authentication, or if you use Web services and pass
credentials in SOAP headers, make sure that you use SSL to protect the credentials
in transit.

® Do you implement your own user store?

If so, check where and how the user credentials will be stored. A common mistake
is to store plaintext or encrypted passwords in the user store. Instead, you should
store a password hash for verification.

If you validate credentials against a SQL Server user store, pay close attention to
the input user names and passwords. Check for the malicious injection of SQL
characters.

® Do you use Forms authentication?

If so, in addition to using SSL to protect the credentials, you should use SSL to
protect the authentication cookie. Also check that your design uses a limited
session lifetime to counter the threat of cookie replay attacks and check that the
cookie is encrypted.

For more information about Forms authentication, see Chapter 10, “Building Secure
ASPNET Web Pages and Controls” and Chapter 19, “Securing Your ASPNET
Application and Web Services.”

How Do You Authenticate with the Database?

When your application connects to the database, examine what authentication
mechanism you will use, what account or accounts you plan to use, and how you
plan to authorize the application in the database.

The following questions help review your approach to database authentication:
® Do you use SQL authentication?

Ideally, your design uses Windows authentication to connect to SQL Server
because this is an inherently more secure approach. If you use SQL authentication,
examine how you plan to secure credentials over the network and in database
connection strings.

If your network infrastructure does not provide IPSec encrypted channels, make
sure a server certificate is installed on the database to provide automatic SQL
credential encryption. Also examine how you plan to secure database connection
strings because these strings contain SQL account user names and passwords.
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® Do you use the process account?

If you use the process account of the application and connect to SQL Server using
Windows authentication, make sure that your design assumes a least privileged
account. The local ASPNET account is provided for this purpose, although with
local accounts, you need to create a duplicate account on the database server.

If you plan to use a domain account, make sure that it is a least privileged account
and check that all intervening firewalls support Windows authentication by
opening the relevant ports.

® Do you use service accounts?

If your design requires multiple identities to support more granular authorization
in the database, examine how you plan to store the account credentials (ideally
they are encrypted using the Data Protection API (DPAPI) and held in a secured
registry key) and how you are going to use the service identity.

Also examine which process will be used to create the impersonated security
context using the service account. This should not be done by the ASPNET
application process on Microsoft Windows 2000 because it forces you to increase
the privileges of the process account and grant the “Act as part of the operation
system” privilege. This should be avoided because it significantly increases the
risk factor.

e Have you considered using the anonymous Internet user identity?

For applications that use Forms or Passport authentication, you can configure a
separate anonymous user account for each application. Next, you can enable
impersonation and then use the anonymous identity to access the database. This
approach accommodates separate authorization and identity tracking for separate
applications on the same Web server.

® Do you use the original user identity?

If your design requires impersonation of the original caller, you need to consider
whether or not the approach provides sufficient scalability because connection
pooling is ineffective. An alternative approach is to flow the identity of the
original caller at the application level through trusted query parameters.

® How do you store database connection strings?

If database connection strings are hard coded or stored in clear text in
configuration files or the COM+ catalog, it makes them vulnerable. Instead, you
should encrypt them and restrict access to the encrypted data.

For more information about the different options for connecting to SQL Server and
about storing database connection strings securely, see Chapter 14, “Building Secure
Data Access.”
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Do You Enforce Strong Account Management Practices?

The use of strong passwords, restricted login attempts, and other best practice
account management policies can be enforced by Windows security policy if your
application uses Windows authentication. Otherwise, the application layer is
responsible for this. Review the following aspects of the account management of your
application:
® Does your application enforce strong passwords?
For example, do your ASP.NET Web pages use regular expressions to verify
password complexity rules?
® Do you restrict the number of failed login attempts?
Doing so can help counter the threat of dictionary attacks.
® Do you reveal too much information in the event of failure?

Make sure you do not display messages such as “Incorrect password” because this
tells malicious users that the user name is correct. This allows them to focus their
efforts on cracking passwords.

® Do you enforce a periodic change of passwords?

This is recommended because otherwise there is a high probability that a user will
not change his or her password, which makes it more vulnerable.

e Can you quickly disable accounts in the event of compromise?
If an account is compromised, can you easily disable the account to prevent the
attacker from continuing to use the account?

® Does your application record login attempts?

Recording failed login attempts is an effective way to detect an attacker who is
attempting to break in.

Authorization

Examine how your application authorizes its users. Also examine how your
application is authorized inside the database and how access to system-level
resources is controlled. Authorization vulnerabilities can result in information
disclosure, data tampering, and elevation of privileges. A defense in depth strategy is
the key security principle that you can apply to the authorization strategy of your
application. Table 5.3 highlights the most common authorization vulnerabilities.
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Table 5.3 Common Authorization Vulnerabilities
Vulnerability Implications

Reliance on a single gatekeeper If the gatekeeper is bypassed or is improperly
configured, a user gains unauthorized access.

Failing to lock down system resources An attacker can coerce the application into accessing
against application identities restricted system resources.

Failing to limit database access to An attacker mounts a SQL injection attack to retrieve,
specified stored procedures manipulate, or destroy data.

Inadequate separation of privileges There is no accountability or ability to perform per user

authorization.

Review the following questions to help validate the authorization strategy of your
application design:

® How do you authorize end users?
® How do you authorize the application in the database?
® How do you restrict access to system-level resources?

How Do You Authorize End Users?

You should consider authorization from two perspectives at design time. First,
consider end-user authorization. Which users can access which resources and
perform which operations? Secondly, how do you prevent malicious users from using
the application to access system level resources? Review the following questions to
validate the authorization strategy of your application:
® Do you use a defense in depth strategy?
Make sure that your design does not rely on a single gatekeeper to enforce access
control. Consider what happens if this gatekeeper fails or if an attack manages to
bypass it.
® Which gatekeepers are used?
Options include IIS Web permissions, NTFS permissions, ASP.NET file
authorization (which applies only with Windows authentication), URL
authorization, and principal permission demands. If certain types are not used,
make sure you know the reasons why not.
® Do you use a role-based approach?
If so, how are the role lists maintained and how secure are the administration
interfaces that are required to do this?
® Do your roles provide adequate privilege separation?
Does your design provide the right degree of granularity so that the privileges
that are associated with distinct user roles are adequately separated? Avoid
situations where roles are granted elevated privileges just to satisfy the
requirements of certain users. Consider adding new roles instead.



Chapter 5: Architecture and Design Review for Security 113

How Do You Authorize the Application in the Database?

The accounts that your application uses to connect to the database should have
restricted capabilities that are sufficient for the application requirements, but no
more.

® Does the application access the database using stored procedures?

This is recommended because the login of the application can only be granted
permissions to access the specified stored procedures. The login can be restricted
from performing direct create/read /update/delete (CRUD) operations against the
database.

This benefits security, and performance and future maintainability also benefit.

For more information about database authorization approaches, see Chapter 14,
“Building Secure Data Access.”

How Do You Restrict Access to System-Level Resources?

When you design your application, consider the restrictions that will be placed on the
application in terms of which system-level resources it can access. The application
should only be granted access to the minimum required resources. This is a risk
mitigation strategy that limits damage if an application is compromised. Consider the
following issues:

® Does your design use code access security?

Code access security provides a resource constraint model that can prevent code
(and Web applications) from accessing specific types of system-level resources.
When you use code access security, it inevitably influences your design. Identify
whether or not you want to include code access security in your design plans, and
then design accordingly by isolating and sandboxing privileged code and placing
resource access code in its own separate assemblies.

® What identities does your application use?

Your design should identify all of the identities that the application uses, including
the process identity, and any impersonated identities, including anonymous
Internet user accounts and service identities. The design should also indicate to
which resources these identities require access.

At deployment time, the appropriate ACLs can be configured on system-level
resources to ensure that the identities of the application only have access to the
resources they require.

For more information about designing for code access security, see Chapter 9, “Using
Code Access Security with ASP.NET.”
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Configuration Management

If your application provides an administration interface that allows it to be
configured, examine how the administration interfaces are secured. Also examine
how sensitive configuration data is secured. Table 5.4 shows the most common
configuration management vulnerabilities.

Table 5.4 Common Configuration Management Vulnerabilities

Vulnerability Implications

Insecure administration Unauthorized users can reconfigure your application and access
interfaces sensitive data.

Insecure configuration stores Unauthorized users can access configuration stores and obtain

secrets, such as account names and passwords, and database
connection details.

Clear text configuration data Anyone that can log in to the server can view sensitive
configuration data.

Too many administrators This makes it difficult to audit and vet administrators.

Over-privileged process accounts | This can allow privilege escalation attacks.
and service accounts

Use the following questions to help validate the approach of your application design
to configuration management:

® Do you support remote administration?
® Do you secure configuration stores?
® Do you separate administrator privileges?

Do You Support Remote Administration?

If your design specifies remote administration, then you must secure the
administration interfaces and configuration stores because of the sensitive nature of
the operations and the data that is accessible over the administration interface.
Review the following aspects of your remote administration design:

® Do you use strong authentication?

All administration interface users should be required to authenticate. Use strong
authentication, such as Windows or client-certificate authentication.

® Do you encrypt the network traffic?

Use encrypted communication channels, such as those provided by IPSec or
virtual private network (VPN) connections. Do not support remote administration
over insecure channels. IPSec allows you to limit the identity and number of client
machines that can be used to administer the server.
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Do You Secure Configuration Stores?

Identify the configuration stores of your application and then examine your approach
to restricting access to the stores and securing the data inside the stores.

® Is your configuration store in the Web space?

Configuration data that is held in files in the Web space is considered less secure
than data that is held outside the Web space. Host configuration mistakes or
undiscovered bugs could potentially allow an attacker to retrieve and download
configuration files over HTTP.

® Is the data in the configuration store secure?

Make sure that key items of configuration data, such as database connection
strings, encryption keys, and service account credentials, are encrypted inside the
store.

® How is access to the configuration store restricted?

Check that the administration interface provides the necessary authorization to
ensure that only authenticated administrators can access and manipulate the data.

Do You Separate Administrator Privileges?

If your administration interfaces support different functionalities —for example, site
content updates, service account reconfiguration, and database connection details —
verify that your administration interfaces support role-based authorization to
differentiate between content developers and operators or system administrators. For
example, the person who updates static Web site content should not necessarily be
allowed to alter the credit limit of a customer or reconfigure a database connection
string.

Sensitive Data

Examine how your application handles sensitive data in store, in application
memory, and while in transit across the network. Table 5.5 shows the most common
vulnerabilities that are associated with handling sensitive data.

Table 5.5 Common Vulnerabilities with Handling Sensitive Data

Vulnerability Implications

Storing secrets when you do not | This drastically increases the security risk as opposed to not
need to storing the secret in the first place.

Storing secrets in code If the code is on the server, an attacker might be able to

download it. Secrets are visible in binary assemblies.
Storing secrets in clear text Anyone who can log on to the server can see secret data.

Passing sensitive data in clear Eavesdroppers can monitor the network to reveal and tamper
text over networks with the data.
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Use the following questions to help validate the handling of sensitive data by your
application:

Do you store secrets?

How do you store sensitive data?

Do you pass sensitive data over the network?
Do you log sensitive data?

Do You Store Secrets?

Secrets include application configuration data, such as account passwords and
encryption keys. If possible, identify alternate design approaches that remove any
reason to store secrets. If you handle secrets, let the platform handle them so that the
burden is lifted from your application wherever possible. If you do store secrets,
review the following questions:

Can you avoid storing the secret?

If you use an alternative implementation technique, it could remove the need to
store secrets. For example, if all you need to do is verify that a user knows a
password, you do not need to store passwords. Store one-way password hashes
instead.

Also, if you use Windows authentication, you avoid storing connection strings
with embedded credentials.

How do you store secrets?

If you use encryption, how do you secure the encryption keys? Consider using

platform-provided DPAPI encryption that takes care of the key management for
you.

Where do you store secrets?

Examine how your application stores its encrypted data. For maximum security,
access to the encrypted data should be restricted with Windows ACLs. Check that
the application does not store secrets in clear text or in source code.

If you use the Local Security Authority (LSA), the code that retrieves the secret has
to run with administrator privileges, which increases risk. An alternative approach
that does not require extended privileges is to use DPAPI.

How do you process secrets?

Examine how your application accesses the secrets and how long they are retained
in memory in clear text form. Secrets should generally be retrieved on demand,
used for the smallest amount of time possible, and then discarded.

Do you store secrets in cookies?

If so, make sure the cookie is encrypted and is not persisted on the client
computer.
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How Do You Store Sensitive Data?

If you store sensitive application data, such as custom credit card details, examine
how you protect the data.

e What encryption algorithm do you use? You should encrypt the data using a
strong encryption algorithm with a large key size, such as Triple DES.

e How do you secure the encryption keys? The data is only as secure as the
encryption key, so examine how you secure the key. Ideally, encrypt the key with
DPAPI and secure it in a restricted location, for example, a registry key.

Do You Pass Sensitive Data Over the Network?

If you pass sensitive data over the network, check that the data is either encrypted by
the application or that the data is only passed over encrypted communication links.

Do You Log Sensitive Data?

Examine whether or not your application (or the host) logs sensitive data such as user
account passwords in clear text log files. You should generally avoid this. Make sure
the application does not pass sensitive data in query strings because these are logged
and are also clearly visible in the client’s browser address bar.

Session Management

Because Web applications are built on the stateless HTTP protocol, session
management is an application-level responsibility. Examine the approach to session
management by your application because it directly affects the overall security of
your application. Table 5.6 shows the most common vulnerabilities associated with
session management.

Table 5.6 Common Session Management Vulnerabilities
Vulnerability Implications

Passing session identifiers over | Attackers can capture session identifiers to spoof identity.
unencrypted channels

Prolonged session lifetime This increases the risk of session hijacking and replay attacks.
Insecure session state stores Attackers can access the private session data of a user.
Session identifiers in query Session identifiers can easily be modified at the client to spoof

strings identity and access the application as another user.
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Use the following questions to help validate the handling of sensitive data by your
application:

® How are session identifiers exchanged?
® Do you restrict session lifetime?
® How is the session state store secured?

How Are Session Identifiers Exchanged?

Examine the session identifier that your application uses to manage user sessions and
how these session identifiers are exchanged. Consider the following:

® Do you pass session identifiers over unencrypted channels?

If you track session state with session identifiers—for example, tokens contained
in cookies—examine whether or not the identifier or cookie is only passed over an
encrypted channel, such as SSL.

® Do you encrypt session cookies?

If you use Forms authentication, make sure your application encrypts the
authentication cookies using the protection="All" attribute on the <forms>
element. This practice is recommended in addition to SSL to mitigate the risk of an
XSS attack that manages to steal the authentication cookie of a user.

® Do you pass session identifiers in query strings?
Make sure that your application does not pass session identifiers in query strings.
These strings can be easily modified at the client, which would allow a user to

access the application as another user, access the private data of other users, and
potentially elevate privileges.

Do You Restrict Session Lifetime?

Examine how long your application considers a session identifier valid. The
application should limit this time to mitigate the threat of session hijacking and
replay attacks.

How Is the Session State Store Secured?

Examine how your application stores session state. Session state can be stored in the
Web application process, the ASP.NET session state service, or a SQL Server state
store. If you use a remote state store, make sure that the link from the Web server to
the remote store is encrypted with IPSec or SSL to protect data over the wire.

For more information about securing ASP.NET session state, see “Session State” in
Chapter 19, “Securing Your ASP.NET Application and Web Services.”
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Cryptography

If your application uses cryptography to provide security, examine what it is used for
and the way it is used. Table 5.7 shows the most common vulnerabilities relating to

cryptography.

Table 5.7 Common Cryptography Vulnerabilities

Vulnerability Implications

Using custom cryptography This is almost certainly less secure than the tried and
tested platform-provided cryptography.

Using the wrong algorithm or too Newer algorithms increase security. Larger key sizes

small a key size increase security.

Failing to secure encryption keys Encrypted data is only as secure as the encryption key.

Using the same key for a prolonged A static key is more likely to be discovered over time.

period of time

Review the following questions to help validate the handling of sensitive data by
your application:

® Why do you use particular algorithms?
o How do you secure encryption keys?

Why Do You Use Particular Algorithms?

Cryptography only provides real security if it is used appropriately and the right
algorithms are used for the right job. The strength of the algorithm is also important.
Review the following questions to review your use of cryptographic algorithms:

® Do you develop your own cryptography?

Do not. Cryptographic algorithms and routines are notoriously difficult to develop
and get right. Custom implementations frequently result in weak protection and
are almost always less secure than the proven platform-provided services.

® Do you use the right algorithm with an adequate key size?

Examine what algorithms your application uses and for what purpose. Larger key
sizes result in improved security, but performance suffers. Stronger encryption is
most important for persisted data that is retained in data stores for prolonged
periods of time.

For more information about choosing an appropriate algorithm and key size, see the
Cryptography section in Chapter 4, “Design Guidelines for Secure Web
Applications.”
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How Do You Secure Encryption Keys?

The encrypted data is only as secure as the key. To decipher encrypted data, an
attacker must be able to retrieve the key and the cipher text. Therefore, examine your
design to ensure that the encryption keys and the encrypted data are secured.
Consider the following review questions:

e How do you secure the encryption key?

If you use DPAPI], the platform manages the key for you. Otherwise, the
application is responsible for key management. Examine how your application
secures its encryption keys. A good approach is to use DPAPI to encrypt the
encryption keys that are required by other forms of encryption. Then securely
store the encrypted key, for example, by placing it in the registry beneath a key
configured with a restricted ACL.

® How often are keys recycled?

Do not overuse keys. The longer the same key is used, the more likely it is to be
discovered. Does your design consider how and how often you are going to
recycle keys and how they are going to be distributed and installed on your
servers?

Parameter Manipulation

Examine how your application uses parameters. These parameters include form
fields, query strings, cookies, HTTP headers, and view state that are passed between
client and server. If you pass sensitive data, such as session identifiers, using
parameters such as query strings, a malicious client can easily bypass your server
side checks with simple parameter manipulation. Table 5.8 shows the most common
parameter manipulation vulnerabilities.

Table 5.8 Common Parameter Manipulation Vulnerabilities

Vulnerability Implications

Failing to validate all input Your application is susceptible to denial of service attacks and
parameters code injection attacks, including SQL injection and XSS.
Sensitive data in unencrypted Cookie data can be changed at the client or it can be captured
cookies and changed as it is passed over the network.

Sensitive data in query strings This is easily changed on the client.
and form fields

Trusting HTTP header This is easily changed on the client.
information

Unprotected view state This is easily changed on the client.
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Examine the following questions to help ensure that your design is not susceptible to
parameter manipulation attacks:

® Do you validate all input parameters?
® Do you pass sensitive data in parameters?
® Do you use HTTP header data for security?

Do You Validate All Input Parameters?

Check that your application validates all input parameters, including regular and
hidden form fields, query strings, and cookies.

Do You Pass Sensitive Data in Parameters?

If your application passes sensitive data in parameters such as query strings or form
fields, examine why your application favors this approach over the much more
secure approach of passing a session identifier (for example, in an encrypted cookie).
Use this information to associate the session with the state of a user that is
maintained in the state store on the server. Consider the following review points:

® Do you encrypt cookies with sensitive data?

If your application uses a cookie that contains sensitive data, such as a user name
or a role list, make sure it is encrypted.

® Do you pass sensitive data in query strings or Form fields?

This is not recommended because there is no easy way to prevent the
manipulation of data in query strings or form fields. Instead, consider using
encrypted session identifiers and store the sensitive data in the session state store
on the server.

® Do you protect view state?

If your Web pages or controls use view state to maintain state across HTTP
requests, check that the view state is encrypted and checked for integrity with
message authentication codes (MACs). You can configure this at the machine level
or on a page-by-page basis.

Do You Use HTTP Header Data for Security?

Make sure that your Web application does not make security decisions based on
information in HTTP headers because an attacker can easily manipulate the header.
Do not rely on the value of the HTTP referer field to check that the request originated
from a page that is generated by your Web application —this creates vulnerabilities.
Doing this is inherently insecure because the referer field can easily be changed by
the client.
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Exception Management

Examine the way that your application handles error conditions. It is recommended
that you consistently use structured exception handling. Also, check that your
application does not reveal too much information when an exception occurs.

Table 5.9 shows the two major exception management vulnerabilities.

Table 5.9 Common Exception Management Vulnerabilities

Vulnerability Implications
Failing to use structured Your application is more susceptible to denial of service attacks
exception handling and logic flaws, which can expose security vulnerabilities.

Revealing too much information | An attacker can use this information to help plan and tune
to the client subsequent attacks.

Review the following questions to help ensure that your design is not susceptible to
exception management security vulnerabilities:

® Do you use structured exception handling?

® Do you reveal too much information to the client?

Do You Use Structured Exception Handling?

Examine how your application uses structured exception handling. Your design
should mandate that structured exception handling be used consistently throughout
the entire application. This creates more robust applications and your application is
less likely to be left in inconsistent states that can reveal security vulnerabilities.

Do You Reveal Too Much Information to the Client?

Make sure that a malicious user cannot exploit the overly detailed information that
an error message contains. Review the following points:

® Do you catch, handle, and log exceptions on the server?

Make sure that the application does not let internal exception conditions
propagate beyond the application boundary. Exceptions should be caught and
logged on the server and, if necessary, generic error messages should be returned
to the client.

® Do you use a centralized exception management system?

The best way to handle and log exceptions consistently throughout your
application is to use a formalized exception management system. You can also tie
this system into monitoring systems that can be used by the operations team for
health and performance monitoring.
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e Have you defined a set of custom error messages?
Your design should define the custom error messages will be used by your

application when critical errors occur. Make sure they do not contain any sensitive
items of data that could be exploited by a malicious user.

For more information about designing and implementing an exception management
framework for .NET applications, see MSDN article, “Exception Management in
NET,” at http://msdn.microsoft.com/library/default.asp ?url=/library/en-us/dnbda/html
/exceptdotnet.asp.

Auditing and Logging

Examine how your application uses auditing and logging. Besides preventing
repudiation issues, regular log file analysis helps identify signs of intrusion.
Table 5.10 shows the most common auditing and logging vulnerabilities.

Table 5.10 Common Auditing and Logging Vulnerabilities

Vulnerability Implications

Failing to audit failed logons Attempted break-ins go undetected.
Failing to secure audit files An attacker can cover his or her tracks.
Failing to audit across application tiers The threat of repudiation increases.

Review the following questions to help verify the approach to auditing and logging
by your application:

® Have you identified key activities to audit?
® Have you considered how to flow original caller identity?
® Have you considered secure log file management policies?

Have You Identified Key Activities to Audit?

Your design should define which activities should be audited. Consider the
following;:

® Do you audit failed login attempts?
This allows you to detect break-in and password-cracking attempts.
® Do you audit other key operations?

Check that you audit other key events, including data retrieval, network
communications, and administrative functions (such as enabling and disabling

of logging).


http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnbda/html/exceptdotnet.asp
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/dnbda/html/exceptdotnet.asp
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Have You Considered How to Flow Original Caller Identity?

Your design should ensure that activity is audited across multiple application tiers.
To do so, the identity of the original caller must be available at each tier.

® Do you audit across application tiers?
Examine whether each tier audits activity as it should.
® How do you synchronize multiple logs?

Log files may be needed in legal proceedings to prove crimes committed by
individuals or to settle cases of repudiation. Generally, auditing is considered most
authoritative if the audits are generated at the time of resource access and by the
same routines that access the resource. Verify that the application design factors in
log file synchronization and logs some form of request identifier to ensure that
multiple log file entries can be correlated and related back to a single request.

e How do you flow the original caller identity?

If you do not flow the original caller identity at the operating system level, for
example, because of the limited scalability that this approach offers, identify how
the application flows the original caller identity. This is required for cross-tier
auditing (and potentially for authorization).

Also, if multiple users are mapped to a single application role, check that the
application logs the identity of the original caller.

Have You Considered Secure Log File Management Policies?

Check whether your application design factors in how log files are backed up,
archived, and analyzed. Log files should be archived regularly to ensure that they do
not fill up or start to cycle, and they should be regularly analyzed to detect signs of
intrusion. Also ensure that any accounts used to perform the backup are least
privileged and that you secure any additional communication channels exposed
purely for the purpose of the backup.

Summary

By spending the time and effort up front to analyze and review your application
architecture and design, you can improve its overall security by eliminating design-
related vulnerabilities. It is much easier and less expensive to fix vulnerabilities at
design time than it is later in the development cycle when substantial reengineering
might be required.

By considering your design in relation to the target deployment environment and the
security policies defined by that environment, you can help ensure a smooth and
secure application deployment.
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If your application has already been created, the architecture and design review is
still an important part of the security assessment process that helps you fix
vulnerabilities and improve future designs.

Additional Resources

For more information, see the following resources:

® For more information on designing, building and configuring authentication,
authorization and secure communications across the tiers of a distributed
Web application, see “Microsoft patterns & practices Volume 1, Building Secure
ASP.NET Applications: Authentication, Authorization, and Secure Communication”
at http://msdn.microsoft.com/library/en-us/dnnetsec/html/secnetlpMSDN.asp.

® For a printable checklist, see “Checklist: Architecture and Design Review for
Security,” in the “Checklists” section of this guide.


http://msdn.microsoft.com/library/en-us/dnnetsec/html/secnetlpMSDN.asp
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.NET Security Overview

In This Chapter

® Security benefits of managed code

® Role-based security versus code access security

® Principals and identities

® PrincipalPermission objects

® NET Framework role-based security fundamentals
® NET Framework security namespaces

Overview

The Microsoft NET Framework gives numerous techniques and a vast range of types
in the security namespaces to help you build secure code and create secure Web
applications. This chapter defines the .NET Framework security landscape by briefly
introducing the security benefits of managed code development. This chapter also
introduces and contrasts the two complimentary forms of security that are available
to .NET Framework applications: user security and code security. Finally, the chapter
briefly examines the security namespaces that you use to program .NET Framework
security.

This chapter emphasizes how .NET Framework security applies to ASPNET Web
applications and Web services.
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How to Use This Chapter

This chapter describes the security benefits inherent in using the .NET Framework
and explains the complementary features of NET Framework user (or role-based)
security and .NET Framework code-based (or code access) security. We recommend
that you use this chapter as follows:

® Understand the two-layered defense provided by the .NET Framework.
Role-based security allows you to control user access to application resources and
operations, while code access security can control which code can access resources
and perform privileged operations.

® Create applications that use the security concepts in this chapter. This chapter
tells you when you should use user-based security and when you should use
code-based security. After reading this chapter, you will be able to identify how
any new applications you create can be more secure by using role-based or
code-based security.

Managed Code Benefits

Developing .NET Framework applications provides you with some immediate
security benefits, although there are still many issues for you to think about. These
issues are discussed in the Building chapters in Part III of this guide.

NET Framework assemblies are built with managed code. Compilers for languages,
such as the Microsoft Visual C#° development tool and Microsoft Visual Basic” .NET
development system, output Microsoft intermediate language (MSIL) instructions,
which are contained in standard Microsoft Windows portable executable (PE) .dll or
.exe files. When the assembly is loaded and a method is called, the method’s MSIL
code is compiled by a just-in-time (JIT) compiler into native machine instructions,
which are subsequently executed. Methods that are never called are not JIT-compiled.

The use of an intermediate language coupled with the run-time environment
provided by the common language runtime offers assembly developers immediate
security advantages.

e File format and metadata validation. The common language runtime verifies that
the PE file format is valid and that addresses do not point outside of the PE file.
This helps provide assembly isolation. The common language runtime also
validates the integrity of the metadata that is contained in the assembly.
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® Code verification. The MSIL code is verified for type safety at JIT compile time.
This is a major plus from a security perspective because the verification process
can prevent bad pointer manipulation, validate type conversions, check array
bounds, and so on. This virtually eliminates buffer overflow vulnerabilities in
managed code, although you still need to carefully inspect any code that calls
unmanaged application programming interfaces (APIs) for the possibility of buffer
overflow.

® Integrity checking. The integrity of strong named assemblies is verified using a
digital signature to ensure that the assembly has not been altered in any way since
it was built and signed. This means that attackers cannot alter your code in any
way by directly manipulating the MSIL instructions.

® Code access security. The virtual execution environment provided by the
common language runtime allows additional security checks to be performed at
runtime. Specifically, code access security can make various run-time security
decisions based on the identity of the calling code.

User vs. Code Security

User security and code security are two complementary forms of security that are
available to .NET Framework applications. User security answers the questions,
“Who is the user and what can the user do?” while code security answers the
questions “Where is the code from, who wrote the code, and what can the code do?”
Code security involves authorizing the application’s (not the user’s) access to system-
level resources, including the file system, registry, network, directory services, and
databases. In this case, it does not matter who the end user is, or which user account
runs the code, but it does matter what the code is and is not allowed to do.

The .NET Framework user security implementation is called role-based security.
The code security implementation is called code access security.

Role-Based Security

NET Framework role-based security allows a Web application to make security
decisions based on the identity or role membership of the user that interacts with

the application. If your application uses Windows authentication, then a role is a
Windows group. If your application uses other forms of authentication, then a role is
application-defined and user and role details are usually maintained in SQL Server or
user stores based on Active Directory.

The identity of the authenticated user and its associated role membership is made
available to Web applications through Principal objects, which are attached to the
current Web request.
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Figure 6.1 shows a logical view of how user security is typically used in a Web
application to restrict user access to Web pages, business logic, operations, and data

access.
What can the user do? User Store
(Authorization) (SAM, Active
Who is the user? Directory or SQL
(Authentication) Server)
Role-Based Security
Web Pages Operations
User > . ,
Business Logic | Data Access
T
Web Application
Figure 6.1

A logical view of (user) role-based security

Code Access Security

Code access security authorizes code when it attempts to access secured resources,
such as the file system, registry, network, and so on, or when it attempts to perform
other privileged operations, such as calling unmanaged code or using reflection.

Code access security is an important additional defense mechanism that you can use
to provide constraints on a piece of code. An administrator can configure code access
security policy to restrict the resource types that code can access and the other
privileged operations it can perform. From a Web application standpoint, this means
that in the event of a compromised process where an attacker takes control of a Web
application process or injects code to run inside the process, the additional constraints
that code access security provides can limit the damage that can be done.

Figure 6.2 shows a logical view of how code access security is used in a Web
application to constrain the application’s access to system resources, resources owned
by other applications, and privileged operations, such as calling unmanaged code.
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What is the code? What can the code do?
(Evidence-based authentication) (Permission-based CAS
Authorization) Policy

Code Access Security
Evidence Secure Resources

User |’> Privileged
Operations

Web Application

Code

Figure 6.2

Logical view of code-based security

The authentication (identification) of code is based on evidence about the code, for
example, its strong name, publisher, or installation directory. Authorization is based
on the code access permissions granted to code by security policy. For more
information about .NET Framework code access security, see Chapter 8, “Code
Access Security in Practice.”

.NET Framework Role-Based Security

NET Framework role-based security is a key technology that is used to authorize a
user’s actions in an application. Roles are often used to enforce business rules. For
example, a financial application might allow only managers to perform monetary
transfers that exceed a particular threshold.

Role-based security consists of the following elements:

® Principals and identities

® PrincipalPermission objects

® Role-based security checks

e URL authorization
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Principals and Identities

Role-based security is implemented with Principal and Identity objects. The identity
and role membership of the authenticated caller is exposed through a Principal
object, which is attached to the current Web request. You can retrieve the object by
using the HttpContext.Current.User property. If the caller is not required to
authenticate with the application, for example, because the user is browsing a
publicly accessible part of the site, the Principal object represents the anonymous
Internet user.

There are many types of Principal objects and the precise type depends on the
authentication mechanism used by the application. However, all Principal objects
implement the System.Security.Principal.IPrincipal interface and they all maintain a
list of roles of which the user is a member.

Principal objects also contain Identity objects, which include the user’s name,
together with flags that indicate the authentication type and whether or not the user
has been authenticated. This allows you to distinguish between authenticated and
anonymous users. There are different types of Identity objects, depending on the
authentication type, although all implement the System.Security.Principal.Ildentity
interface.

The following table shows the range of possible authentication types and the
different types of Principal and Identity objects that ASPNET Web applications use.

Table 6.1 Principal and Identity Objects Per Authentication Type

Authentication Principal and
Type Identity Type Comments
Windows WindowsPrincipal + Verification of credentials is automatic and uses the

Security Accounts Manager (SAM) or Active Directory.

Windowsldentity Windows groups are used for roles.

Forms GenericPrincipal + You must add code to verify credentials and retrieve role

membership from a user store.
Formsldentity P

Passport GenericPrincipal + Relies on the Microsoft Passport SDK. Passportldentity

rovides access to the passport authentication ticket.
Passportldentity P passp

PrincipalPermission Objects

The PrincipalPermission object represents the identity and role that the current
principal must have to execute code. PrincipalPermission objects can be used
declaratively or imperatively in code.
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Declarative Security

You can control precisely which users should be allowed to access a class or a method
by adding a PrincipalPermissionAttribute to the class or method definition. A class-
level attribute automatically applies to all class members unless it is overridden by a
member-level attribute. The PrincipalPermissionAttribute type is defined within the
System.Security.Permissions namespace.

Note You can also use the PrincipalPermissionAttribute to restrict access to structures and to
other member types, such as properties and delegates.

The following example shows how to restrict access to a particular class to members
of a Managers group. Note that this example assumes Windows authentication,
where the format of the role name is in the format MachineName\ RoleName or
DomainName\ RoleName. For other authentication types, the format of the role name is
application specific and depends on the role-name strings held in the user store.

[PrincipalPermissionAttribute(SecurityAction.Demand, Role=@"DOMAINNAME\Managers")]
public sealed class OnlyManagersCanCallMe

{

}

Note The trailing Attribute can be omitted from the attribute type names. This makes the attribute
type name appear to be the same as the associated permission type name, which in this case is
PrincipalPermission. They are distinct (but logically related) types.

The next example shows how to restrict access to a particular method on a class. In
this example, access is restricted to members of the local administrators group, which
is identified by the special “BUILTIN\ Administrators” identifier.

[PrincipalPermissionAttribute(SecurityAction.Demand,
Role=@"BUILTIN\Administrators")]

public void SomeMethod()

{

}

Other built-in Windows group names can be used by prefixing the group name with
“BUILTIN\” (for example, “BUILTIN\Users” and “BUILTIN\Power Users”).

Imperative Security

If method-level security is not granular enough for your security requirements, you
can perform imperative security checks in code by using
System.Security.Permissions.PrincipalPermission objects.
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The following example shows imperative security syntax using a
PrincipalPermission object.

PrincipalPermission permCheck = new PrincipalPermission(
null, @"DomainName\WindowsGroup");
permCheck.Demand() ;

To avoid a local variable, the code above can also be written as:

(new PrincipalPermission(null, @"DomainName\WindowsGroup")).Demand();

The code creates a PrincipalPermission object with a blank user name and a specified
role name, and then calls the Demand method. This causes the common language
runtime to interrogate the current Principal object that is attached to the current
thread and check whether the associated identity is a member of the specified role.
Because Windows authentication is used in this example, the role check uses a
Windows group. If the current identity is not a member of the specified role, a
SecurityException is thrown.

The following example shows how to restrict access to an individual user.

(new PrincipalPermission(@"DOMAINNAME\James", null)).Demand();

Declarative vs. Imperative Security

You can use role-based security (and code access security) either declaratively using
attributes or imperatively in code. Generally, declarative security offers the most
benefits, although sometimes you must use imperative security (for example, when
you need to use variables that are only available at runtime) to help make a security
decision.

Advantages of Declarative Security

The main advantages of declarative security are the following;:

® [t allows the administrator or assembly consumer to see precisely which security
permissions that particular classes and methods must run. Tools such as
permview.exe provide this information. Knowing this information at deployment
time can help resolve security issues and it helps the administrator configure code
access security policy.

® [t offers increased performance. Declarative demands are evaluated only once at

load time. Imperative demands inside methods are evaluated each time the
method that contains the demand is called.
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® Security attributes ensure that the permission demand is executed before any
other code in the method has a chance to run. This eliminates potential bugs
where security checks are performed too late.

® Declarative checks at the class level apply to all class members. Imperative checks
apply at the call site.

Advantages of Imperative Security

The main advantages of imperative security and the main reasons that you
sometimes must use it are:

e [t allows you to dynamically shape the demand by using values only available at
runtime.

® [t allows you to perform more granular authorization by implementing
conditional logic in code.

Role-Based Security Checks

For fine-grained authorization decisions, you can also perform explicit role checks by
using the IPrincipal.IsInRole method. The following example assumes Windows
authentication, although the code would be very similar for Forms authentication,
except that you would cast the User object to an object of the GenericPrincipal type.

// Extract the authenticated user from the current HTTP context.
// The User variable is equivalent to HttpContext.Current.User if you are using
// an .aspx or .asmx page
WindowsPrincipal authenticatedUser = User as WindowsPrincipal;
if (null != authenticatedUser)
{
// Note: If you need to authorize specific users based on their identity
// and not their role membership, you can retrieve the authenticated user's
// username with the following 1ine of code (normally though, you should
// perform role-based authorization).
// string username = authenticatedUser.Identity.Name;

// Perform a role check
if (authenticatedUser.IsInRole(@"DomainName\Manager") )
{
// User is authorized to perform manager functionality
}
}
else
{
// User is not authorized to perform manager functionality
// Throw a security exception

}
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URL Authorization

Administrators can configure role-based security by using the <authorization>
element in Machine.config or Web.config. This element configures the ASPNET
UrlAuthorizationModule, which uses the principal object attached to the current
Web request in order to make authorization decisions.

The authorization element contains child <allow> and <deny> elements, which are
used to determine which users or groups are allowed or denied access to specific
directories or pages. Unless the <authorization> element is contained within a
<location> element, the <authorization> element in Web.config controls access to the
directory in which the Web.config file resides. This is normally the Web application’s
virtual root directory.

The following example from Web.config uses Windows authentication and allows
Bob and Mary access but denies everyone else:

<authorization>
<allow users="DomainName\Bob, DomainName\Mary" />
<deny users="*" />

</authorization>

The following syntax and semantics apply to the configuration of the
<authorization> element:

V7Y

refers to all identities.

e “?” refers to unauthenticated identities (that is, the anonymous identity).
® You do not need to impersonate for URL authorization to work.
°

Users and roles for URL authorization are determined by your authentication

settings:

® When you have <authentication mode="Windows” />, you are authorizing
access to Windows user and group accounts.

User names take the form “DomainName\ WindowsUserName” .

Role names take the form “DomainName\ WindowsGroupName” .

Note The local administrators group is referred to as “BUILTIN\Administrators”. The local
users group is referred to as “BUILTIN\Users”.

® When you have <authentication mode="Forms” />, you are authorizing
against the user and roles for the IPrincipal object that was stored in the
current HTTP context. For example, if you used Forms to authenticate users
against a database, you will be authorizing against the roles retrieved from
the database.
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® When you have <authentication mode="Passport” />, you authorize against
the Passport User ID (PUID) or roles retrieved from a store. For example, you
can map a PUID to a particular account and set of roles stored in a Microsoft
SQL Server database or Active Directory.

® When you have <authentication mode="None” />, you may not be
performing authorization. “None” specifies that you do not want to perform
any authentication or that you do not want to use any of the ASP.NET
authentication modules, but you do want to use your own custom mechanism.

However, if you use custom authentication, you should create an IPrincipal
object with roles and store it in the HttpContext.Current.User property When
you subsequently perform URL authorization, it is performed against the user
and roles (no matter how they were retrieved) maintained in the IPrincipal
object.

Configuring Access to a Specific File

To configure access to a specific file, place the <authorization> element inside a
<location> element as shown below.

<location path="somepage.aspx" />
<authorization>
<allow users="DomainName\Bob, DomainName\Mary" />
<deny users="*" />
</authorization>
</location>

You can also point the path attribute at a specific folder to apply access control to all
the files in that particular folder. For more information about the <location> element,
see Chapter 19, “Securing Your ASPNET Application.”

.NET Framework Security Namespaces

To program .NET Framework security, you use the types in the .NET Framework
security namespaces. This section introduces these namespaces and the types that
you are likely to use when you develop secure Web applications. For a full list of
types, see the NET Framework documentation. The security namespaces are listed
below and are shown in Figure 6.3.

System.Security
System.Web.Security
System.Security.Cryptography
System.Security.Principal
System.Security.Policy

System.Security.Permissions
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Security Exception

System.Web.Security I System.Security I Ol en Pt

Windows, Forms and

Passport authentication .
for Web applications System.Security.
URL and File Policy
authorization
Code-Based
Security
System.Security. System.Security.
Cryptography Permissions
Encryption Code-Based
Decryption System.Security. Security
Hashing Principal
Random Numbers
User-Based
Security

Figure 6.3

.NET Framework security namespaces

System.Security

This namespace contains the CodeAccessPermission base class from which all other
code access permission types derive. You are unlikely to use the base class directly.
You are more likely to use specific permission types that represent the rights of code
to access specific resource types or perform other privileged operations. For example,
FileIOPermission represents the rights to perform file I/O, EventLogPermission
represents the rights for code to access the event log, and so on. For a full list of code
access permission types, see Table 6.2 later in this chapter.

The System.Security namespace also contains classes that encapsulate permission
sets. These include the PermissionSet and NamedPermissionSet classes. The types
you are most likely to use when building secure Web applications are:

® SecurityException. The exception type used to represent security errors.

e AllowPartiallyTrustedCallersAttribute. An assembly-level attribute used with
strong named assemblies that must support partial trust callers. Without this
attribute, a strong named assembly can only be called by full trust callers (callers
with unrestricted permissions.)
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® SupressUnmanagedSecurityAttribute. Used to optimize performance and
eliminate the demand for the unmanaged code permission issued by the Platform
Invocation Services (P/Invoke) and Component Object Model (COM)
interoperability layers. This attribute must be used with caution because it exposes
a potential security risk. If an attacker gains control of unmanaged code, he is no
longer restricted by code access security. For more information about using this
attribute safely, see “Unmanaged Code” in Chapter 8, “Code Access Security in
Practice.”

System.Web.Security

This namespace contains the classes used to manage Web application authentication
and authorization. This includes Windows, Forms, and Passport authentication and
URL and File authorization, which are controlled by the UrlAuthorizationModule
and FileAuthorizationModule classes, respectively. The types you are most likely to
use when you build secure Web applications are:

® FormsAuthentication. Provides static methods to help with Forms authentication
and authentication ticket manipulation.

e Formsldentity. Used to encapsulate the user identity that is authenticated by
Forms authentication.

® Passportldentity. Used to encapsulate the user identity that is authenticated by
Passport authentication.

System.Security.Cryptography

This namespace contains types that are used to perform encryption and decryption,
hashing, and random number generation. This is a large namespace that contains
many types. Many encryption algorithms are implemented in managed code,
while others are exposed by types in this namespace that wrap the underlying
cryptographic functionality provided by the Microsoft Win32 -based CryptoAPI.

System.Security.Principal

This namespace contains types that are used to support role-based security. They are
used to restrict which users can access classes and class members. The namespace
includes the IPrincipal and IIdentity interfaces. The types you are most likely to use
when building secure Web applications are:

® GenericPrincipal and Genericldentity. Allow you to define your own roles and
user identities. These are typically used with custom authentication mechanisms.

® WindowsPrincipal and Windowsldentity. Represents a user who is authenticated
with Windows authentication together with the user’s associated Windows group
(role) list.
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System.Security.Policy

This namespace contains types that are used to implement the code access security
policy system. It includes types to represent code groups, membership conditions,

policy levels, and evidence.

System.Security.Permissions

This namespace contains the majority of permission types that are used to
encapsulate the rights of code to access resources and perform privileged operations.
The following table shows the permission types that are defined in this namespace

(in alphabetical order).

Table 6.2 Permission Types Within the System.Security.Permissions Namespace

Permission
DirectoryServicesPermission

DNSPermission

EndpointPermission

EnvironmentPermission

EventLogPermission

FileDialogPermission

FilelOPermission

IsolatedStorageFilePermission

IsolatedStoragePermission

MessageQueuePermission

OdbcPermission

Description
Required to access Active Directory.

Required to access domain name system (DNS) servers on the
network.

Defines an endpoint that is authorized by a SocketPermission
object.

Controls read and write access to individual environment
variables. It can also be used to restrict all access to
environment variables.

Required to access the event log.

Allows read-only access to files only if the file name is specified
by the interactive user through a system-provided file dialog box.
It is normally used when FilelOPermission is not granted.

Controls read, write, and append access to files and directory
trees. It can also be used to restrict all access to the file
system.

Controls the usage of an application’s private virtual file system
(provided by isolated storage). Isolated storage creates a unique
and private storage area for the sole use by an application or
component.

Required to access isolated storage.

Required to access Microsoft Message Queuing message
queues.

Required to use the ADO.NET ODBC data provider. (Full trust is
also required.)



Chapter 6: .NET Security Overview 143

Table 6.2 Permission Types Within the System.Security.Permissions Namespace (continued)

Permission
OleDbPermission

OraclePermission

PerformanceCounterPermission

PrincipalPermission

PrintingPermission

ReflectionPermission

RegistryPermission

SecurityPermission

ServiceControllerPermission

SocketPermission

SqlClientPermission

UlPermission

WebPermission

Description

Required to use the ADO.NET OLE DB data provider. (Full trust is
also required.)

Required to use the ADO.NET Oracle data provider. (Full trust is
also required.)

Required to access system performance counters.

Used to restrict access to classes and methods based on the
identity and role membership of the user.

Required to access printers.

Controls access to metadata. Code with the appropriate
ReflectionPermission can obtain information about the public,
protected, and private members of a type.

Controls read, write, and create access to registry keys (including
subkeys). It can also be used to restrict all access to the registry.

This is a meta-permission that controls the use of the security
infrastructure itself.

Can be used to restrict access to the Windows Service Control
Manager and the ability to start, stop, and pause services.

Can be used to restrict the ability to make or accept a
connection on a transport address.

Can be used to restrict access to SQL Server data sources.

Can be used to restrict access to the clipboard and to restrict
the use of windows to “safe” windows in an attempt to avoid
attacks that mimic system dialog boxes that prompt for sensitive
information such as passwords.

Can be used to control access to HTTP Internet resources.

The SecurityPermission class warrants special attention because it represents the
rights of code to perform privileged operations, including asserting code access
permissions, calling unmanaged code, using reflection, and controlling policy and
evidence, among others. The precise right determined by the SecurityPermission
class is determined by its Flags property, which must be set to one of the enumerated
values defined by the SecurityPermissionFlags enumerated type (for example,
SecurityPermissionFlags.UnmanagedCode).
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Summary

This chapter has introduced you to the .NET Framework security landscape by
contrasting user security and code security and by examining the security
namespaces. The .NET Framework refers to these two types of security as role-based
security and code access security, respectively. Both forms of security are layered on
top of Windows security.

Role-based security is concerned with authorizing user access to application-
managed resources (such as Web pages) and operations (such as business and data
access logic). Code access security is concerned with constraining privileged code
and controlling precisely which code can access resources and perform other
privileged operations. This is a powerful additional security mechanism for Web
applications because it restricts what an attacker is able to do, even if the attacker
manages to compromise the Web application process. It is also an extremely powerful
feature for providing application isolation. This is particularly true for hosting
companies or any organization that hosts multiple Web applications on the same
Web server.

Additional Resources

For more information, see the following resources:
® For more information about code access security, see Chapter 8, “Code Access
Security in Practice,” and Chapter 9, “Using Code Access Security with ASPNET.”

® For information about code access security and role-based security, see the
MSDN article, “.NET Framework Security,” at http://msdn.microsoft.com/library
/default.asp?url=/library/en-us/cpguide/html/cpconnetframeworksecurity.asp.


http://msdn.microsoft.com/library/default.asp?url=/library/en-us/cpguide/html/cpconnetframeworksecurity.asp
http://msdn.microsoft.com/library/default.asp?url=/library/en-us/cpguide/html/cpconnetframeworksecurity.asp

Building Secure Assemblies

In This Chapter

® Improving the security of your assemblies with simple, proven coding techniques.
p g yory ple, p g q

® Reducing the attack surface through well-designed interfaces and solid object
oriented programming techniques.

e Using strong names and tamperproofing your assemblies.
® Reducing the risks associated with calling unmanaged code.

® Writing secure resource access code including file I/O, registry, event log,
database, and network access.

Overview

Assemblies are the building blocks of .NET Framework applications and are the unit
of deployment, version control, and reuse. They are also the unit of trust for code
access security (all the code in an assembly is equally trusted). This chapter shows
you how to improve the security design and implementation of your assemblies. This
includes evaluating deployment considerations, following solid object-oriented
programming practices, tamperproofing your code, ensuring that internal system
level information is not revealed to the caller, and restricting who can call your code.

Managed code, the NET Framework, and the common language runtime eliminate
several important security related vulnerabilities often found in unmanaged code.
Type safe verification of code is a good example where the .NET Framework helps.
This makes it virtually impossible for buffer overflows to occur in managed code,
which all but eliminates the threat of stack-based code injection. However, if you call
unmanaged code, buffer overflows can still occur. In addition, you must also consider
many other issues when you write managed code.
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How to Use This Chapter

The following are recommendations on how to use this chapter:

® Use this chapter in conjunction with Chapter 8, “Code Access Security in
Practice.” Chapter 8 shows you how to use code access security features to further

improve the security of your assemblies.

® Use the corresponding checklist. For a summary checklist that summarizes the
best practices and recommendations for both chapters, see “Checklist: Security
Review for Managed Code” in the Checklists section of this guide.

Threats and Countermeasures

Understanding threats and the common types of attack helps you to identify
appropriate countermeasures and allows you to build more secure and robust

assemblies. The main threats are:

® Unauthorized access or privilege elevation, or both

® Code injection

® Information disclosure

® Tampering

Figure 7.1 illustrates these top threats.
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Unauthorized Access or Privilege Elevation, or both

The risk with unauthorized access, which can lead to privilege elevation, is that an
unauthorized user or unauthorized code can call your assembly and execute
privileged operations and access restricted resources.

Vulnerabilities

Vulnerabilities that can lead to unauthorized access and privileged elevation include:
Weak or missing role-based authorization

Internal types and type members are inadvertently exposed

Insecure use of code access security assertions and link demands

Non-sealed and unrestricted base classes, which allow any code to derive
from them

Attacks

Common attacks include:

® A luring attack where malicious code accesses your assembly through a trusted
intermediary assembly to bypass authorization mechanisms

® An attack where malicious code bypasses access controls by directly calling classes
that do not form part of the assembly’s public API

Countermeasures
Countermeasures that you can use to prevent unauthorized access and privilege
elevation include:

® Use role-based authorization to provide access controls on all public classes and
class members.

Restrict type and member visibility to limit which code is publicly accessible.

Sandbox privileged code and ensure that calling code is authorized with the
appropriate permission demands.

® Seal non-base classes or restrict inheritance with code access security.

Code Injection

With code injection, an attacker executes arbitrary code using your assembly’s
process level security context. The risk is increased if your assembly calls unmanaged
code and if your assembly runs under a privileged account.
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Vulnerabilities

Vulnerabilities that can lead to code injection include:

® Poor input validation, particularly where your assembly calls into
unmanaged code

® Accepting delegates from partially trusted code
Over-privileged process accounts

Attacks

Common code injection attacks include:
® Buffer overflows
® Invoking a delegate from an untrusted source

Countermeasures

Countermeasures that you can use to prevent code injection include:

e Validate input parameters.

Validate data passed to unmanaged APIs.

Do not accept delegates from untrusted sources.

Use strongly typed delegates and deny permissions before calling the delegate.

To further reduce risk, run assemblies using least privileged accounts.

Information Disclosure

Assemblies can suffer from information disclosure if they leak sensitive data such as
exception details and clear text secrets to legitimate and malicious users alike. It is
also easier to reverse engineer an assembly’s Microsoft Intermediate Language
(MSIL) into source code than it is with binary machine code. This presents a threat to
intellectual property.

Vulnerabilities

Vulnerabilities that can lead to information disclosure include:
® Weak or no formal exception handling
® Hard-coded secrets in code

Attacks

Common attacks include:
® Attempting to cause errors by passing malformed input to the assembly
® Using ILDASM on an assembly to steal secrets
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Countermeasures

Countermeasures that you can use to prevent information disclosure include:

Solid input validation

® Structured exception handling and returning generic errors to the client
® Not storing secrets in code

® Obfuscation tools to foil decompilers and protect intellectual property

Tampering

The risk with tampering is that your assembly is modified by altering the MSIL
instructions in the binary DLL or EXE assembly file.

Vulnerabilities

The primary vulnerability that makes your assembly vulnerable to tampering is the
lack of a strong name signature.

Attacks

Common attacks include:
® Direct manipulation of MSIL instructions
® Reverse engineering MSIL instructions

Countermeasures

To counter the tampering threat, use a strong name to sign the assembly with a
private key. When a signed assembly is loaded, the common language runtime
detects if the assembly has been modified in any way and will not load the assembly
if it has been altered.

Privileged Code

When you design and build secure assemblies, be able to identify privileged code.
This has important implications for code access security. Privileged code is managed
code that accesses secured resources or performs other security sensitive operations
such as calling unmanaged code, using serialization, or using reflection. It is referred
to as privileged code because it must be granted permission by code access security
policy to be able to function. Non-privileged code only requires the permission to
execute.
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Privileged Resources

The types of resources for which your code requires code access security permissions
include the file system, databases, registry, event log, Web services, sockets, DNS
databases, directory services, and environment variables.

Privileged Operations

Other privileged operations for which your code requires code access security
permissions include calling unmanaged code, using serialization, using reflection,
creating and controlling application domains, creating Principal objects, and
manipulating security policy.

For more information about the specific types of code access security permissions
required for accessing resources and performing privileged operations, see
“Privileged Code” in Chapter 8, “Code Access Security in Practice.”

Assembly Design Considerations

One of the most significant issues to consider at design time is the trust level of your
assembly’s target environment, which affects the code access security permissions
granted to your code and to the code that calls your code. This is determined by code
access security policy defined by the administrator, and it affects the types of
resources your code is allowed to access and other privileged operations it can
perform.

When designing your assembly, you should:

Identify privileged code

® Identify the trust level of your target environment
® Sandbox highly privileged code

® Design your public interface

Identify Privileged Code

Identify code that accesses secured resources or performs security sensitive
operations. This type of code requires specific code access security permissions to
function.
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Identify Privileged Resources

Identify the types of resources your assembly needs to access; this allows you to
identify any potential problems that are likely to occur if the environment your
assembly ultimately runs in does not grant the relevant code access security
permissions. In this case you are forced either to update code access security policy
for your application if the administrator allows this, or you must sandbox your
privileged code. For more information about sandboxing, see Chapter 9, “Using Code
Access Security with ASP.NET.”

Identify Privileged Operations

Also identify any privileged operations that your assembly needs to perform, again
so that you know which code access permissions your code requires at runtime.

Identify the Trust Level of Your Target Environment

The target environment that your assembly is installed in is important because code
access security policy may constrain what your assembly is allowed to do. If, for
example, your assembly depends on the use of OLE DB, it will fail in anything less
than a full trust environment.

Full Trust Environments

Full trust means that code has an unrestricted set of code access security permissions,
which allows the code to access all resource types and perform privileged operations,
subject to operating system security. A full trust environment is the default
environment for a Web application and supporting assemblies installed on a Web
server, although this can be altered by configuring the <trust> element of the
application.

Partial Trust Environment

A partial trust environment is anything less than full trust. The NET Framework has
several predefined trust levels that you can use directly or customize to meet your
specific security requirements. The trust level may also be diminished by the origin of
the code. For example, code on a network share is trusted less than code on the local
computer and as a result is limited in its ability to perform privileged operations.
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Supporting Partial Trust Callers

The risk of a security compromise increases significantly if your assembly supports
partial trust callers (that is, code that you do not fully trust.) Code access security has
additional safeguards to help mitigate the risk. For additional guidelines that apply
to assemblies that support partial trust callers, see Chapter 8, “Code Access Security
in Practice.” Without additional programming, your code supports partial trust
callers in the following two situations:

® Your assembly does not have a strong name.

® Your assembly has a strong name and includes the
AllowPartiallyTrustedCallersAttribute (APTCA) assembly level attribute.

Why Worry About the Target Environment?

The trust environment that your assembly runs in is important for the following
reasons:

® A partial trust assembly can only gain access to a restricted set of resources and
perform a restricted set of operations, depending upon which code access security
permissions it is granted by code access security policy.

® A partial trust assembly cannot call a strong named assembly unless it includes
AllowPartiallyTrustedCallersAttribute.

® Other partial trust assemblies may not be able to call your assembly because they
do not have the necessary permissions. The permissions that a calling assembly
must be able to call your assembly are determined by:

® The types of resources your assembly accesses
® The types of privileged operation your assembly performs

Sandbox Highly Privileged Code

To avoid granting powerful permissions to a whole application just to satisfy the
needs of a few methods that perform privileged operations, sandbox privileged code
and put it in a separate assembly. This allows an administrator to configure code
access security policy to grant the extended permissions to the code in the specific
assembly and not to the whole application.

For example, if your application needs to call unmanaged code, sandbox the
unmanaged calls in a wrapper assembly, so that an administrator can grant the
UnmanagedCodePermission to the wrapper assembly and not the whole
application.

Note Sandboxing entails using a separate assembly and asserting security permissions to prevent
full stack walks.
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For more information about sandboxing unmanaged API calls, see “Unmanaged
Code” in Chapter 8, “Code Access Security in Practice.”

Design Your Public Interface

Think carefully about which types and members form part of your assembly’s public
interface. Limit the assembly’s attack surface by minimizing the number of entry
points and using a well designed, minimal public interface.

Class Design Considerations

In addition to using a well defined and minimal public interface, you can further
reduce your assembly’s attack surface by designing secure classes. Secure classes
conform to solid object oriented design principles, prevent inheritance where it is not
required, limit who can call them, and which code can call them. The following
recommendations help you design secure classes:

® Restrict class and member visibility

® Seal non base classes

® Restrict which users can call your code
® Expose fields using properties

Restrict Class and Member Visibility

Use the public access modifier only for types and members that form part of the
assembly’s public interface. This immediately reduces the attack surface because only
public types are accessible by code outside the assembly. All other types and
members should be as restricted as possible. Use the private access modifier
wherever possible. Use protected only if the member should be accessible to derived
classes and use internal only if the member should be accessible to other classes in
the same assembly.

Note C# also allows you to combine protected and internal to create a protected internal member
to limit access to the current assembly or derived types.

Seal Non-Base Classes

If a class is not designed as a base class, prevent inheritance using the sealed
keyword as shown in the following code sample.

public sealed class NobodyDerivesFromMe

{1
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For base classes, you can restrict which other code is allowed to derive from your
class by using code access security inheritance demands. For more information, see
“Authorizing Code” in Chapter 8, “Code Access Security in Practice.”

Restrict Which Users Can Call Your Code

Annotate classes and methods with declarative principal permission demands to
control which users can call your classes and class members. In the following
example, only members of the specified Windows group can access the Orders class.
A class level attribute like this applies to all class members. Declarative principal
permission demands can also be used on individual methods. Method level attributes
override class level attributes.

[PrincipalPermission(SecurityAction.Demand,
Role=@"DomainName\WindowsGroup")]

public sealed class Orders()

{

}

Expose Fields Using Properties

Make all fields private. To make a field value accessible to external types, use a read
only or a read /write property. Properties allow you to add additional constraints,
such as input validation or permission demands, as shown in the following code
sample.

public sealed class MyClass
{
private string field; // field is private
// Only members of the specified group are able to
// access this public property
[PrincipalPermission(SecurityAction.Demand,
RoTe=@"DomainName\WindowsGroup")]
public string Field
{
get {
return field;
}
3
}
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Strong Names

An assembly strong name consists of a text name, a version number, optionally a
culture, a public key (which often represents your development organization), and a
digital signature. You can see the various components of the strong name by looking
into Machine.config and seeing how a strong named assembly is referenced.

The following example shows how the System.Web assembly is referenced in
Machine.config. In this example, the assembly attribute shows the text name, version,
culture and public key token, which is a shortened form of the public key.

<add assembly="System.Web, Version=1.0.5000.0, Culture=neutral,
Pub1icKeyToken=b03f5f7f11d50a3a" />

Whether or not you should strong name an assembly depends on the way in which
you intend it to be used. The main reasons for wanting to add a strong name to an
assembly include:

® You want to ensure that partially trusted code is not able to call your assembly.

The common language runtime prevents partially trusted code from calling a
strong named assembly, by adding link demands for the FullTrust permission set.
You can override this behavior by using AllowPartiallyTrustedCallersAttribute
(APTCA) although you should do so with caution.

For more information about APTCA, see APTCA in Chapter 8, “Code Access
Security in Practice.”

® The assembly is designed to be shared among multiple applications.

In this case, the assembly should be installed in the global assembly cache. This
requires a strong name. The global assembly cache supports side-by-side
versioning which allows different applications to bind to different versions of the
same assembly.

® You want to use the strong name as security evidence.

The public key portion of the strong name gives cryptographically strong evidence
for code access security. You can use the strong name to uniquely identify the
assembly when you configure code access security policy to grant the assembly
specific code access permissions. Other forms of cryptographically strong
evidence include the Authenticode signature (if you have used X.509 certificates to
sign the assembly) and an assembly’s hash.

Note Authenticode evidence is not loaded by the ASP.NET host, which means you cannot use it
to establish security policy for ASP.NET Web applications.

For more information about evidence types and code access security, see
Chapter 8, “Code Access Security in Practice.”
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Security Benefits of Strong Names

Strong names provide a number of security advantages in addition to versioning
benefits:

Strong named assemblies are signed with a digital signature. This protects the
assembly from modification. Any tampering causes the verification process that
occurs at assembly load time to fail. An exception is generated and the assembly is
not loaded.

Strong named assemblies cannot be called by partially trusted code, unless you
specifically add AllowPartiallyTrustedCallersAttribute (APTCA.)

Note If you do use APTCA, make sure you read Chapter 8, “Code Access Security in Practice,”
for additional guidelines to further improve the security of your assemblies.

Strong names provide cryptographically strong evidence for code access security
policy evaluation. This allows administrators to grant permissions to specific
assemblies. It also allows developers to use a StrongNameldentityPermission to
restrict which code can call a public member or derive from a non-sealed class.

Using Strong Names

The .NET Framework includes the Sn.exe utility to help you strong name assemblies.
You do not need an X.509 certificate to add a strong name to an assembly.

To strong name an assembly

1. Generate the key file in the assembly’s project directory by using the following

command.

sn.exe -k keypair.snk

2. Add an AssemblyKeyFile attribute to Assemblyinfo.cs to reference the generated

key file, as shown in the following code sample.

// The keypair file 1is usually placed in the project directory
[assembly: AssemblyKeyFile(@"..\..\keypair.snk")]
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Delay Signing

It is good security practice to delay sign your assemblies during application
development. This results in the public key being placed in the assembly, which
means that it is available as evidence to code access security policy, but the assembly
is not signed, and as a result is not yet tamper proof. From a security perspective,
delay signing has two main advantages:

The private key used to sign the assembly and create its digital signature is held
securely in a central location. The key is only accessible by a few trusted
personnel. As a result, the chance of the private key being compromised is
significantly reduced.

A single public key, which can be used to represent the development organization
or publisher of the software, is used by all members of the development team,
instead of each developer using his or her own public, private key pair, typically
generated by the sn -k command.

» To create a public key file for delay signing

This procedure is performed by the signing authority to create a public key file that
developers can use to delay sign their assemblies.

1.

Create a key pair for your organization.

sn.exe -k keypair.snk

. Extract the public key from the key pair file.

sn -p keypair.snk publickey.snk

. Secure Keypair.snk, which contains both the private and public keys. For example,

put it on a floppy or CD and physically secure it.

. Make Publickey.snk available to all developers. For example, put it on a network

share.

» To delay sign an assembly

This procedure is performed by developers.

1.

Add an assembly level attribute to reference the key file that contains only the
public key.

// The keypair file 1is usually placed in the project directory
[assembly: AssemblyKeyFile(@"..\..\publickey.snk")]

. Add the following attribute to indicate delay signing.

[assembly: AssemblyDelaySign(true)]
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3. The delay signing process and the absence of an assembly signature means that
the assembly will fail verification at load time. To work around this, use the
following commands on development and test computers.

® To disable verification for a specific assembly, use the following command.

sn -Vr assembly.d1]

® To disable verification for all assemblies with a particular public key, use the
following command.

sn -Vr *,publickeytoken

® To extract the public key and key token (a truncated hash of the public key),
use the following command.

sn -Tp assembly.d11

Note Use a capital -T switch.

4. To fully complete the signing process and create a digital signature to make the
assembly tamper proof, execute the following command. This requires the private
key and as a result the operation is normally performed as part of the formal
build/release process.

sn -r assembly.d11 keypair.snk

ASP.NET and Strong Names

At the time of this writing, it is not possible to use a strong name for an ASP.NET Web
page assembly because of the way it is dynamically compiled. Even if you use a code-
behind file to create a precompiled assembly that contains your page class
implementation code, ASP.NET dynamically creates and compiles a class that
contains your page’s visual elements. This class derives from your page class, which
again means that you cannot use strong names.

Note You can strong name any other assembly that is called by your Web page code, for example
an assembly that contains resource access, data access or business logic code, although the
assembly must be placed in the global assembly cache.
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Global Assembly Cache Requirements

Any strong named assembly called by an ASPNET Web application configured for
partial trust should be installed in the global assembly cache. This is because the
ASP.NET host loads all strong-named assemblies as domain-neutral.

The code of a domain-neutral assembly is shared by all application domains in the
ASP.NET process. This creates problems if a single strong named assembly is used by
multiple Web applications and each application grants it varying permissions or if
the permission grant varies between application domain restarts. In this situation,
you may see the following error message: “Assembly <assembly>.dll security
permission grant set is incompatible between appdomains.”

To avoid this error, you must place strong named assemblies in the global assembly
cache and not in the application’s private \bin directory.

Authenticode vs. Strong Names

Authenticode and strong names provide two different ways to digitally sign an
assembly. Authenticode enables you to sign an assembly using an X.509 certificate. To
do so, you use the Signcode.exe utility, which adds the public key part of a full X.509
certificate to the assembly. This ensures trust through certificate chains and certificate
authorities. With Authenticode (unlike strong names,) the implementation of
publisher trust is complex and involves network communication during the
verification of publisher identity.

Authenticode signatures and strong names were developed to solve separate
problems and you should not confuse them. Specifically:

® A strong name uniquely identifies an assembly.
® An Authenticode signature uniquely identifies a code publisher.

Authenticode signatures should be used for mobile code, such as controls and
executables downloaded via Internet Explorer, to provide publisher trust and
integrity.

You can configure code access security (CAS) policy using both strong names and
Authenticode signatures in order to grant permissions to specific assemblies.
However, the Publisher evidence object, obtained from an Authenticode signature is
only created by the Internet Explorer host and not by the ASP.NET host. Therefore, on
the server side, you cannot use an Authenticode signature to identify a specific
assembly (through a code group.) Use strong names instead.

For more information about CAS, CAS policy and code groups, see Chapter 8, “Code
Access Security in Practice.”
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Table 7.1 compares the features of strong names and Authenticode signatures.

Table 7.1 A Comparison of Strong Names and Authenticode Signatures

Feature Strong Name Authenticode
Unique identification of Yes No

assembly

Unique identification of Not necessarily. Yes

publisher

Depends on assembly developer using
a public key to represent the publisher

The public key of the publisher No Yes
can be revoked

Versioning Yes No
Namespace and type name Yes No
unigueness

Integrity (checks assembly has | Yes Yes

not been tampered with)

Evidence used as input to CAS Yes IE host—Yes
policy ASP.NET host— No
User input required for trust No Yes (pop-up dialog box)
decision

Authorization

There are two types of authorization that you can use in your assemblies to control
access to classes and class members:

® Role-based authorization to authorize access based on user identity and
role-membership. When you use role-based authorization in assemblies that are
part of an ASP.NET Web application or Web service, you authorize the identity
that is represented by an IPrincipal object attached to the current Web request and
available through Thread.CurrentPrincipal and HttpContext.Current.User. This
identity is either the authenticated end user identity or the anonymous Internet
user identity. For more information about using principal-based authorization in
Web applications, see “Authorization” in Chapter 10, “Building Secure ASPNET
Pages and Controls.”

® Code access security to authorize calling code, based on evidence, such as
an assembly’s strong name or location. For more information, see the
“Authorization” section in Chapter 8, “Code Access Security in Practice.”
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Exception Management

Do not reveal implementation details about your application in exception messages
returned to the client. This information can help malicious users plan attacks on your
application. To provide proper exception management:

Use structured exception handling.

Do not log sensitive data.

Do not reveal system or sensitive application information.
Consider exception filter issues.

Consider an exception management framework.

Use Structured Exception Handling

Microsoft Visual C# and Microsoft Visual Basic .NET provide structured exception
handling constructs. C# provides the try / catch and finally construct. Protect code by
placing it inside try blocks and implement catch blocks to log and process exceptions.
Also use the finally construct to ensure that critical system resources such as
connections are closed irrespective of whether an exception condition occurs.

try

}

// Code that could throw an exception

catch (SomeExceptionType ex)

{

}

// Code to handle the exception and log details to aid
// problem diagnosis

finally

{

}

// This code is always run, regardless of whether or not
// an exception occurred. Place clean up code in finally
// blocks to ensure that resources are closed and/or released.

Use structured exception handling instead of returning error codes from methods
because it is easy to forget to check a return code and as a result fail to an insecure
mode.
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Do Not Log Sensitive Data

The rich exception details included in Exception objects are valuable to developers
and attackers alike. Log details on the server by writing them to the event log to aid
problem diagnosis. Avoid logging sensitive or private data such as user passwords.
Also make sure that exception details are not allowed to propagate beyond the
application boundary to the client as described in the next topic.

Do Not Reveal Sensitive System or Application Information

Do not reveal too much information to the caller. Exception details can include
operating system and .NET Framework version numbers, method names, computer
names, SQL command statements, connection strings, and other details that are very
useful to attackers. Log detailed error messages at the server and return generic error
messages to the end user.

In the context of an ASP.NET Web application or Web service, this can be done with
the appropriate configuration of the <customErrors> element. For more information,
see Chapter 10, “Building Secure ASPNET Web Pages and Controls.”

Consider Exception Filter Issues

If your code uses exception filters, your code is potentially vulnerable to security
issues because code in a filter higher up the call stack can run before code in a finally
block. Make sure you do not rely on state changes in the finally block because the
state change will not occur before the exception filter executes. For example, consider
the following code:

// Place this code into a C# class Tibrary project
public class SomeClass
{
pubTlic void SomeMethod()
{
try
{
// (1) Generate an exception
Console.WriteLine("1> About to encounter an exception condition");
// Simulate an exception
throw new Exception("Some Exception");
}
// (3) The finally block
finally
{
Console.WriteLine("3> Finally");
}
}
3
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(continued)

// Place this code into a Visual Basic.NET console application project and
// reference the above class library code
Sub Main(Q)
Dim c¢ As New SomeClass
Try
c.SomeMethod()
Catch ex As Exception When Filter()
' (4) The exception is handled
Console.WriteLine("4> Main: Catch ex as Exception)
End Try
End Sub

' (2) The exception filter

Public Function Filter() As Boolean
' Malicious code could do something here if you are relying on a state
' change in the Finally block in SomeClass in order to provide security
Console.WriteLine("2> Filter")
Return True ' Indicate that the exception is handled

End Function

In the above example, Visual Basic .NET is used to call the C# class library code
because Visual Basic .NET supports exception filters, unlike C#.

If you create two projects and then run the code, the output produced is shown
below:

1> About to encounter an exception condition
2> Filter

3> Finally

4> Main: Catch ex as Exception

From this output, you can see that the exception filter executes before the code in the
finally block. If your code sets state that affects a security decision in the finally
block, malicious code that calls your code could add an exception filter to exploit this
vulnerability.

Consider an Exception Management Framework

A formalized exception management system can help improve system supportability
and maintainability and ensure that you detect, log, and process exceptions in a
consistent manner.

For information about how to create an exception management framework and
about best practice exception management for .NET applications, see “Exception
Management in .NET” in the MSDN Library at http://msdn.microsoft.com/library
Jen-us/dnbda/html/